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ABSTRACT

Requirements engineering is at the heart of software engineering, and as such, it involves collaboration among many project team members. This collaboration is driven by coordination needs and relies on communication and knowledge that members have of their colleagues and related activities. Ineffective coordination with those who work on requirements dependencies may result in project failure. To study the coordination of those who need to coordinate work due to interdependencies in requirements, this dissertation introduces the concept of requirements-driven collaboration as collaboration that occurs during the elicitation, definition, specification, implementation, testing, and management of requirements. The first contribution of this research is a framework to study requirements-driven collaboration. This framework is based on
social network theory and provides techniques to study communication and fleeting knowledge that underlying collaboration driven by requirements. This framework was incrementally developed throughout the research, first informed by literature review and then empirically-informed through its application in case studies of requirements-driven collaboration. The initial, literature-informed version of the framework was used to guide the design of empirical investigation of requirements-driven collaboration in two globally-distributed software development projects. The framework was then revised based on the insights obtained from its application in the two projects. The empirical evidence about requirements-driven collaboration in these projects represent the second major contribution of this dissertation. Among others, I identified that for both projects the membership of the requirements-driven social networks are dynamic and include important cross-site and cross-team interactions, that the power of distributing knowledge is not in the hands of few team members, and that there are members brokering information between two otherwise unconnected colleagues. The research in this dissertation brings implications for requirements engineering and for the study of collaboration in software projects. By providing researchers and practitioners with a set of techniques to study and evidence about communication and fleeting knowledge in requirements-driven collaboration, the framework offers a mechanism to examine fine-grained details in software projects. The insights obtained can be used to reason about how tools and processes can be improved to better support collaboration throughout the development life-cycle.
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Chapter 1

Introduction

Requirements engineering plays an important role in a project life-cycle, since requirements drive the development of the subsequent project phases. The later in the development life-cycle that a software error is detected, the more expensive it is to repair it [41]. Therefore, it is cost effective to define and specify requirements early on in the project, and to manage them throughout the development cycle.

In order to develop the requirements, cross-functional software teams composed of members representing different functional groups need to establish a shared understanding or a common ground about the requirements. Effective communication and fleeting knowledge (also known as awareness [52]) is important to foster this common ground [31]. Moreover, communication and fleeting knowledge are important for the coordination of work necessary to develop the project requirements since requirements engineering involves highly collaborative activities. For example, requirements analysts collaborate intensively with business partners to gather, to specify, and to negotiate requirements.

Coordination in general is the act of managing interdependencies between activities [95]. In order to coordinate properly, team members need to maintain up-to-date knowledge about the requirements, to exchange information about tasks related to a certain requirement, and to propagate information about changes on requirements. In addition, they need to be able to locate expertise when help is necessary to complete their tasks [48] [54], and to identify who is currently available to help [52].

Although benefits of coordination in software teams were investigated in previous research, there is a lack of understanding about communication and fleeting knowledge in the coordination necessary in the development and management of software requirements. This dissertation aims to further the understanding of this collabora-
tion, which I name *requirements-driven collaboration* from here onwards.

### 1.1 Research Approach

In this section I present the research problem that this dissertation addresses, the research goal and the derived research questions, the investigative approach defined to address the dissertation goal, and the two industrial projects that I empirically investigated to answer the research questions.

#### 1.1.1 Problem Statement

To effectively communicate and have up-to-date fleeting knowledge is challenging in requirement engineering because members of cross-functional teams have different backgrounds and understanding about requirements. The geographical and organizational distances are factors that contribute to increased challenges faced by the team members. The coordination of work related to a requirement or to interdependent requirements is impacted when these members do not have a shared understanding or common ground about the set of requirements they are working on. Researchers and practitioners lack knowledge about how cross-functional software teams composed of multiple and diverse roles collaborate to develop work driven by requirements. More specifically, little is known about how members of these teams communicate and maintain fleeting knowledge in the coordination necessary to develop software requirements. A better understanding of requirements-driven collaboration is needed to enable reasoning about it so then better tools, processes, and practices to support collaboration throughout the development life-cycle can be developed.

#### 1.1.2 Research Goal and Questions

**Research goal:** The goal of this research is two-fold. First, my goal is to develop an approach to study requirements-driven collaboration and specifically communication and fleeting knowledge. Second, I aim to further the understanding of requirements-driven collaboration by empirically examining communication and fleeting knowledge in the coordination necessary to the development of requirements in industrial projects.
Research questions: The posed research questions to address the two-fold research goal are presented below and discussed in details next.

1. How can one investigate requirements-driven collaboration?

2. What are typical characteristics of communication and fleeting knowledge networks established during collaboration driven by requirements?

3. What structures do communication and fleeting knowledge networks have in requirements-driven collaboration?

4. How do team members exchange information and share knowledge relevant to performing work driven by requirements?

5. To what extent are requirements-driven collaboration patterns aligned with coordination needs informed by requirements dependencies? Moreover, to what extent do requirements-driven collaboration patterns follow the organizational structure?

Research question 1: How can one investigate requirements-driven collaboration?

Requirements engineering is important since it establishes what needs to be designed and defines a baseline for the following phases of the project life-cycle. The requirements are then used by the software team to develop, to test, and to deploy the software system in the user environment. As such, those involved in the many activities that relate to requirements play different roles throughout different phases of the development life-cycle, and belong to different organizational functions. These members also need to communicate and to share a common understanding about the requirements in order to successfully develop the product and to attend the stakeholders needs. Research in software engineering has traditionally focused in investigating collaboration that takes place among developers, leaving out other important roles that contribute and are essential for the project development, such as requirements analysts and testers. In addition, the literature mainly reports on which mechanisms software teams adopt to coordinate work, what causes coordination problems in software projects, how communication breakdowns impact collaboration necessary to team members perform work, and how coordination and collaboration issues affect software productivity and quality. To the best of my knowledge, there is no research that describes how team members coordinate work necessary to the
development and management of requirements emphasizing the traceability from requirements to downstream software artifacts. The lack of such research implies the absence of a method to investigate collaboration among members of cross-functional software team at a fine-grained level. This question aims to define an approach for studying requirements-driven collaboration in such desirable level.

**Research question 2:** *What are typical characteristics of communication and fleeting knowledge networks established during collaboration driven by requirements?*

Requirements are usually volatile [36] [18], thus changes to requirements need to be communicated promptly to team members to avoid negative impacts on quality and team productivity. Cross-functional software teams, especially large and distributed ones, often have difficulty coordinating requirements development and identifying team members that are knowledgeable of certain features. The lack of awareness of who is working on related activities or of who can help may affect the members ability to coordinate work. This question aims at characterizing communication and fleeting knowledge networks that form around the development of a set of dependent requirements in terms of membership and the nature of interaction. This characterization aims at revealing hidden requirements-driven collaboration patterns, which are recurring repetitions of the same collaboration behavior across the social networks of dependent requirements. Moreover, it aims at bringing insights about how cross-functional software teams manage requirements evolution and change information, and what gaps in communication and fleeting knowledge need to be identified to avoid loss of critical knowledge within these networks. In this research fleeting knowledge is conceptualized as the awareness that members have of what others are doing that is related to one’s work, also named *current awareness* [48].

**Research question 3:** *What structures do communication and fleeting knowledge networks have in requirements-driven collaboration?*

Actual interaction among team members determines a networks structure, which emerges as the members perform the project tasks. Researchers in the area of social networks have found that network structures can be used to explain collaboration behavior [3]. In communication networks the structure can be recognized as the patterned flows of information exchanged among team members [111]. For example, a social network representing collaboration around a requirement that consists of a structure centralized around certain members may suggest that there are key people
responsible for distributing knowledge to others. These members may be experts about the requirements or senior developers who are familiar with the product under development. In addressing this question I intend to examine which structures the communication and fleeting knowledge networks have in requirements-driven collaboration aiming to reveal who holds knowledge and who actively distributes it to colleagues. Moreover, it also aims at identifying who is most aware of others or who others are most aware of in order to understand communication breakdowns or misunderstandings that happen because of lack of awareness.

Research question 4: How do team members exchange information and share knowledge relevant to performing work driven by requirements?

In studying collaboration driven by requirements, I posit that team members are specialists. Given each project member’s different role in the project, a member has specific knowledge about his respective requirement. For example, the requirements analyst may have different knowledge about the requirement than the developer or the tester. The study of how information is exchanged among these members who possess specific knowledge about requirements should reveal insights about patterns of knowledge distribution within the team. In addition, the study of communication patterns should reveal dynamics of collaboration among people that need to coordinate their requirements-related work. Knowledge about how team members exchange information and share knowledge can help managers to define strategies to minimize the risk of having knowledge concentrated in few members or not being distributed to certain people, to better fit the assignment of members with certain knowledge to work on certain requirements, and to improve the use of tools that support knowledge exchange among team members, specially when the team is physically distributed. By posing this question I aim to identify situations that indicate particular patterns of information exchange and knowledge sharing among those involved in requirements-driven collaboration.

Research question 5: To what extent are requirements-driven collaboration patterns aligned with coordination needs informed by requirements dependencies? Moreover, to what extent do requirements-driven collaboration patterns follow the organizational structure?

Requirements dependencies drive the need to coordinate work activities. Since requirements are usually volatile and changes may affect requirements dependencies,
actual coordination among team members may not correspond to the coordination needs created by the project requirements dependencies. Therefore, the goal of this question is to examine the extent of the alignment between coordination needs and the team’s ability to coordinate work aiming to inform which coordination needs were not satisfied. In addition, formal organizational structures often define communication channels among team members. Requirements-driven collaboration patterns may be affected by these imposed organizational structures. Thus, this second part of question 5 aims to identify to what extent collaboration driven by requirements-related activities follows the communication channels imposed by the organization structure. Awareness of the alignment between the project’s coordination needs and the organization structure can help managers to identify whether changes in the organization structure are necessary to smooth requirements-driven collaboration among team members, or when collaboration was not accomplished because of other reasons.

1.1.3 The Investigative Approach Used in this Dissertation

To study requirements-driven collaboration, I propose an approach that uses concepts and techniques from social network analysis [135] to obtain insights about the communication and fleeting knowledge patterns of those involved in requirements-driven collaboration. This approach is based on a structure that focuses on the requirement as the unit of work around which collaboration occurs. I term this structure a requirements-centric team. A requirements-centric team (RCT) is a cross-functional group whose members’ work activities are related to one or more interrelated requirements, as well as downstream artifacts such as design, code and tests. By related to I consider relationships such as assigned to and communicating about.

To analyze the collaboration within RCTs, I define a requirements-centric social network. A requirements-centric social network is a social network [135] that represents the members (also called actors) and relationships (also called ties) in a requirements-centric team. The actors in a requirements-centric social network are among the members of the requirements-centric team, and the ties in the network are representations of different relationships during these members collaboration. For example, a tie can represent project members’ requirements-related communication, assignment to work on the same requirements, contributions to the development of a requirement, or awareness of others’ requirements-related work.

Having defined requirements-centric social networks, a number of social network
analysis measures are defined as mechanisms to the study of properties of these networks. Insights from the application of these measures allow one to identify requirements-driven collaboration patterns.

1.1.4 An Empirical Investigation of Requirements-Driven Collaboration

To empirically examine collaboration driven by requirements and identify the applicability of the proposed framework, I conducted a multiple exploratory case study. I investigated two projects in the Brazilian subsidiary of a large manufacturing American company, which I will call ORG for confidentiality reasons. ORG has offices all over the world, including development centers in the US, Brazil, and India. ORG assembles and ships its products worldwide, and has an extensive I/T department to support its internal processes.

The Shipping System project updates and maintains an internal mature software product used by ORG to support its shipping process. The Support Applications project enhances and maintains a group of internal software products used in ORG by product management and sales. The two projects were selected mainly according to availability and easiness to reach the remote members located in US.

I visited the project teams on site multiple times, spending three initial full months observing each project team in its work environment and periodically returning to collect feedback on preliminary findings and additional data to complement the understanding of the project contexts. At the end of the initial observation period, both projects had released the new version of the software into the production environment and were providing the product probation support time which consisted of addressing eventual end-users bug fix reports. I used document inspection, questionnaire, work diaries, semi-structured interviews, and observation for data collection. Data analysis was conducted using the requirements-driven collaboration approach I proposed which utilizes concepts and measures from social network analysis, as well as interview data analysis and descriptive statistics.

1.2 Contributions

This dissertation brings several theoretical and empirical contributions mainly to the Requirements Engineering field by answering the posed research questions. In
terms of theoretical contributions, this dissertation proposes an *empirically-informed framework* for investigating requirements-driven collaboration. This framework was incrementally developed throughout the research, first informed by literature review and then empirically-informed through its application in a multiple case study of requirements-driven collaboration. The framework consists of an approach based on a structure that focuses on a requirement as the unit of work around which collaboration occurs. This structure represents a cross-functional team whose members' work activities are related to one or more interrelated requirements, as well as downstream artifacts. It also defines the requirements-centric social network concept, which represents members and relationships in a requirements-centric team. Moreover, the framework outlines a number of social network analysis measures thoroughly selected as mechanisms for studying collaboration driven by requirements. These measures can be one-by-one applied to the requirements-centric social networks in order to identify requirements-driven collaboration patterns, such as which team members are involved in negotiating requirements, how notification of changes are propagated to those affected by them, and who holds knowledge about the requirements.

Another theoretical contribution is the proposed *Role-based socio-technical congruence measure*. Based on the current socio-technical congruence measure defined by Cataldo et al. [24], the Role-based measure aims at examining requirements-driven collaboration in the presence of a formal organization structure represented by the pairs of roles that are allowed to directly communicate with each other. In other words, the proposed Role-based measure indicates the extent that actual coordination attends coordination needs that are aligned to the formal imposed communication channels. It also indicates which missing communication between a pair of people is between roles that should not directly communicate with each other, and thus coordination needs may not have to be satisfied. These missing communication instances are named *false gaps*. Moreover, it identifies communication that takes place between pair of roles that should not directly communicate with each other, named *backchannel communication*. Managers can benefit from the awareness that backchannel communication takes place in their projects, and use the detailed information about this type of communication to align or to supplement the formal organization structure with the project coordination needs.

This dissertation also brings significant empirical contributions. A substantial initial body of knowledge, grounded in empirical evidence, about requirements-driven collaboration was developed. The multiple exploratory case study conducted re-
revealed contrasting requirements-driven collaboration patterns for the two projects. In the effort to characterize the communication and fleeting knowledge networks in requirements-driven collaboration, the application social network measures proposed in the framework revealed that requirements-centric social networks are dynamic and included important cross-site and cross-team interactions. These networks have decentralized structures, meaning that knowledge is not held by few members and is well distributed among team members. In terms of patterns of information exchange and knowledge sharing, the application of the social network measures uncovered that there are members brokering information between two otherwise unconnected colleagues. In the context of requirements engineering, this indicates that these members whose communication was brokered did not use and possibly had no direct way of communicating requirements information. Misunderstandings or information loss could occur in these mediated interactions.

The application of the current socio-technical congruence measure [24] and of the proposed Role-based measure revealed that requirements-driven collaboration patterns were aligned with coordination needs and with the organization structure for the project where the team had previous knowledge about the software and members are familiar with each other. In contrast, for the other project where the team was new to the application and as a group itself, the requirements-driven collaboration patterns were mostly misaligned with the teams’ coordination needs and the imposed organizational structure. The Role-base measure identified that backchannel communication did take place in both projects in different proportions, meaning that to a certain extent both teams overlooked the imposed communication channels in order to attend coordination needs created by the requirements dependencies.

The contributions in this dissertation bring implications for requirements engineering and for the study of collaboration in software projects. By providing researchers and practitioners with a set of measures to study and evidence about, the framework offers a mechanism to examine fine-grained details about requirements-driven collaboration. The insights obtained can be used to reason about how tools and processes can be improved to better support collaboration throughout the development life-cycle.

1.3 Structure of this Dissertation

The remaining of this dissertation is organized as follows.
Chapter 2. Literature Review  This chapter presents literature on collaboration in software engineering emphasizing needs and challenges imposed by requirements engineering and cross-functional teams, specially those who work in globally-distributed settings. In addition, it introduces social networks concepts and how they have been used to investigate collaboration in software engineering. This chapter also presents the socio-technical concept as adopted in the software engineering community in the study of collaboration and its incipient related work.

Chapter 3. Research Methodology  This chapter presents the adopted research process. More specifically, it briefly introduces the investigative approach defined to investigate requirements-driven collaboration and presents case study as the strategy used to empirically examine collaboration driven by requirements in two projects, describes the criteria used to select the investigated projects, and briefly presents the data collection and analysis methods adopted as well as the research validation process.

Chapter 4. A Framework for Studying Requirements-Driven Collaboration  Seeded in literature review, the proposed framework for studying requirements-driven collaboration is introduced in this chapter. The requirements-centric teams and the requirements-centric social networks concepts are defined here, and the initial set of social network analysis measures used as mechanisms to explore requirements-driven collaboration is also presented.

Chapter 5. Case Study Data Collection and Analysis  This chapter discusses in details the data collection and analysis methods and processes used in the investigation of the multiple exploratory case study. The data collected for each project and steps taken to analyze the data are also presented here.

Chapter 6. The Shipping System Project  This chapter presents the empirical case study named Shipping System, shortened to SHIP, and discusses the insights obtained about requirements-driven collaboration from the detailed examination of the team behavior. First, the SHIP project setting is presented in details. Then, the analysis of the data collected is presented and discussed in such a way that the research questions are addressed.
Chapter 7. The Support Applications Project  Similarly, this chapter presents the empirical case study named Support Applications, APP in short, and discusses the insights this study brings in light of requirements-driven collaboration. The structure of Chapter 6 is followed. First, the APP project setting is described followed by the data analysis and discussion of results.

Chapter 8. Revisiting the Research Questions  This chapter revisits the research questions by contrasting and highlighting the main insights from the multiple exploratory case study aiming to summarize how this research furthers the understanding of requirements-driven collaboration. The final set of social network analysis measures defined as mechanisms to explore requirements-driven collaboration in the proposed framework is presented.

Chapter 9. Final Considerations  This chapter presents the research validation process adopted throughout the research, discusses the contributions of this research for furthering the understanding of requirements-driven collaboration, and disclose the threats to the validity of the contributions. The chapter concludes this dissertation with suggestions for future work.

1.4 How to Read this Dissertation

Each and every chapter in a dissertation is written aiming to support the understanding of the research I have conducted. The reading of the entire dissertation in the order of presentation of the chapters is expected but it is not mandatory. To support the reader, I suggest an alternative reading order which I believe would not compromise the comprehension of the work here presented. This alternative order applies for readers who are assumed to have previous knowledge on social network analysis and want to prioritize the reading of the research contributions.

Chapter 1 (Introduction) sets up the context of this research. Motivation for investigating requirements-driven collaboration and research goal and questions are presented here. Once the reader has a broad view of the research, he may want to first read about how the research questions were answered and about the research contributions itself. Thus, the reader should move from Chapter 1 to reading Chapter 8 (Revisiting research questions), and Chapter 9 (Final consideration). Next, for details of how the research questions were answered, I suggest the reader to move to Chap-
ter 4 (Framework), Chapter 6 (SHIP case study), and Chapter 7 (APP case study) in this order. Chapter 3 (Methodology) and Chapter 5 (Case study data collection and analysis) provide details about the methodology used to examine the research questions. Last, Chapter 2 (Literature) will serve the purpose of defining concepts used in this research and introducing related work that inspired and motivated this research. Appendices consist of relevant information for readers who would like to conduct similar research (Appendix A - Questionnaire sample), for those who are interested in specifics about each project (Appendix B - SHIP project, and Appendix C - APP project), and for those that would like to use the framework themselves (Appendix D - the complete framework).
Chapter 2

Literature Review

In this chapter literature review related to collaboration and organizational structures as determinants of communication behavior. It also presents literature about social network analysis and socio-technical congruence as approaches to investigate collaboration. Concepts associated to these topics are defined and related work is described.

2.1 Requirements Engineering and Its Importance to Software Development

The success of a software system depends on how well it fits the needs of its stakeholders, and its environment [101] [104]. Software requirements comprise these needs, and requirements engineering is the process by which the requirements are determined [27]. A requirement is a description of how the software system should behave, a property or attribute exhibited by a system or a system component to solve a problem or achieve an objective [121].

The requirements engineering process involves understanding the needs of users, customers, and other stakeholders; understanding the contexts in which the to-be-developed software will be used; modeling, analyzing, negotiating, and documenting the stakeholders requirements; validating that the documented requirements match the negotiated requirements; and managing requirements evolution [27]. Changes to requirements require not only management, but also impact analysis to understand whether the changes affect the current system requirements, specification, and design [101].
Successful requirements engineering is important since it establishes what needs to be designed \[92\]. A poor requirements engineering and management may result in project failure, misunderstandings, and conflicts between stakeholders and project team, rework, and high number of defects. Thus, improvements in the requirements engineering process have the potential to reduce development costs and development time, and to increase software quality \[36\] \[50\].

In addition, requirements are used in the following phases of the life-cycle to guide the project activities. The requirements are then used by the software team to develop, to test, and to deploy the software system in the user environment. Team members working in different phases of the development lifecycle and belonging to different organizational functions need to communicate and to share a common understanding about the requirements in order to successfully develop the requirements, thus attending the stakeholders needs.

### 2.2 A Requirements Engineering Perspective on Collaboration in Software Projects

Requirements engineering drives software life-cycles from the elicitation phase down to the analysis, implementation, and test phases \[6\]. As such, it involves collaboration among large, often geographically distributed cross-functional teams comprised of requirements analysts, software architects, developers, and testers. This collaboration is driven by coordination needs in software development and relies on communication.

Coordination, generally defined as the act of managing interdependencies between activities \[95\], is a critical aspect in every activity related to a requirement’s analysis, implementation, or testing. Team members coordinate to establish a common understanding and to share knowledge about the work to be done. Since requirements are volatile \[36\] \[18\], ongoing coordination is necessary to manage interdependencies with those working on the artifacts related to a changed requirement. Changes in one requirement need to be propagated to those who work on dependent requirements and related downstream artifacts. Ineffective coordination with those who work on dependencies may result in failures \[38\].

Team members use diverse coordination mechanisms. Espinosa and colleagues \[52\] categorized these mechanisms as **mechanic** via task programming mechanisms and **organic** through team communication. Coordination of repetitive and routine
aspects of the task can be achieved mechanistically using tools, schedules, plans, specifications, etc. A configuration management system, which enables developers to work simultaneously in the same code and to know who is working on this code, is an example of mechanistical coordination. Aspects of a task that cannot be supported mechanistically, such as deciding how to proceed when a deadline is missed or asking for a task clarification, need organic coordination also known as coordination by feedback. This type of coordination is done through communication [52]. In addition to communication, the knowledge developed about the project tasks and the team also help team members to coordinate [79].

Communication is important in requirement engineering because it facilitates the negotiation process among different stakeholders, allows team members who are responsible for defining the requirements to clarify information for other members [101] and to share knowledge necessary to capture, define, design, and implement the software requirements [92]. Poor communication will result in failures to perform these activities, in misunderstandings, and in conflicts [31]. As a consequence, project performance and customer satisfaction are impacted. Both informal and formal communication are valuable mechanisms for achieving coordination in software development [84].

Team members’ common ground, knowledge of other members working in the same task and the task domain, familiarity with the task and other members, and awareness of who is around and who has done what recently are few examples of how knowledge can help team members to coordinate more effectively. For instance, requirements analysts and architecture designers have to share a common ground about the requirements in order to the requirements analysts be able to clarify requirements to designers, and designers be able to understand and design a software architecture that addresses the defined project requirements.

Aspects pertaining to the knowledge that supports coordination are categorized as long-term knowledge, and fleeting knowledge or awareness [52]. Long-term knowledge is acquired over time and is more permanent. Knowledge of the process used by a team to elicitate and negotiate requirements with customers and stakeholders, knowing who has expertise in the team to clarify the meaning of a certain requirement, or acquiring knowledge with the customer about the requirement in case no member in the team has expertise to clarify it, are examples of this type of knowledge. Kraut and Streeter [84] found that knowing who to ask for help facilitates coordination, and is beneficial for the software project success. Long-term knowledge helps
members coordinate because it helps individuals develop more accurate explanations and expectations about tasks, events, and members’ behaviors [81].

In contrast, the fleeting knowledge or awareness is situational and temporarily relevant [52]. For example, a tester knows which requirements analyst was responsible for specifying the requirement because he asked clarifications about the requirement behavior in order to write test cases for that requirement. A few weeks later, this knowledge may no longer be useful. Awareness is knowledge about the state of a particular situation, object, or environment [1]. It is also defined as an understanding of the activities of others, which provides a context for your own activity [46].

Awareness is important for coordination of tasks that contain interdependent activities, because it helps members shift from individual to shared activities easily, and because members have a better understanding of the sequence and timing of things and temporal boundaries of their actions [64]. Awareness is the beginning of self-understanding and it reduces the effort needed to coordinate tasks and to anticipate other team members’ actions [46] [65]. Thus, awareness is important for cross-functional teams that are brought together to develop requirements in a project and that have to coordinate work to achieve the project’s goals.

There are several types of awareness. The most common among researchers studying collaboration and coordination are as follows. Task awareness is a member’s up-to-the-minute knowledge of what is going on in the task in areas that affect that member’s work [52]. Ehrlich and Chang [48] name this knowledge current awareness. This definition is similar in concept to Chen and Gaines’ concept of chronological awareness [26], which is knowledge of recent task activities (e.g., knowing who did what recently, who is behind schedule). By knowing the task activities of others, team members can coordinate their work more effectively [52].

Presence awareness is the knowledge of which team members are around, where and when, as relevant for the task. When members have tight dependencies with other members, it is important to be able to find the right people when you need them, or at least to know when and if they are around [52]. This awareness is also known as workspace awareness. Gutwin and Greenberg [64] defined workspace awareness as the understanding of people in the workspace, rather than just of the workspace itself. This awareness is more hard to be achieved in globally distributed projects since team members do not have mechanisms to identify where their colleagues are currently located. For example, the use of clues such as a jacket hanging on a chair is a privilege for collocated team members.
The knowledge about the team members’ professional background and how they can help you in your work is defined by Ehrlich and Chang [48] as **general awareness**. This knowledge is important to facilitate expertise seeking and to help a team member to complete a task. **Change awareness** is the ability of individuals to track the changes made on a piece of work, such as a requirements specification document or source code that implements certain requirement, or on decisions taken on the project, such as the delivery date of the software system to the customer [128]. This awareness is significant in requirements engineering since changes on requirements have to be propagated to team members involved in the development of that requirement to avoid misunderstandings or rework later on. Specifically, knowledge of changes to requirements that are dependent on other requirements is needed to ensure that team members are performing their work based on the current version of the requirement specification.

Although research has pointed out the importance of communication and knowledge for coordination [52], communication is a recurring problem in requirements engineering [6] [31] [40]. This problem occurs because communication involves a diverse range of team members who differ on levels of background and knowledge about the project requirements. Requirements analysts have to gather and negotiate requirements with customers, who understand about the business process that will be supported by the software system, and help architecture designers to understand the requirements. Requirement analysts also support developers and testers on the understanding of how to code and test the requirements. Software architects have knowledge about how to define a solution that will implement the requirements. Thus, these team members that belong to different organizational functions have to establish a common ground about the requirements to be able to effectively communicate and exchange knowledge necessary to implement the project requirements.

Distributing the software development process is a practice that has became common in the last years [69]. This distribution happens for diverse reasons, among others because of size and complexity of software systems that require larger teams of qualified people to work on them. Coordination issues are exacerbated when the development is globally distributed. Distance affects team members ability to meet face-to-face and to discuss project issues. Not only the geographical distance affects coordination, but also the organizational dispersion, inherent in any software team. Members of cross-functional software teams usually belong to different functional and organizational groups. Different functional and organizational groups in general have
different work policies and practices, which will imply in different ways to communicate and exchange knowledge necessary for developing work driven by requirements.

2.3 Organizational Structures and Communication Channels

An organizational structure is mainly a hierarchical concept of subordination of entities that are expected to collaborate and contribute to serve one common aim. Traditionally, an hierarchical organization is designed to thrive upon the division of labor, workflow, and unity of command [109]. That is, in order to increase efficiency and control, employees work in functional units or departments; and each employee specializes in a few tasks [70] differing in the expertise, knowledge, and information that each one brings to the group [74]. The structure of an organization will determine the modes in which it operates and performs. Hence, an effective organizational structure shall facilitate working relationships between various entities in the organization and may improve the working efficiency within the organizational functions.

Organization literature claims that information should flow along the lines of the prescribed organizational structure [55]. However, it is known that the organization structure may create obstacles to the movement of information by blocking flows and by promoting overload of information in certain paths. People usually find ways to overcome these obstacles such as disregarding the organization structure and establishing informal relationships across functions to faster accomplish their tasks. These so called "informal organization networks" represent informal group structures formed to acquire information or to get help from other colleagues aiming to accomplish the work that needs to be done. These informal group structures can cut through formal reporting procedures to jump start stalled initiatives and meet extraordinary deadlines [82].

An informal group structure can provide communication links that reinforce and add to those networks of formal organization charts due to the ability of those involved to collaborate, to exchange knowledge, and to pool expertise across hierarchical boundaries [33]. These informal links characterize backchannel communication [55]. Often these informal communication channels or backchannel communication increase group performance. Past research has argued that group performance is affected by the distribution of knowledge among members of a group. Wherever information is
broadly distributed across group members, these members share common information and conceptualization, and this in turn facilitates group performance. In groups where pockets of unique knowledge are concentrated in specialists, such as cross-functional software teams, critical information possessed by certain members may never be shared or retrieved by the group, and this can diminish group performance [113].

However, one factor that may modify the effect of distribution of knowledge is the group structure. Studies show that the group structure can either constrain or facilitate knowledge and information flow within a group. Somewhat centralized information flow, for example through brokers, would represent a hierarchical communication structure. Similarly, flat networks or decentralized groups provide opportunities for task-oriented communication and information exchange [124] [7]. Such a dense communication structure enables the free flow of information and thus broader distribution of knowledge. The performance in groups of generalists with broadly distributed knowledge does not seem to be affected by the group structure. Whereas centralized groups of specialists were outperformed by decentralized groups [113].

On the other hand, group structure seems to play an important role when one considers knowledge dissemination across teams. Past studies of information flow in distributed groups (e.g., [71]) found that distributed teams with more centralized structures experienced fewer coordination problems, whereas dense communication was associated with more coordination problems. Some hierarchy caused by particular team members acting as point people (i.e., brokers) through whom much of the cross-team communication flowed, was identified as critical to ensuring coordination across teams [71]. Thus, I am interested in identifying which social network structures are formed during requirements-driven collaboration. These structures are expected to influence knowledge exchange and information flow within requirements-centric social networks of dependent requirements.

2.4 Social Network Concepts and Measures and Their Use in the Study of Collaboration

People establish relationships with others all the time. Software developers are not an exception. When developers are allocated to work on a same requirement and frequently meet to discuss technical-related issues and development progress, they
establish a stronger working relationship to each other than to those in the team that they are not in contact with. As time goes by in a software project, team members also develop a trusting relationship on each other which can help them to open substantive and influential information exchange channels [5]. Social networks analysis provides techniques to examine the structure of such social relationships in a group to uncover patterns of behavior and interaction among people [99]. It is particularly useful to unveil informal relationships [34], such as those between team members who play roles that should not communicate with each other because of imposed organizational restrictions.

Social network analysis is founded on the concept of a social network, which is a social structure made up of individuals (or organizations) called nodes, which are tied or connected by one or more specific types of relationships [99], such as friendship, trust, dislike, knowledge, communication, or awareness. Therefore, in social network analysis nodes are the individual actors within the networks, and ties represent relationships between the actors. Social network measures are used to examine different aspects of the resulting graph-based structures that represent the social relationships of one’s interest.

A finite set of actors on which ties are to be measured is called group. The collection of ties of a specific kind among members of a group is called a relation. For example, a social network can represent a friendship or a communication relationship. A social network consists then of a finite set of actors and the relation or relations defined on them [99]. Although social network data require measurements on ties among actors, called relational data, characteristics of the actors may also be collected and analyzed [117]. Such characteristics are named attributes and can identify the actor’s educational background, the time the actor is working in a company, his job position and office location, among others.

Many kinds of network analysis are concerned with understanding ties among pairs. These analyses use the dyad unit of analysis, which consists of a pair of actors and their possible relationships [135], such as whether or not ties are reciprocal. Another set of network analysis is focused on the study of a subgroup and all ties among them while some measures concern to the examination of the entire network.

I will use a running example to illustrate social network terminology and measures of interest. These measures are listed in Table 2.1. As a fictional example consider the following scenario. A software team composed of 12 members is organized as follows. Andrew, Bob, Charles, David, and Emma are testers responsible for verifying and for
validating what the developers have implemented. The developers are who are Fynn, Greg, Hannah, Iris, John, Kevin, and Lucas. Two-thirds of the team is collocated in the West Coast of Canada, however Bob, David, John, and Kevin have their offices located in Ireland. The software team consists of members with different levels of experience working with the product under development. Senior members Andrew, Bob, Fynn, and John are working in the project for more than 18 months while the newcomers Emma, Greg, and Hannah have joined the project less than 6 months ago. The remaining members, Charles, David, Iris, Kevin, and Lucas, are working in the project between 6 and 12 months. No one has worked for more than 12 months and less than 18 months.

Table 2.2 indicates those members who frequently (over 3 times a day) communicate in the project. This table can be viewed as a sociomatrix where each name of a row (or column) represents an actor or a node in the social network. Note that I shortened to the first letter the actor names in the columns (e.g., Andrew is indicated "A", Bob is indicated "B", and so on). The value in each cell $ij$ represents that there is a relationship, value 1, or absence of it, value 0, between actors $i$ and $j$. The presence of a relationship between actors $i$ and $j$ defines a directional tie between these actors in the social network. Note that in this illustration there is a tie between Lucas and John, but the inverse is absent. The social network in this running example has directional ties, when distinction of who initiated the relationship is made. Therefore, one must read the matrix as follows: actor $a$ in row $i$ frequently communicates with actor $b$ in column $j$ if the value in cell $ij$ is 1. Otherwise, $a$ and $b$ do not frequently communicate. Note that self-relationships are not considered.

To obtain overall insights about the characteristics of the social network, the social data matrix can be displayed as a sociogram. A sociogram is a picture in which actors are represented as points in two-dimensional space, and relationships among pairs of actors are represented by lines linking the corresponding points [100].
Table 2.2: Frequent communication interactions between team members of the running example

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
<th>G</th>
<th>H</th>
<th>I</th>
<th>J</th>
<th>K</th>
<th>L</th>
</tr>
</thead>
<tbody>
<tr>
<td>Andrew</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Bob</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Charles</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>David</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Emma</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Fynn</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Greg</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Hannah</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Iris</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>John</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Kevin</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Lucas</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

The lines can be reciprocal (two-ways), directional, and valued (when a connection represents the intensity or magnitude of a relationship). Figure 2.1 presents the sociogram of the illustrative running example. Note that not only the relationships between actors are indicated but also the actor attributes are visually represented. For example, the actor shape indicates the role the actor plays in the project (square for tester and circle for developer). The actor color indicates the actor office location (black for the West Coast of Canada and grey for Ireland). The actor size finally indicates the time the actor is working in the project (small for 1 to 6 months, medium for 6 to 12 months, and large for over 18 months). From the sociogram one can say that both roles are physically distributed and have newcomer members. It is important to observe that large social networks may not benefit as much from the sociogram. However, by combining actor attributes to relational data one can visualize subsets of the network which may help one to overcome the challenge of one trying to obtain insights from the visualization of an entire large social network at once.

In literature, Damian et al. [39] investigated how distributed developers collaborate over long distances and maintain awareness of others. Sociograms were used to examine who communicated with whom. They found that social networks revolving around particular units of work are dynamic throughout development, and therefore awareness needs to be maintained in organic infrastructures of work. Ohira and colleagues [103] used the visualization of social networks and collaborative filtering to
support the identification of experts across open source projects. de Souza and colleagues [42] developed Argur, a tool to explore the structure of a system through the visualization of source-code dependencies. The tool builds socio-technical networks that highlights links between people through the source code and vice-versa.

**Network size** is the number of actors in the social network. In the example, the social network that represents communication in the project has size 12. In other words, there are 12 team members frequently communicating with each other in this project. Note that the network size can be smaller or larger than the team size. For example, it is possible that a certain team member did not frequently communicate with any of his colleagues, thus the network size would be 11. It is also possible that external people frequently communicate with team members. In this case, assuming that the 12 team members frequently communicate with each other and that there are 2 additional people communicating with them, then the network size would be 14.

Carroll and Teo [22] found that the size of discussion networks of nonmanagers members are in average 37% larger than networks of managers. Herbsleb and Mockus [68] found that distributed social networks are significantly smaller than same-site social networks. The mean network size for local people that one typically interact with at work during the course of a week was 16 and for remote people was 4.9. Although the proportion is less significant, social networks of communication with local (mean equal 7.6) and distributed (mean equal 4.8) colleagues followed the same pattern.

Figure 2.1: Sociogram of the illustrative running example
**Network density** is defined as the proportion of ties that exist in the network out of the total possible ties. Network density varies from 0 to 1, where 0 indicates that there are no ties present and 1 indicates a complete network where all possible ties are present. In the example, there are 37 ties out of the 132 (12 times 11) possible ties, thus the network density is of 0.28. This low density indicates that of the possible communications that could have taken place in the project less than one-third in fact took place.

Network density has been studied in literature in relationship to predicting team performance [9] and to coordination ease in distributed teams [71]. In Hinds and McGrath study [71], they found that geographic distribution is associated with less dense work ties and less dense information sharing, suggesting that social ties are not particularly important in distributed as compared with collocated teams as a means of coordinating work and improving performance. Hinds and McGrath also used the network centralization and the E-I index measures to investigate the correlation of network structure with coordination ease. They found that although flatter network form is associated with more smooth coordination in collocated teams, the opposite is true for geographically distributed teams. An informal hierarchical structure was associated with more smooth coordination in distributed teams.

Another way to reveal characteristics of a social network is to provide **descriptive statistics about the relationships** established by actors based on their attributes. A subset of statistics for the illustrative example are: (1) the team consists of 5 testers (3 located in Canada and 2 in Ireland) and 7 developers (5 in Canada and 2 in Ireland); (2) 37 instances of communication took place in this project, distributed as follows: 19 within developers, 16 within testers, and 2 cross-teams; and (3) the 37 instances of communication are distributed by location as follows: there are 12 ties within the Canadian site, 4 within the Irish site, and 21 cross-sites. These statistics reveal that: (1) two-thirds of the project team is collocated in Canada, which may facilitate communication among team members; (2) developers and testers are loosely connected, which might impact the team’s ability to exchange information; and (3) there is little communication between the Irish members, which suggests that the Irish members may not be aware of each others’ work.

In literature, by counting up the number of ties within and cross-sites, Herbsleb and Mockus [68] found that there is much more frequent communication with local colleagues in a distributed project. Respondents communicate with the majority of their local colleagues at least once a day while they communicate with the majority
of colleagues at other sites less than once a week.

In addition to the network overall characteristics, one can study its structure which is defined as the arrangement of the set of ties that link the actors in the network [111]. Some measures to reveal the network structure are as follows. **Network centralization** is a measure proposed by Freeman [58] to quantify the difference between the number of ties for each node divided by maximum possible sum of differences. A centralized network structure will have many of its ties dispersed around one or a few nodes, while a decentralized network structure is one in which there is little variation between the number of ties each node possesses. The network centralization index ranges from 0 to 1. It reaches its maximum value of 1 (fully centralized) when one actor chooses all other actors and the other actors interact only with this central actor. The index attains its minimum value of 0 (fully decentralized) when the number of ties for each actor are equal. Networks that are intermediated of these two have indices between 0 and 1, indicating varying amounts of centralization of degree. The social network in the running example has centralization of 0.39 for its ties sent out to others, which is called **outdegree centralization**, indicating that the out ties are not as much centralized in few actors. In addition, it has centralization of 0.19 for its ties received from others, which is called **indegree centralization**, indicating that the in ties are even less centralized in few actors than the out ties. In other words, the in ties are more equally distributed among the actors.

Ahuja and Carley [3] used network centralization to empirically examine the communication structure of a virtual design organization and found evidence of a highly centralized structure where interactions are mediated by a supervisor. Their finding contradicts previous claims that virtual organizations tend to be decentralized. Tsai’ study [129] revealed that a formal hierarchical structure in the form of centralization has a significant negative effect on knowledge sharing among organizational units. By applying the network centralization and the core-periphery test, Long and Siau [90] examined the dynamics of social network structures in multiple open source software teams and found that the interaction pattern of these projects evolves from a single hub at the beginning to a core-periphery model as the projects move forward. In a follow-up study Long and Siau [91] examined the relationship between social network structure (also measured by the network centralization index and the core-periphery fit test) and knowledge sharing in open source software development teams. Results showed that social network structure significantly affects the quantity of knowledge sharing but its does not influence the quality of the knowledge shared.
The core-periphery test indicates the extent to which the structure of a network consists of two classes of nodes: a cohesive subnetwork, the core, in which actors are connected to each other in some maximal sense; and a class of actors that are more loosely connected to the cohesive subnetwork but lack any maximal cohesion with the core, the peripheral members [14]. The core-periphery test indicates a value between 0 and 1, where a high value indicates a strong core-periphery structure. In the example, the test yield a value of 0.47, indicating that a core-periphery structure is not strongly present in this network.

Hinds and McGrath found that communication networks with a strong core-periphery structure lead to less coordination problems than loosely connected networks [71]. In a study of a large industrial distributed cross-functional software team, Wolf and colleagues [137] found that the project’s communication network has a large core of members from several functions and locations suggesting that project members actively communicated across functional teams as well as geographical distance. In contrast, Crowston et al. [35] found that the core of open source projects is a small fraction of the total number of contributors. Results of the study of communication networks in a geographically-distributed project by using the core-periphery test showed that over time a group of developers emerge as the liaisons between formal teams and geographical locations. In addition to handling the communication and coordination load across teams and locations, those engineers liaisons contributed the most to the development effort [23].

Another way to study the structure of a network is to examine where in a directed network ties are reciprocal. Note that this measure does not assume that the relationship represented in the network is expected to be reciprocal but one must consider this fact in the interpretation of the results. For instance, in a friendship relationship reciprocity is expected. However, in an asks advice from relationship one might not expect reciprocity. There are four possible relations between a pair of actors A and B: A and B are not connected, A is connected to B, B is connected to A, or A and B are connected to each other. There are two methods to calculate reciprocity, which are: the dyad method and the arc method [66]. In the dyad method one calculates the ratio of the number of pairs of actors with a reciprocated tie relative to the number of pairs with any tie between the actors. In the arc method one calculates the ratio of the number of ties that are involved in reciprocal relationships relative to the total number of actual ties. The higher the index of reciprocal ties, the more stable or equal the network structure is because the actors mutually exchange information
Moreover, a high reciprocity index suggests a more horizontal structure while the opposite, a low reciprocity index, suggests a more hierarchical structure [66]. In the running example the dyad method yielded an index equal 0.85, and the arc-based method is equal 0.92. In the sociogram (see Figure 2.1) one can see that the pairs of members who are not engaged in reciprocal frequent communication (dyad method) are: Fynn-Greg, Fynn-Hannah, and Lucas-John. Similarly, the ties that do not have a reciprocal pair are those between the 3 listed pairs. These high indexes indicate that the network is stable and that actors equally exchange information.

A **clique** consists of a subset of at least three actors of a network in which every possible pair of actors is directly connected by a tie and there are no other members that are also directly connected to all members of the clique [135]. In directed networks one can identify two types of cliques: a weak and a strong clique. A **weak clique** is when the direction of the tie is disregarded and simply the presence or absence of a relation is considered. In a **strong clique** only reciprocal ties between pairs of actors are considered. This measure provides insights into a group dynamics revealing, for example, the occurrence of informal structures within a network [53]. There are 4 cliques for the social network in the example. The members in these cliques are: Andrew, Bob, Charles, and David (clique 1); Andrew, David, and Emma (clique 2); Fynn, Iris, John, and Kevin (clique 3); and Fynn, John, Kevin, and Lucas (clique 4). Note that cliques 1 and 2 are among testers while cliques 3 and 4 are among developers.

In their study of communication in a software development project, Cain et al. [21] found three large strongly connected cliques consisting of team members developing three major activities: architecture design, code development, and code review. In addition, they found that one of the developers is a cutpoint between the design and the implementation processes.

One may also be interested on how information is exchanged in a social network. Thus, patterns of collaboration within a network is another aspect that one can examine. A set of measures to conduct such examination are presented next. The **reachability** measure defines that an actor is reachable by another actor if exists any set of ties that connects both actors, regardless of how many others fall between them [135]. In order to define reachability in a directed network, one must consider directed paths between actors. For instance, if there is a directed path from actor $A$ to actor $B$, then actor $B$ is reachable by actor $A$. It is possible that actor $B$ cannot reach actor $A$. In contrast, in an undirected network, each pair of actors either are or are
not reachable to one another. If some actors in a network cannot reach others, there
is a potential division in the network and thus information cannot reach everyone.
It can also suggest that the team is composed of more than one group. The extent
of this division or organization in groups is measured by the Component measure
presented next. Figure 2.2 presents the results of the reachability measure of the
directed social network used as example in this section. For each pair of actors $ij$
the measure indicates 0 if there is no directed path from actor $i$ to actor $j$, and 1 if there
is such a directed path. Self-reachability is not considered. Note that Greg and Hannah
are the only members who cannot reach any other member in this communication
network.

The component test indicates whether a social network is connected. The
network is connected if there is a path between every pair of nodes, otherwise it is
disconnected. The actors in a disconnected network may be partitioned into two or
more subsets in which there are no paths between the actors in different subsets.
The connected subsets in a social network are called components [135]. For directed
networks, one can define two different kinds of components: a weak component is
a set of actors that are connected, regardless of the direction of ties, and a strong
component requires that there be a directed path from $A$ to $B$ in order for the two
actors be in the same component [66]. Note that the component test differs from the
clique test in the sense that the former indicates whether there is a group of people
connected to each other (and disconnected from the remaining actors) and the latter
indicates whether a subset of actors is completely connected. It was not necessary
to run the weak component test to identify that there is only one weak component in the social network of the example. However, the strong component test identifies 3 strong components in this network, which are divided as follows: Andrew, Bob, Charles, David, Emma, Fynn, Iris, John, Kevin, and Lucas (strong component 1); Greg (strong component 2); and Hannah (strong component 3).

In literature, Reijen and Helms [131] constructed knowledge networks from distinct communication media (email, telephone, and text messaging) aiming to identify how representative knowledge networks can be revealed in organizations. By using some social network analysis measures such as component, density, centralization, and reciprocity to compare each media-based knowledge network with a baseline network captured through a survey among employees, they found that only the email network is significantly representative for the baselined knowledge network.

**Degree centrality** indicates the number of ties of an actor and is indicative of activity [59]. In a directed network, the count is made for out-ties \((\text{outdegree})\) which are ties from a certain actor to others, and for in-ties \((\text{indegree})\) which are ties from others to a certain actor. Table 2.3 shows the out- and indegree of the communication social network. Fynn is the member with the highest outdegree, followed by Andrew. They are also the 2 members with the highest indegree. They are the members who most frequently communicate in the project. Note that two-thirds of the team has equal out- and indegree indices. Fynn, Greg, Hannah, John, and Lucas are the members with an "unequal" communication with and from others.

High degree centrality was found to correlate with the ability of a team member

<table>
<thead>
<tr>
<th></th>
<th>Outdegree</th>
<th>Indegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Andrew</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Bob</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Charles</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>David</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>Emma</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Fynn</td>
<td>7</td>
<td>5</td>
</tr>
<tr>
<td>Greg</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>Hannah</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>Iris</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>John</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>Kevin</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>Lucas</td>
<td>3</td>
<td>2</td>
</tr>
</tbody>
</table>
to coordinate actions of others in a software group. It was also found that highly cen-
tralized members coordinate better than others [72]. Individual job performance was
found positively related to degree centrality in advice networks [122]. This centrality
reflects the individual’s involvement in exchanging assistance with co-workers and
engaging in mutual problem solving. In their study of a research development virtual
team, Ahuja and colleagues [4] found that degree centrality mediates the effects of
functional role, status, and communication role on individual performance. In a study
of email communication networks in an open source project, the level of activity on
the mailing list measured by the degree centrality was found strongly correlated with
source code change activity, and to a lesser extent with document change activity.
In addition, social network measures such as indegree and outdegree indicated that
developers who actually committed changes played much more significant roles in
the email community than non-developers [13]. By measuring network centralization
and degree centrality in communication social networks, Howison and colleagues [73]
found empirical evidence that while change at the center of open source projects is
relatively uncommon, participation across the project communities is highly skewed,
with many participants appearing for only one period.

In this study of coordination in the Apache open source project, Rosso [112] found
that people with high betweenness centrality scores connect people who work on dif-
erent parts of the software architecture and their role is fundamental for coordination
and the flow of information. This finding suggest that central developers may become
t bottlenecks because of the knowledge they have about the project and the facility they
have to find access to information more easily or to find the right person to contact.
Networks that contain actors with high betweenness are found vulnerable to having
information flows disrupted [34].

Wolf et al. [139] built a model based on the degree centrality and density
social network measure to predict the quality of the build outcome, meaning the build
pass or fail, in the IBM Rational Jazz project. Lim and colleagues proposed a method
called StakeNet [88] to prioritize stakeholders in large projects based on centrality
measures. The web-based tool developed to validate the method, called StakeSource
[89], identified stakeholders and their roles with high recall and accurately prioritized
them. The tool also uncovered critical stakeholders that were overlooked in the past
demonstrating its potential in the identification of stakeholders in large projects.

In the field of new product development, Batallas and Yassine [10] used the central-
ity and brokerage measures to detect central members regarding information exchange
and system integration, who they named *information leaders*. They found that these members are critical for the communication and coordination of tasks among the often large cross-functional team involved in the development of a new product.

**Brokerage** indicates when an actor, named *broker*, connects two otherwise unconnected actors or subgroups [61]. Brokerage occurs when, in a triad of actors $A$, $B$, and $C$, $A$ has a tie to $B$, and $B$ has a tie to $C$, but $A$ has no tie to $C$. In other words, $A$ needs $B$ to reach $C$, and therefore $B$ is a broker. The broker actor is in a position to manage or broker information flow. A broker can be problematic if intentionally or unintentionally the actor introduces misunderstandings or limits exchange of information. To calculate brokerage first it is necessary to partition actors into mutually exclusive groups. This partition must be meaningful in accordance to the context of the studied network [10]. There are five kinds of brokers: *coordinator*, when the three actors belong to the same group; *consultant*, when the broker belongs to one group, and the other two belong to a different group; *gatekeeper*, when the source actor belongs to a different group; *representative*, when the destination actor belongs to a different group; and *liaison*, when each actor belongs to a different group. A directed network is assumed. Table 2.4 presents brokerage for the running example. The number in each $ij$ cell of the table indicate how many times member $i$ played the broker role $j$ in the project. For example, one can see that the developer Fynn brokered information among his developer colleagues 11 times. In other words, Fynn coordinated information exchange among his team 11 times in this example. Note that the liaison broker role is omitted from the table since it involves three groups, and the example defines only two groups (developers and testers). Brokerage between office locations and level of expertise (indicated by the time working in the project attributed) could also have been calculated.

Research in global software development have identified that brokers effectively disseminate information between distributed sites when maintaining direct relationships is not practical [71]. They are usually the most knowledgeable members of a team regardless of geographical distance [49]. Milewski et al. [98] found that some locations acting as brokers facilitated collaboration across other locations. They proposed a set of guidelines based on social network theory to help managers establish tactics to deal with brokers locations aiming to increase the collaboration effectiveness.

One can identify which actors are weak points in the network and if they are removed along with their connections, the network would become divided into un-
connected parts. If there is one such actor, he is called a **cutpoint** [135]. However, if there is a set of actors that fit this criteria, then one would call them a **cutset**. A cutpoint is critical in a group because if he is removed the group will become disconnected and information will not be able to flow between the two disconnected subgroups, at least until the cutpoint actor is replaced. This test reveals how well connected and vulnerable to disruption a network is. Andrew and Fynn consist of the cutset of the illustrative network.

### 2.5 Socio-Technical Congruence in the Study of Collaboration

Software projects are full of fine-grain dependencies that change on a frequent basis. Conventional coordination mechanisms like formalized procedures or policies [132] have limited applicability in the dynamic software environment. Such dynamic contexts require a mechanism for studying coordination where the project members shifting coordination needs can be easily captured. Socio-technical congruence is an useful approach for this detailed level of study of collaboration in software projects.

**Socio-technical congruence** (STC) is a measure of the level of “fit” between technical dependencies and coordination in an organization. STC is defined as the match between the coordination needs established by the technical domain and the actual coordination activities carried out by project members [24]. The coordination
needs are acquired by analyzing the assignments of team members to tasks and the technical dependencies among these tasks. The actual coordination is obtained by analyzing the actual communication carried on by team members about the project’s tasks. Intuitively, if Person A works on one task of the project, and Person B works on another task, and the two tasks are dependent of each other, then Person A should coordinate with Person B. Mismatches between the coordination needs and the actual coordination, also named congruence gaps or simply gaps, indicate that actual coordination does not reflect the technical dependencies established.

Congruence represents a state, since it captures a particular moment in time, with the actions and needs constrained by the social and technical context at that exact time. Moreover, congruence is dynamic due to the evolving nature of software development. With the passing of time and the actions of individuals during that time, the social and technical structures that define the context of work change. A congruent state in which an organization may find itself at one point in time may therefore no longer be congruent at a later time, and vice versa [116].

Cataldo et al. [24] introduced the concept in the software engineering field, but the original conceptualization of socio-technical congruence is in Conway’s Law. Over 40 years ago, Conway stated that the structure of a system mirrors the communication structure of the organization that designed it [30]. He observed that when designing a system, certain alternatives where not pursued by the organization because the necessary communication paths to implement the alternative did not exist. Communication is necessary to coordinate design work that was divided in parts and delegated to subgroups of the organization. Coordination provides the possibility of the separated subgroups to consolidate their work efforts into a unified system design. The roots of Conway’s work come from the field of organization theory, where it has long been recognized that organizations should be designed to reflect the nature of the tasks that they perform (e.g., [87]; [19]) [93].

Despite the fact that the STC concept was recently introduced in the software engineering field (in 2006), there is still limited research on the topic. A few empirical studies have shown that congruence possibly has effects on product quality, development progress, and cost [116]. Cataldo et al. [24] found that congruence between coordination needs and coordination activities shortened the development time of modification requests. Similarly, Wagstrom [133] found that the higher the congruence of developers working on a bug, the lower the time to resolve that bug. In their study of a distributed software project, Ehrlich et al. [49] found that an increase
in the number of gaps was associated with an increase in code changes. This increase in the amount of code changes represented a decreasing of performance. When considering the effect of distance in coordination, they found that distributed pairs of developers had more gaps than collocated pairs. Strohmaier et al. [127] studied whether the weighted technical structure of component dependencies correlates with the weighted social structure when maintaining those components. Results suggest that the more a component depends on another one, the more people will be involved in maintaining both components.

The study of socio-technical congruence is dependent on the conceptualizations of coordination needs and actual coordination. Coordination needs may indicate interactions of features at the requirements level, dependencies among components and their interfaces at the architecture and design levels, and functional, data, and semantic dependencies at the code level [116]. For instance, in their study Cataldo et al. [24] defined coordination needs by extracting the dependencies between source code files changed per modification reports. Ehrlich et al [49] also used source code as the unit of analysis of technical dependencies. In association with Kwan and Damian, I have defined requirements that depend on each other as the technical dependency unit of analysis in a previous study [97].

Actual coordination indicates social relationships between two persons in a project that reflect existent coordination behavior. These social relationships can represent any organizational aspect, such as function or geographical location, or communication in various forms [116]. Research on the field have conceptualized actual coordination in several ways. Cataldo et al. [24] captured actual coordination through IRC communication, posted comments in a modification requests-tracking tool, team proximity, and geographical proximity. Ehrlich et al [49] combined self-reported data on previous experience working together with a certain colleague, on frequency of communication, and on frequency of sharing files with a certain colleague to define actual coordination. In my previous work, in association with Kwan and Damian [97], I have also used self-reported communication to define actual coordination. Instead, we collected data per reasons of communication and constructed actual coordination matrices which represent coordination activities that took place for different reasons.

The current model of congruence proposed by Cataldo et al. [24] is based on two implicit assumptions: every dependency is equally important and any coordination is good enough to satisfy a coordination need [85]. Thus, in practical terms, each coordination need and actual coordination is represented by a 0 or 1 value. These
dichotomized values, in theory, fail to reflect the actual coordination nature of a project.

To address this limitation, Kwan et al. [85] proposed a weighted congruence measure that applies weighted edges between 0 and 1 to the represented instances of task assignment, task dependency, and actual coordination. For example, a weighted task assignment definition may represent how many hours one person is supposed to spend on a task, allowing modeling situations where people are partially allocated to tasks. Similarly, actual coordination may indicate the frequency of communication between a pair of people. The calculated weighted coordination needs tells how strong the relations between people are supposed to be, and the weighted actual coordination tells how strong the actual coordination between people are. Their extended socio-technical congruence measurement allows the identification of which gaps are more critical by ranking the gaps according to the amount of lack of coordination calculated between each pair of people.

Previously, Wagstrom suggested the inclusion of weighted edges in the socio-technical congruence calculation by proposing the Weighted Individual Congruence (WIC) metric [133]. WIC differs from Kwan’s approach by observing the congruence only for those edges that are incident upon a single person. Wagstrom proposal shifts the socio-technical congruence focus to the individual level. Weighted coordination needs are calculated and compared against actual coordination. WIC results in higher values if communication was observed between actor \( i \) and those individuals with whom more coordination requirements exist. In this way, WIC captures not only whether or not communication was present, but also whether or not the communication addresses the coordination needs.

The socio-technical congruence measure proposed by Cataldo et al. is also extended in different ways. Valetto et al. [130] extended Cataldo’s work by devising a graph theoretic algorithm that measures congruence in a manner that is mathematically equivalent, but also allows to examine the graph describing the socio-technical system. Such a graph comprises of three types of information: the dependencies among artifacts (technical graph); the interactions among the project stakeholders (social graph); and the work actions carried out by the stakeholders on the artifacts, which connect the above mentioned graphs. The graph is analyzed by an algorithm to rank the relationships in the social graph and to rank congruence gaps. Their approach highlights the critical coordination paths within the development organization.
Wagstrom et al. [134] extended STC to include a decay factor to account for changes in network structure over time. The factor is scaled between 0 and 1, where 0 indicates full decay, relying only the current data, and 1 indicates no decay. The factor is then added to each of the task assignment, task dependency, and actual coordination representations in the current STC measure, and congruence for a certain period between time \( i \) and \( j \) is calculated as in Cataldo’s. The addition of this decay factor allows older task dependencies, task assignments, and observed communications to be slowly removed from the network over time.

Sarma expanded the notion of congruence by creating a measure of expertise congruence that determines how well the expertise allocated to a project matches with the expertise required for the project [115]. Expertise requirements are calculated by computing the relationship between experience that represents past experience of developers working together by a task allocation matrix that represents the current allocation of developers to particular modification requests. Expertise congruence is then determined as the ratio of the number of expertise requirements that match the number of files that need to be modified as indicated in the modification requests matrix, which indicates the actual coordination.

### 2.5.1 Formal Definition of the Socio-Technical Congruence Measure

The formal STC definition according to Cataldo et al.’s technical and social conceptualizations [24] is as follows. Given \( m \) people and \( n \) tasks to examine, a task assignment matrix contains a 1 in position \( ij \) if person \( i \) is assigned to task \( j \), and a 0 otherwise. A tasks dependency matrix contains a 1 in position \( ij \) if task \( j \) is dependent on task \( i \), and a 0 otherwise. It is assumed that each task is self-dependent. The coordination needs matrix, which indicates if person \( i \) should coordinate with person \( j \) based on these dependencies is calculated as follows:

\[
CN = TA \times TD \times (TA)^t
\]

where \( TA \) is an \( m \times n \) tasks assignment matrix that indicates that a person is assigned to a task, and \( TD \) is a \( n \times n \) task dependency matrix that indicates that a task is dependent on another task. The result is \( CN \), an \( m \times m \) coordination needs matrix that indicates who in the project should be coordinating with whom.
Once the coordination needs matrix is obtained, congruence is calculated by comparing this matrix to an actual coordination matrix. Examples of actual coordination include verbal or written communication between two people, and two people who may regularly monitor a shared workspace. Such connection between two people is called an edge. The actual coordination matrix contains a 1 in position $ij$ if person $i$ coordinated with person $j$. If an edge exists in the actual coordination matrix, and the same edge exists in the coordination needs matrix, then there is congruence on this edge. The socio-technical congruence index, i.e. the degree of overlap between the two matrices, is calculated as follows:

$$congruence = \frac{\sum_{i=1}^{m} \sum_{j=1}^{m} CN_{ij}AC_{ij}}{\sum_{i=1}^{m} \sum_{j=1}^{m} CN_{ij}}$$

(2.2)

where $AC$ is an $m \times m$ matrix representing actual coordination. One cannot be congruent with oneself, thus if $i = j$ then ignore the value. The resulting congruence value is a number between 0 and 1, where 0 indicates no congruence, and 1 indicates full congruence. There may be cases where actual coordination involves people who were not assigned to a task. These additional people are ignored in the actual coordination matrix and their appearance in the project do not affect the socio-technical congruence calculation.

To identify whether there is a congruence gap in each $ij$ edge, a lack-of-coordination matrix $L$ is calculated by subtracting each value in the actual coordination matrix from the coordination needs matrix as below:

$$g_{ij}(CN_{ij}, AC_{ij}) = \begin{cases} 
1, & CN_{ij} - AC_{ij} = 1 \\
0, & \text{otherwise}
\end{cases}$$

(2.3)

for $i = 1, \ldots, m$ and $j = 1, \ldots, m$, where $g_{ij}$ is the gap value. A value of 1 indicates that there is a gap, and a value of 0 indicates that there is no gap or that there was no coordination needs between $i$ and $j$ in the first place. If $i = j$, then ignore the value.
Chapter 3

Research Methodology

Scientific research is characterized by a systematic and formal way of investigating a certain phenomenon. Sampieri [114] argues that research is the execution of an organized process, which consists of a set of steps. This process is dynamic and requires changes as the research progresses. Inspired on Oates [102] and Crewsell [32] I executed the steps shown in Figure 3.1, which were organized in three main research phases. A certain step may appear in more than one phase.

Phase 1 consisted of activities related to the conceptualization of the research. Phase 2 focused on furthering the development of a framework to investigate requirements-
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Figure 3.1: Research design
driven collaboration and on the examination of communication and fleeting knowledge in the coordination driven by requirements. I empirically investigated communication and fleeting knowledge in two industrial projects aiming to answer the posed research questions. Phase 3 comprised the research validation which was conducted throughout the research process and in parallel with Phase 2. In this chapter, I introduce the activities performed in each phase of this research. Details about data collection and analysis methods and processes are presented in Chapter 5 after the introduction of the framework for studying requirements-driven collaboration in Chapter 4.

3.1 Phase 1: Research Conceptualization

The goal of Phase 1 was to conceptualize the research. The first step involved brainstorming ideas within the Requirements Engineering discipline based on my supervisor’s expertise in the field and motivated by problems I have experienced in industry while working with and for software development companies. I got interested in learning about collaboration driven by requirements based on the fact that software development is inherently a collaborative endeavor, and that software projects are characterized by constant changes to requirements specifications [ZU]. These changes need to be timely reflected in the source code if impact on quality and losses in developer productivity are to be avoided.

A brief literature review revealed that coordination is considered to be one of the major causes of failure in software projects [84], and most of these failures have their cause originated by requirements and software design issues [63]. Poor communication between people and lack of appropriate knowledge or shared understanding are identified as main causes of failures in requirements engineering [92]. The reason why effective communication and up-to-date fleeting knowledge has been notoriously difficult to achieve is that a software team consists of members who differ on levels of background and knowledge about the project requirements. These differences require that team members put in additional effort to complete the work. Team members have to first establish a shared understanding and a common ground about the requirements to then coordinate the work to be done.

Based on this initial literature review, which aimed at exploring the topic and at discovering relevant material, I identified that there was a lack of in-depth empirical understanding of the communication and fleeting knowledge that underlying the collaboration driven by requirements in a software project. The research prob-
lem to be addressed was then set. Next, I defined that my research goal was to learn more about communication and fleeting knowledge through their empirical examination in industrial projects aiming to address the identified problem.

A second immediate round of literature review aimed at identifying approached to investigate collaboration in software projects. The search brought out Cataldo et al.'s [24] and Erhlich and Chang's [48] work that use social network theory to investigate collaboration behavior in software development teams. Social networks analysis examines the structure of social relationships in a group to uncover the patterning of people's interaction [99]. Inspired on the novelty of their approaches in the software engineering field and motivated by the power of social network analysis in identifying group behavior and patterns of interaction, I defined that social networks would be an appropriate approach to examine the communication and knowledge management processes in requirements-driven collaboration. This definition led me to extend my research goal to include now a proposal of a way to formally study collaboration driven by requirements. The research questions were derived from the research goal as I furthered the review of literature and consolidated a substantial knowledge in the areas of interest. These questions pertained to identifying, for example, the network structures formed during collaboration driven by requirements and which information exchange patterns are found when examining requirements-driven collaboration.

Literature review continued during the remaining time of my degree. A third focused round of review was incrementally conducted during the data analysis phase of the multiple case study aiming at identifying recent literature on the related fields of investigation to support the empirical examination of requirements-driven collaboration in the two projects and, ultimately, to further the development of the framework.

Next, I defined the research strategy that was appropriate to adopt in order to conduct the empirical investigation of my research. I chose case study since I wanted to explore the collaboration driven by requirements that takes place in a software project in practice. Before I discuss about case study as a research strategy, I briefly introduce the investigative approach defined to examine collaboration driven by requirements based on social network theory. The complete definition of this approach, which I call from now on framework, answers research question 1 that asked "How can one investigate requirements-driven collaboration?". In Chapter 4, I present the initial version of the framework for studying requirements-driven collaboration. The main idea behind this initial framework was conceptualized in collaboration with
my supervisor and Irwin Kwan, a PhD student in the research lab I am associated with. The initial framework was used to guide the design of the case study, and I incrementally improved and revised it throughout my research project until it reached its final form presented in Appendix D.

3.1.1 A Framework for Studying Requirements-Driven Collaboration

Requirements-driven collaboration is collaboration that occurs during the elicitation, definition, specification, implementation, testing, and management of requirements. To study requirements-driven collaboration, I proposed a framework that uses concepts and measures from social network analysis [135] to obtain insights about the communication and coordination patterns of those involved in requirements-driven collaboration. The framework is based on a social structure that focuses on the requirement as the unit of work around which collaboration occurs. I term this structure a requirements-centric team.

A requirements-centric team (RCT) is a cross-functional group whose members’ work activities are related to one or more interrelated requirements, as well as downstream artifacts such as design, code and tests. By related to I consider relationships such as assigned to and communicating about.

I define a requirements-centric social network to analyze the collaboration within requirements-centric teams. A requirements-centric social network (RCSN) is a social network [135] that represents the members, also called actors, and relationships, also called ties, in a RCT. The actors in an RCSN are among the members of the RCT, and the ties in the network are representations of different relationships during these members’ collaboration. For example, a tie can represent project members’ requirements-related communication, assignment to work on the same requirements, contributions to the development of a requirement, or awareness of another’s requirements-related work.

Having defined requirements-centric social networks, the framework defines an initial set of measures from social network analysis as mechanisms to explore collaboration driven by requirements. These measures were selected based on literature review and guided by the posed research questions. Later on, more measures were added to this initial set of measures based on the empirical investigation of requirements-driven collaboration in the two investigated projects. The complete list of social network
measures that compose the framework for studying requirements-driven collaboration is presented in Chapter 8.

3.1.2 Case Study as Research Strategy

In my research, I adopted a multiple exploratory case study approach. A case study is an empirical study that investigates a contemporary phenomenon within its real-life context, especially when the boundaries between the phenomenon and context are not clearly evident [140]. The case is bounded by time and activity, and researchers collect detailed information using a variety of data collection procedures over a sustained period of time [123]. The exploratory type of case study is used to help a researcher understand a research problem, and it is usually used where there is little in the literature about a topic [140].

Case studies differ from experiments in that the context in which the study is performed is not under the control of the researcher, i.e., the confounding factors that may impact the result are not entirely known or cannot be controlled. As not all variables in a case study can be controlled, it is difficult to claim the validity of relationships found, as they can always be claimed to depend on a possibly unknown confounding factor [17].

Yin [140] suggests two ways of coping with this problem, as follows: (1) conduct multiple case studies, or (2) use triangulation to gather cooperative evidences in a single study. ”Triangulation” is a term that is borrowed from geometry and implies that multiple evidence is used to justify a new finding, just as the known location of multiple points in an n-dimensional coordinate grid can be used to determine the location of an unknown point, with increasing accuracy depending on the number of known points. The first approach is difficult to attain in practise because it is hard to get access to multiple cases in software engineering, but triangulation is a compelling approach as it compresses the lead-time needed to study a phenomenon and does not require the need for multiple cases [17].

Another issue usually associated with case studies is the common misunderstanding that one cannot generalize from a single or few cases, therefore, the single- or few-cases study cannot contribute to scientific development [56]. One can generalize from a single case study when the case is properly chosen and representative of the category [140]. Even if a single case study could not be formally generalized it does not mean that knowledge cannot enter into the collective process of knowledge accu-
mulation in a given field or in a society. A purely descriptive, phenomenological case study without any attempt to generalize can certainly be of value in this process and has often helped cut a path toward scientific innovation [56]. Flyvbjerg [56] argues that a scientific discipline without a large number of thoroughly executed case studies is a discipline without systematic production of exemplars, and a discipline without exemplars is an ineffective one. Software Engineering as a new science needs as many case studies as possible.

In my research I used both approaches suggested by Yin [140] aiming to increase the reliability and the validity of the results. Two cases were investigated, and multiple data sources were consulted through the adoption of diverse data collection methods. Details about the design of the multiple case study, the criteria for selection of the cases and participants, and data collection and analysis methods are presented next.

3.2 Phase 2: Framework Development and Case Study

The goal of Phase 2 was to further the development of the framework for studying requirements-driven collaboration and to empirically examine communication and fleeting knowledge underlaying collaboration driven by requirements in industrial projects. To achieve this purpose, given the initial framework, I moved on to conducting the multiple case study. I started by designing the case study, and by selecting the cases to be investigated and by identifying who were the target participants. Next, I conducted multiple on site visits to collect data for both projects. The collected data were incrementally analyzed by project in parallel with the incremental development of the framework.

3.2.1 Case Study Design

In this step I designed how I was going to conduct the multiple exploratory case study in order to answer the research questions. The main purpose of a research design is to help to avoid the situation in which the collected evidence does not address the initial research questions [140]. Therefore, I first identified which data was relevant and needed to be collected. Software requirements and their characteristics, communication interactions, and awareness level of requirements-related matters were listed as
necessary information to be collected. An overview of each project, organization and team structure, and organizational processes and policies were also listed as necessary. I mapped which piece of information was going to answer each research question, and then moved to the definition of which data collection methods I should use to gather the data.

Despite that it was initially less developed than the data collection strategy, the definition of a data analysis strategy was also scope of the case study design step. Yin [140] recognizes that the analysis of a case study evidence is one of the most difficult aspects of doing case studies but he claims it is necessary to avoid not achieving the research goal. At this moment, I required that data be stored in a format that would allow me to easily construct and manipulate the social networks later in the project. I also defined that UCINet 6.0 was going to be the commercial tool used to conduct the analysis of the requirements-centric social networks because this tool implements the calculation of most of the social networks measures that I had initially defined as part of the framework for studying requirements-driven collaboration. Statistical and descriptive analysis were also identified as necessary to partially answer the research questions. The selection of the cases and the participants took place next.

### 3.2.2 Cases and Participants Selection

To understand how team members coordinate work driven by requirements and as a consequence to answer the posed research questions, I defined a minimum set of criteria to select which cases to study. These criteria were applied to a set of projects opportunistically made available to me through industry contacts in Brazil, and are as follows:

- **Project type and life-cycle phase.** My main interest was to study new software development due to the opportunity to observe team members conceptualizing the software and defining the requirements from the very beginning. However, since the maintenance of legacy software or the enhancement of software features also require the definition of requirements, I also considered these two types of project. In addition, I defined that the project could not have completed the requirements negotiation phase. I restricted the project selection to this early phase of the development life-cycle in order to be able to observe distinct teams and roles collaborating. There was no restriction regarding the
development methodology (e.g., waterfall, iterative, spiral, agile) followed by
the project team.

For the two companies that I negotiated access to conduct my research, one
made available one new software development project that was further in the
development phase, which I will name *candidate project 1*, and two maintenance
projects that were about to start, named *candidate project 2* and *candidate
project 3*. The second company offered a new software development project
that was part of a largely-distributed legacy system which had just finished
defining the main goal of the project and signed the development contract with
the business partner. I will name this project *candidate project 4*.

- **Percentage of distribution of team members.** To study whether distance
  is a factor that affects coordination of work driven by requirements, I focused in
  selecting projects in which the physical distribution of the team members is of
  at least twenty percent. For instance, if a project has ten members allocated to
  work on it, at least two of them have to be physically dispersed from the others.
In addition, I aimed for selecting projects where team members belong to dif-
ferent functional teams in order to investigate whether organizational distance
affects coordination.

All four candidate projects had their team members physically distributed.
*Candidate project 1, candidate project 2, and candidate project 3* were mainly
distributed between Brazil and the US company’s headquarters office. *Candi-
date project 4* was distributed between Brazil, Canada, France, and Portugal.
All four projects were composed of at least the following roles: requirements an-
alysts, developers, and testers. For *candidate project 1* the development leader
were going to play the requirements analyst role.

- **Easiness to reach remote team members.** Since my case study included
conducting a field investigation, I needed to assure that I could reach all team
members, including those located in remote sites from where I was going to
conduct the study (Brazil). Therefore, I decided to select projects where it
was possible to identify a priori if I could contact the remote members. It is
important to note that participation in my research was on a voluntary basis,
thus the fact of being able to contact a team member was no guarantee he was
going to participate in the study.
For candidate project 1, candidate project 2, and candidate project 3 the remote US members were described as accessible by their Brazilian colleagues. A relevant percentage of them had previously being involved with research conducted by research partners of the company, and were familiar with reasons why researchers ask them to participate in interviews or to answer questionnaires. Members of the candidate project 4 located in Portugal were described as accessible by their Brazilian colleagues, however the Canadian and French members were unknown to the Brazilian team since they were contractors and new to the team. Thus, a further contact with the company focal points in both countries suggested that these members would likely not have time to participate in the research since it was known up-front that they had a short schedule to develop critical features of the new software.

- **Language.** The language selected to be spoken among and used to write by the team members was the English since this dissertation was developed in an English-speaking country. Additionally, Portuguese was defined as an acceptable spoken language. I am fully capable of understanding verbal communication in Portuguese since it is my native language.

Although Portuguese was the native language of the members located in Brazil for the candidate project 1, candidate project 2, and candidate project 3 projects, English was the official written language adopted in the respective company. English was also used in verbal communication with remote members for these projects. Candidate project 4 used Portuguese from Portugal as the official language between the Brazilian and the Portuguese offices, and English between Canada and France. Three senior members in Brazil fluent in English were translating all written communication between the four sites, and a professional translator was hired to translate eventual communication that could take place between Brazil and France.

Based on the attendance of the selection criteria, two cases with distinct characteristics were opportunistically selected which are: the candidate project 2 and the candidate project 3, both from the same large international manufacturing IT company named ORG from now on for confidentiality reasons. Candidate project 2, the Shipping System project, is a maintenance project that was about to start when I arrived at ORG. More than 20% of it members were located in a remote site, and these members were indicated as open to participate in the research. English was the
official language adopted in the project. Similarly, candidate project 3, named *Support Applications* project, was also a maintenance project which was about to start. Its members were located in three different offices in the city I was going to conduct the study, and English was the official language adopted in the project. There was no concern about the participation of the remote members since I had access to all of them.

*Candidate project 1* was discarded because it did not attend the project lifecycle phase criteria. This project was further in the development phase. Although *candidate project 4* did not fully attend the language criterium, it was initially selected and data collection took place for a short period of time for this project. Since I had access to the official French-Portuguese translator, I assumed that it was acceptable to open an exception and investigate this project. In my first observation sessions I realized that it was not going to be an easy task for the project team members to overcome the language barriers, and soon I confirmed that there was too many misunderstood situations caused by language issues and that the lack of uniformity for the language adopted was going to jeopardize the data collection and analysis process. The rejection of the invitation to participate in my research from the French members and most of the Canadian members corroborated my decision of dropping this project.

Both selected projects *Shipping System* and *Support Applications* attend ORG needs to support its business processes, and the software is for internal use only. Software development at ORG takes place in the IT development centres located in Brazil and India, and in the headquarters located in the United States. ORG has over two thousands employees working in development software, and about six-hundred in the Brazilian unit. ORG develops new software products, and maintain or enhance actual applications. On average, over two hundreds projects are development annually at ORG. Most of these projects are developed in partnership with the Brazilian unit. At ORG, the projects customers are either its employees or ORGs business partners or contractors. In 2003, ORG initiated a project aiming to unify and to align the development processes of ORG’s development centres. Processes and tools were standardized within a year. However, early in 2006 organizational changes in the IT department set that each business area was free to define which processes to follow. A set of tools to support software development and management was made available and each business area was granted the freedom to decide how to institutionalize their use.
Despite the fact that Shipping System and Support Applications projects are from the same company, they attended different business areas and reported to distinct senior management. These factors, in addition to the individual project characteristics, offered me the diversity I was looking for.

The totality of team members allocated to each selected project was invited to participate on a voluntary basis. The diversity of roles played by the team members and the background of each participant was relevant to compare and contrast the data collected and, consequently, to enrich the understanding of requirements-driven collaboration in practice and of the contributions of this multiple case study.

### 3.2.3 Data Collection and Analysis Methods

Multiple data collection methods and data sources were adopted in my multiple case study. I used document analysis to collect data necessary to develop the baseline for the referential step of my research which is to construct the requirements-centric social networks. Project requirements, team members, and task allocation information were gathered from project documentation. Questionnaire was the main source of social network data collection. By using this method I collected communication and awareness data to construct the social networks. Work diaries were also used to collect communication data. Data from this method was used to corroborate the questionnaire data only. Contextual information about the projects was collected through semi-structured interviews and observations. These contextual information helped in the interpretation of results of the social network analysis of the requirements-centric social networks.

The main data collection activity was three months long (October 2006 to January 2007). However, I visited the project teams on site three more times throughout the three remaining years of my degree (December of each year). These visits aimed at presenting partial results and discussing their usefulness, as well as brainstorming with team members which other aspects of requirements-driven collaboration they would be interested in learning from me. I also gathered additional data by e-mail whenever clarifications were required. Data collection is discussed in details in Chapter 5.

I have used three techniques to analyze the collected data. Social network analysis was used to examine the requirements-centric social networks. It was the predominant analysis method that was adopted in this research. Interview data analysis and statistical analysis were used to support the interpretation of the social network anal-
ysis results. Statistics was also used to analyze some non-social network questions from the questionnaire. These questions were used to complement the description of the contributions of this dissertation. The data analysis followed an incremental approach where more social network analysis measures were applied as preliminary results were found. The data analysis is discussed in detail in Chapter 5.

3.3 Phase 3: Research Validation

I relied on three criteria proposed by Strauss and Corbin [126] to validate the quality (innovation, usefulness) and the credibility (trustworthy, reflection of the phenomenon characteristics) of the contributions of my research: *fit*, whether results resonate with the audience (researchers and/or practitioners) for whom the research was intended to; *applicability or usefulness*, whether findings offer new insights about the investigated phenomenon; and *sensitivity*, whether data and findings were derived from research questions or research questions were posed inspired on the analysis of data collected. Throughout the research process I adopted the set of validation techniques suggested by Creswell [32] to validate the three criteria. These techniques are discussed in detail in Chapter 9.
Chapter 4

A Framework for Studying Requirements-Driven Collaboration

*Requirements-driven collaboration* is collaboration that occurs during the elicitation, definition, specification, implementation, testing, and management of requirements. To study requirements-driven collaboration, I propose a framework that uses concepts and measures from social network analysis [135] to obtain insights about the communication and awareness patterns of those involved in requirements-driven collaboration. The framework defines an investigative approach based on a social structure that focuses on the requirement as the unit of work around which collaboration occurs. I term this structure a requirements-centric team. The framework then consists of two parts:

- Part 1 defines the requirements-centric team and requirements-centric social network concepts, and
- Part 2 defines a number of social networks analysis measures to study aspects of requirements-driven collaboration.
4.1 Part 1. Defining the Concepts

4.1.1 Defining Requirements-Centric Teams

A requirements-centric team (RCT) is a cross-functional group whose members’ work activities are related to one or more interrelated requirements, as well as downstream artifacts such as database design, source code and test cases. By related to I consider relationships such as assigned to and communicating about.

The membership of an RCT contains individuals that have a relationship to a requirement or multiple interrelated requirements. Such relationships also include relationships to downstream artifacts that trace to the requirement. Thus, the RCT membership includes individuals who work on project artifacts such as database design, source code and test cases, as well as individuals who send and receive communication artifacts such as e-mail and instant messages. As an example, consider a project team comprised of team members Bob, Eva, Frank, Geoff, Lisa, Ron and Todd, and a number of requirements $R_1$, $R_2$ and $R_3$. The following activities and relationships have been recorded: Lisa, a software designer, is writing a design specification implementing $R_1$, as well as test cases for $R_1$. Todd has written source code that implements $R_1$. Eva exchanged an e-mail message with Todd during their work about $R_1$. Consequently, the RCT associated with $R_1$ ($R_1CT$) contains Lisa, Todd, and Eva. This is illustrated in Figure D.1 that shows $R_1$ on the requirement plane, its associated project and communication artifacts on the artifact plane, and the $R_1CT$ on the requirements-centric teams’ plane.

A requirement-centric team can also provide a view of people who are working on multiple related requirements. If a requirement is related to another through requirement dependencies such as structural (e.g., refined-to, changes-to and similar-to dependencies), constraining (e.g., requires, and conflict-with dependencies) or cost/value (e.g., increases/decreases cost of dependencies) [38], the requirements-centric team associated to the interrelated requirements comprises all project members whose work activities relate to these requirements and their related downstream artifacts. Figure D.1 also illustrates the RCT associated to $R_2 \& R_3$ ($R_3$ depends on $R_2$), so the $R_{2\&3} CT$ contains Eva, Todd, Ron, Bob, Geoff and Frank.

The RCT also applies to non-functional requirements. As non-functional requirements often have a relationship with functional requirements, and cross-cut many artifacts, an RCT can identify people who should collaborate because their work on
non-functional requirements influence those working on functional requirements.

4.1.2 Defining Requirements-Centric Social Networks

To analyze the collaboration within requirements-centric teams, I define a requirements-centric social network. A requirements-centric social network (RCSN) is a social network [135] that represents the members, also called actors, and relationships, also called ties, in a RCT. The actors in an RCSN are among the members of the RCT, and the ties in the network are representations of different relationships during these members’ collaboration. For example, a tie can represent project members’ requirements-related communication, assignment to work on the same requirements, contributions to the development of a requirement, or awareness of another’s requirements-related work.

Representations such as social networks allow one to capture information about the real world relationships that form among people whose work is related to a requirement, and investigate questions such as "Who has worked on artifacts related to particular requirements?", "How does this compare to the project plan?", "Who
communicated or coordinated about these artifacts?", and "Who are central people in the requirements-based communication and thus are key people in the processes of expertise seeking?".

Given specific research interests, one can define which types of relationships to represent in an RCSN, and collect appropriate data with to generate RCSNs containing different relationships. Examples of RCSNs that represent relationships include but are not limited to the following (Figure D.1 is used for illustration).

**Technical dependency RCSN.** A technical dependency RCSN contains members that should coordinate because there are technical dependencies among the artifacts they work on, e.g., those that contribute to the requirement and related downstream artifacts up to the current moment in time. This network is assumed to be fully connected, and ties are non-directional. In Figure D.1, there is a technical dependency between \( R_2 \) and \( R_3 \). Because Eva, Todd, Ron, and Bob are assigned to work on \( R_2 \), and Geoff on \( R_3 \), the technical dependency network contains all five team members. Such a network can be constructed using repository mining that identifies relationships between artifacts, such as call graphs and trace links.

This network can be useful for identifying how many project members have been involved in modifying the requirement or associated downstream artifacts. The information captured in this network can be used to propagate change information to members working on the requirement, and, more significantly, members working on dependent requirements. If one’s work is affected by a dependent requirement, one has to receive information of changes about the related artifacts. Other uses for this network include expertise seeking to find members who recently worked on an artifact related to the requirement, and monitoring the amount of activity in the development, to identify requirements that may require additional resources.

**Assignment RCSN.** An assignment RCSN contains members from the RCT that have been assigned to work on the requirement or on its associated downstream artifacts. The network is assumed to be fully connected because it reflects technical dependencies among members who should coordinate with each other, and ties are non-directional. For example, in Figure D.1, Lisa is assigned to work on the design for \( R_1 \), and Todd is assigned to coding the modules related to \( R_1 \). Consequently, Todd and Lisa appear in the assignment–\( R_1 \)CSN. Such a network can be constructed by extracting data from project planning or bug-tracking systems that contain informa-
tion about work assignment.

This network can be useful for identifying the expected scope of involvement and coordination in the development of a requirement. When constructed over a period of time, this network can show changes on allocation of members in a certain requirement and this information can be used by senior project management to restructure functional allocation of members in a department or in the company.

**Communication RCSN.** A communication RCSN contains members from the RCT that have communicated about the requirements or its associated downstream artifact. A directional tie is drawn if one person communicates about the requirement with another person. To construct a communication network, data can be automatically extracted from communication repositories such as mailing lists, online forum systems, instant messenger logs, and comments on bug-tracking systems, or self-reported by team members through daily log diaries and questionnaires.

This network can be useful for identifying communication activity generated around a requirement, and an indication of behaviors such as asking for clarifications on requirements and communication of changes. This network can be quite larger than the technical-dependency or assignment-RCSN in that it may include members who emerge as relevant to the coordination driven by the particular requirement – for instance, by having provided technical expertise – but who do not belong to the technical network because they have not modified any technical artifact or to the assignment network because they were not assigned to work on the related requirements or downstream artifacts. Frank is, for example, an emergent person in the communication—$R_{2\&3}$CSN in Figure D.1 because Geoff is communicating with him and he was not assigned to work on $R_2$ or $R_3$. Similarly, fewer members than those in a technical-dependency or assignment relationship may be communicating during the project, indicating a possible lack of coordination in the development of the requirement. Figure D.1 shows Bob and Eva as not having communicated in a technical dependency relationship. Because there may be different reasons for communication, such as communication of changes [39], coordinating activities [107], and requesting clarification [108], one can construct and analyze networks that capture only a particular reason for communication. These reasons can be extracted from repositories or explicitly asked to members when data is collected through self-reported methods. It is important to be precise in the relationships mapped to clearly understand communication patterns and be able to improve collaboration [34].
Awareness RCSN. An awareness RCSN contains members from the RCT that have been identified to have awareness about other members and their work in the RCT. Awareness is the knowledge that one has about others and their working activities. Examples include knowledge of what is going on in a task in areas that affect that member's work [39][136]; knowledge of which team members are around, where and when, as relevant for the task [52]; knowledge of how other members can help one in his work [48]; or knowledge of changes made on a project documentation artifact such as requirements specification. In the RCSN a directional tie is drawn if one person has awareness about the other, using the different types of awareness. To construct an awareness-based network, data can be collected through interviews or questionnaires. A question of the form "Are you aware of this project member’s current tasks?" or "Are you aware of how can these project members help you in your work on requirement R?" can be asked of individuals in a project team. Data can also be collected through observation of team members in their work environment.

This network can be useful for identifying who in the organization is knowledgeable about activities that surround one’s work. Since coordination of activities is a critical component of collaboration in requirements-centric teams, and awareness plays an important role in facilitating coordination, information about the extent to which members in an RCSN have awareness of each other’s work is useful in diagnosing the collaboration ability of members in RCSNs. This network can be different than the communication network because people may become aware through other means than communication. For example, members developing code related to a requirement may stay aware of progress by subscribing to the code repository notification feature. On the other hand, a project manager may stay up-to-date about what is going on in the project by reading status report of member’s activities.

4.2 Part 2. Defining Social Network Analysis Measures to Study Requirements-Driven Collaboration

Having defined requirements-centric social networks, an initial number of measures and tests from social network analysis was selected as mechanisms to explore the different aspects of requirements-driven collaboration that this research is interested
on, posed by the research questions. These measures were selected based on literature review. Below I present the initial list of measures organized by requirements-driven collaboration aspect along with the respective theoretically-informed insights I could potentially obtain by the application of each measure.

**Network and actor characterization.** In order to characterize communication and fleeting knowledge networks that form around the development of a requirement or a set of dependent requirements I selected the following measures or social network concepts.

- **Sociogram and actor attributes.** The visualization of a sociogram that shows attributes can reveal patterns of relationship behavior among people [135], bring hidden structural features to light [80], and help on the understanding of the social processes that generated the network structure. The inspection of a sociogram with attributes can also inspire the definition of hypotheses about the social behavior of actors in a network that may be tested using social network measures [66].

- **Network size.** It may suggest the amount of collaboration required. The number of members in a requirements-centric social network can be characterized by the members’ attributes. For instance, one can calculate the distribution of members by country. Moreover, if contrasted with the assignment network, one can identify which members that are part of a certain requirements-centric social network were not assigned to work on the requirements. These members are named *emergent members*.

- **Network density.** It reveals the amount of collaboration that took place among people out of the possible capacity. The result has to be carefully interpreted since not always all the possible relationships have to be fulfilled in a social network. For example, in a network representing communication of a large group a high density may be detrimental to the project performance since it will be rather difficult for the members to maintain contact with all colleagues. Also, duplications may happen if team members have multiple channels of information. This measure aims at suggesting how much collaboration took place only.
• **Ties statistics based on actors attributes.** The statistics about the relationships established by team members based on their personal characteristics may make explicit, for example, how many ties are cross-sites or cross-teams characterizing whether collaboration takes place beyond geographical and team boundaries. If contrasted with the assignment network, one can identify which ties are between two assigned members or between an assigned and an emergent member. The tie between an assigned and an emergent member is named an *emergent tie*.

**Network structure.** To examine which structures form during the development of requirements-related tasks, I chose the **network centralization** measure. Network centralization can reveal how tightly the network is organized around its most central points [117].

**Information exchange and knowledge sharing.** To study how information is exchanged and knowledge is shared among members who possess specific knowledge about requirements, I chose to use the following measures.

• **Component.** The component test reveals whether there is a potential division in a network.

• **Centrality.** Central people tend to have more influence in the network than others. *Degree* centrality suggests level of activity [59].

• **Brokerage.** A broker actor is in a position to manage or broker information flow. A broker can be problematic if intentionally or unintentionally the actor introduces misunderstandings or limits exchange of information. Because I was interested in in examining flow of communication across dependent requirements in which an overlap between requirements may exist, I customized the brokerage measure defined by Gould and Fernandez [61]. This customization allows me to account for the overlap between a pair of dependent networks. Section 4.2.1 introduces the customized brokerage measure in details.

**Networks alignment.** To examine the extent of the alignment between coordination needs and the teams ability to coordinate work, I adopted the **socio-technical congruence** measure proposed by Cataldo and colleagues [24]. The formal definition of this measure has been presented in Chapter 2.
In order to examine the extent to which requirements-driven collaboration patterns are aligned with the organizational structure, I extended the current socio-technical congruence measure to take into account the imposed organization structure as defined by the communication channels allowed between pairs of roles. I name this extended measure *Role-based socio-technical congruence measure*, and I introduce it in a separate section below.

### 4.2.1 The Customized Brokerage Measure

To examine the flow of communication across dependent requirements I customized the brokerage measure defined by Gould and Fernandez [61] to allow the analysis of brokerage between dependent requirements networks. In other words, I used the assignment to a certain requirement as the attribute to divide the members into groups. Then, three groups were defined: the group of members who work on the requirement that is dependent on another requirement, named *dependent* requirement; the group of people who work on the requirement that the dependent requirement dependent on, which I call *dependee* requirement; and those who work on both requirements. Since people working on both requirements also belong to either the dependent or the dependee groups, it was needed to customized the actual brokerage measure as presented below.

Consider that a member $s$ sends information to a receiver member $r$ through a broker member $b$, and the three requirements group mentioned above. The possible broker configurations defined are presented in Figure 4.2. These broker configurations characterize three information flows, named outgoing flow, incoming flow, and consulting flow.

**Outgoing flow.** This flow investigates the presence of brokers who mediate information from the dependee to the dependent requirement. I define that the brokered information flow with respect to $(s,r)$ leaves the dependent network if $s$ is assigned to

![Figure 4.2: Broker configurations examined within the communication-RCSNs](image-url)
the dependee requirement, \( r \) is assigned to the dependent requirement network, and a broker \( b \) for \( (s,r) \) is assigned to the dependee requirement. In short, I call this flow outgoing information flow with respect to \( (s,b,r) \). Outgoing flow brokers are those who fall in one of the following configuration cases in Figure 4.2: \( b_1, b_2, b_4, b_5, b_7, \) and \( b_8 \).

**Incoming flow.** This flow investigates the presence of brokers who mediate information from the dependent to the dependee requirement. I define a brokered information flow with respect to \( (s,r) \) enters the dependee requirement if \( s \) is assigned to the dependee requirement, \( r \) is assigned to the dependent requirement, and a broker \( b \) for \( (s,r) \) belongs to the dependent requirement as well. In short, I call this flow incoming information flow with respect to \( (s,b,r) \). Brokers \( b_2, b_3, b_5, b_6, b_8, \) and \( b_9 \) in Figure 4.2 relate to the configurations for this flow.

**Consulting flow.** This flow investigates the presence of brokers who mediate information either from the dependent or from the dependee requirement. A broker \( b \) for \( (s,r) \) indicates a consulting flow if \( s \) and \( r \) are assigned to the dependent requirement and \( b \) is assigned to the dependee requirement, or \( s \) and \( r \) are assigned to the dependee requirement and \( b \) is assigned to the dependent requirement. Brokers \( b_4, b_9, \) and \( b_{10} \) in Figure 4.2 shows possible configurations. Observe that configuration \( b_{10} \) can be mirrored.

### 4.2.2 The Proposed Role-Based Socio-Technical Congruence Measure

The Role-based measure considers the organizational structure defined as the set of project roles that are allowed to directly communicate with each other. Defined by the organization, a project role consists of a set of responsibilities expected to be performed by the person assigned to the role. By considering the so called organizational structure, the Role-based measure identifies congruence gap between pair of team members performing roles who, despite the coordination needs informed by the requirements dependencies, according to the imposed organization structure should not directly communicate and in fact they do not communicate. These gaps are called false congruence gaps, in short false gaps. For example, in a certain project the organization structure defines testers cannot directly communicate with developers.
In order to both roles to exchange information, the organization structure defines that they have to go through their leaders. Let’s consider that the requirements dependencies created a coordination need between a certain tester and a certain developer. If this tester and this developer did not directly communicate with each other, then the lack of coordination between these two individuals is a false congruence gap. False gaps highlight point-to-point direct coordination needs that might not have to be satisfied because of the organization structure may compensate the need in other ways.

The Role-based measure also identifies actual communication that takes place between pair of role that should not communicate with each because of the restrictions imposed by the organization structure. Actual communication instances between people playing roles that have restricted direct access to each other are called backchannel communication. Backchannel communication indicates ”behind-the-scenes” communication that may have taken place to compensate the coordination needs between these members. For instance, if the tester and the developer of the example above communicated with each other, the communication instance between them is considered a backchannel communication because the roles they play in the project have restricted access to each other according to the organization structure.

To identify false gaps and backchannel communication, the modification that I bring in the Role-based socio-technical congruence measure is the addition of a new matrix that indicates which roles are allowed to communicate with which other role. This new matrix is used in the calculations such that if no communication occurs between two roles, there is no loss of congruence.

Given $k$ roles, we indicate which roles should be coordinating with which other roles in a $k \times k$ role-role matrix $R$ by inserting a value 1 in the matrix at position $ij$ if roles $r_i$ and $r_j$ should coordinate with each other. Thus, we calculate a role-coordination matrix $OC$ as follows:

$$OC = OA \times R \times (OA)^T$$  \hspace{1cm} (4.1)$$

where $OA$ is an $m \times k$ role-assignment matrix that indicates that a person is assigned as a role, and $R$ is a $k \times k$ role-role matrix that indicates that a person in a particular role should coordinate with another person in a particular role. The diagonal for $OC$ is ignored.

$OC$ is then combined with the coordination needs matrix to identify the coordi-
nation needs with roles in mind. $CN$ is calculated as in Equation 2.1.

$$CN'_{ij} = OA_{ij}CN_{ij} \text{ for } i = 1, \ldots, m \text{ and } j = 1, \ldots, m$$ (4.2)

where $CN_{ij}$ is the new coordination needs that incorporates the effect of roles. The value is 1 to indicate that coordination is expected, whereas a 0 means that no coordination is expected.

The actual coordination matrix is gathered from observed data the same as in Cataldo’s congruence measure. However, since our new $CN'$ may be smaller than the $AC$, all cases where a role is not allowed to communicate with another role must be removed before I can calculate alignment. I calculate each cell of an alignment coordination matrix $AL$ by

$$al_{ij}(cn'_{ij}, ac_{ij}) = \begin{cases} 1, & ac_{ij} - cn_{ij} = 0 \\ 0, & \text{otherwise} \end{cases}$$ (4.3)

for $i = 1, \ldots, m$ and $j = 1, \ldots, m$. $l_{ij}$ is 1 if there is alignment, and 0 otherwise. This equation creates a matrix where we keep connections that appear in both $CN'$ and $AC$.

I use $AL$ to calculate congruence:

$$congruence' = \frac{\sum_{i=1}^{m} \sum_{j=1}^{m} al_{ij}cn'_{ij}}{\sum_{i=1}^{m} \sum_{j=1}^{m} cn'_{ij}}$$ (4.4)

The diagonal for the $AL$ and $CN'$ matrices are ignored, as in Equation 2.2.

In the role-based STC measure, to identify the location of a congruence gap, named from now on real gap, we calculate a new lack-of-coordination matrix $G'$ using $CN'$ and $AL$.

$$rg_{ij}(cn'_{ij}, al_{ij}) = \begin{cases} 1, & cn'_{ij} - al_{ij} = 0 \\ 0, & \text{otherwise} \end{cases}$$ (4.5)

for $i = 1, \ldots, m$ and $j = 1, \ldots, m$, where $rg_{ij}$ is the real gap value. A value of 1 indicates that there is a real gap, and a value of 0 indicates that there is no real gap. As with the other calculations, the diagonal is ignored. The location of a real gap allows us to identify which pair of team members did not coordinate and their
respective personal attributes.

The number of misleading gaps is calculated in the organization using the following technique. First, the lack-of-coordination matrix \( L \) is calculated as above using Cataldo’s \( CN \) matrix. Then, the \( OC \) matrix is calculated with the defined technique. Finally, for each position in the matrix the following is calculated

\[
mlgap_{ij} = L_{ij} - OC_{ij} \quad \text{for } i = 1, \ldots, m \text{ and } j = 1, \ldots, m
\]  

where \( mlgap_{ij} = 1 \) is a misleading gap, or 0 otherwise. The resulting matrix indicates between which pairs there is a technical dependency between individuals who are not supposed to talk to each other according to the \( OC \) matrix.

By incorporating the imposed organization structure in the socio-technical congruence measure, the role-based measure also allows us to identify whether backchannel communication occurs in a project. Similarly, backchannel links are identified by calculating

\[
b_{ij} = L_{ij} - L'_{ij} \quad \text{for } i = 1, \ldots, m \text{ and } j = 1, \ldots, m
\]

where \( b_{ij} = 1 \) is an instance of backchannel communication, or 0 if there is no communication. The resulting matrix indicates between which pairs there is a technical dependency between individuals who are supposed to talk to each other.

More social network analysis measures were incrementally selected and added to this initial framework as the empirical investigation of requirements-driven collaboration in the multiple exploratory case study progressed. The selection of these additional measures was based on a thorough decision process. The need to identify which measure would answer more finer-grain questions within the posed research questions raised as a result of the incremental data analysis and the findings review process with the team members. The final list of measures that compose the framework is presented in Chapter 8. Next I present the case study data collection and analysis methods and processes.
Chapter 5

Case Study Data Collection and Analysis

In order to empirically examine requirements-driven collaboration, I conducted a multiple exploratory case study of two industrial projects as previously indicated. Communication- and awareness-requirements-centric social networks were constructed aiming to identify patterns of requirements-driven collaboration. In this chapter I present in details the data collection and analysis processes and methods used to construct and to examine these networks. In addition, I describe which data was collected for each project and how the requirements-centric social networks were constructed and analyzed.

5.1 Data Collection

5.1.1 Data Collection Process

The three initial and main months of data collection (October 2006 to January 2007) started with a short period of familiarization from both sides, mine as the researcher and the team members as the research participants. A senior manager introduced me to the team leaders, and they introduced me to the remaining project members in a weekly project meeting. After spending a day meeting the participants and inviting them to voluntarily participate on my research, I started the first round of data collection. This first phase aimed at gathering information about the projects. I conducted short interviews with development and test leaders as well as with project managers to learn about roles involved in the project and their responsibilities; formal
organizational structure; adopted processes, practices, and tools; project terminology, scope, and history of previous releases. I also asked about remote team members and who they were, and about documentation used to support the development process. The focus of these first interviews was to acquire a broad understanding about the projects, and to gather enough information to help me define the next data collection steps.

Next, I moved to develop an understanding about collaboration practices adopted by the team members (round 2). Individual observation sessions were scheduled according to the members’ availability. I observed each of the members working in their cubicles before moving to observe their group dynamics during formal and periodic project meetings. During these observations, team members referred to requirements that I was still not familiar with. Then, I asked the project managers and leaders to provide me with a copy of any requirements documentation used in the project. I also followed some team members to their cubicles after a meeting in order to follow-up on how they would implement and coordinate urgent tasks that impacted others’ work, or how they would propagate information updated during the meetings to their teammates. This second data collection round lasted about three weeks.

After acquiring an understanding about the project, I moved on to further my knowledge about the project requirements and their dependencies, and to learn about who was working on each requirement. This was an intense data collection period since a proper understanding about the requirements and of the task allocation scheme was essential to construct the assignment requirements-centric social networks. These networks were used as a baseline for the customization of the questionnaire that was the main source of communication and awareness data collection. Note that in this empirical investigation I limited the examination of awareness to the knowledge that one has of what others are doing that is related to one’s work. This type of awareness is defined by Ehrlich and Chang [48] as current awareness. I inspected project documentation for about two weeks until I have finished identifying who was allocated to which requirement, and which were the requirements dependencies. Interestingly, I identified some discrepancies between development and testing documentation. Thus, I conducted interviews and led group discussions to reach a consensus about my model. Meanwhile, I continued to observe team members discussing and coordinating requirements changes, collaborating with remote members, and reporting progress to senior management.
The third round of data collection aimed at collecting communication data. First, I deployed the *work diaries* and asked the members to fill them out daily. At first everyone was excited about recording communication data on the work diaries, but after a while people either got tired of repeating this task everyday or got too busy with the project tasks that then they started to inform incomplete data. Due to the completeness issue, I strategically decided to use work diaries as a corroboration source of information only. I later compared work diaries data against the questionnaire data, mainly to identify discrepancies regarding with whom the team members interacted and what was the interaction about. Meantime, I customized the questionnaires. For each team member, I constructed the network of people one was working with and inserted this list of people in each social network question. Observations and interviews continued in a more sparse form during the three weeks that I had spent managing the work diaries and customizing the questionnaires.

The second part of the third data collection round was characterized by the deployment of the *questionnaire*. I followed-up on the questionnaires for two weeks until I got most of the responses. The missing responses from two participants of the APP project were replaced using the available-case analysis technique [125] as presented in the following section. For two weeks short interviews were conducted to clarify some answers provided on the questionnaire, and few more observation sessions were scheduled to gather data about patterns of requirements-driven collaboration towards the end of the development life-cycle.

I was careful to schedule short interview sessions since most of the team members were interviewed more than one time. In addition to the care with the time spent with each participant, I also tried to balance the time spent observing the team members. I was concerned about the possibility of them getting used to my presence and driven their responses to what I already knew about the project. This concern was exacerbated by the fact that some of the participants were already familiar with me. I have worked at ORG in the past, although I have not directly worked with any of the research participants. My extreme care aimed at minimizing jeopardizing the data collection process for staying too long, and avoiding bias and making assumptions based on my previous knowledge of the company.

I continued data collection in a more sparse manner after this initial period of three months on site. I annually visited the team members for a few days in order to present partial results and findings, and to collect additional contextual information when necessary. These visits aimed mainly to fill in gaps on the understanding of the project
technical details, and their impact on the team collaboration behavior. I also used these meetings to corroborate interpretations of data previously collected, indirectly validating data collected through interviews and observations. Clarifications through e-mail were always provided when requested.

5.1.2 Data Collection Methods

In case study methodology triangulation is a recommended technique for increasing validity. This triangulation can be achieved by using multiple methods to assess the same information in different ways in the context of a case study, or by adopting multiple data sources [17]. The multiple data collection methods and data sources mentioned above are presented below.

**Document Analysis.** I mainly adopted the data analysis method to collect data necessary to develop the referential step of my case study that was to construct the requirements-centric social networks. In case studies documents are mostly used to corroborate or question data obtained from other data generation methods [102] [140]. I needed information about the project requirements and task allocation. Therefore, I gathered every requirements documentation available for each project in order to name the project requirements, their dependencies, and requested changes to the requirements. I also gathered every project planning documentation available in order to identify which team member was allocated to work in each requirement-related task.

In addition, I gathered traceability documents in order to establish relationships between requirements, technical specifications, source code, and test cases designs. This traceability information was necessary to understand the task allocation plan for each project. Moreover, descriptive documents about the product that each project was responsible for were collected to support the development of an initial knowledge about the software and the team itself as suggested by Singer [120].

**Questionnaire.** In my research, questionnaire was the main source of social network data collection. Questionnaires are self-reported measuring instruments to assess people’s abilities, views, opinions and attitudes [105]. These instruments consist of a set of questions administered in a written format. This method is one of the most commonly used to collect social network data in addition to self-recording diaries
also known as work diaries. Despite the fact that questionnaires are occasionally viewed as unreliable to collect this kind of data since they are based on the memory and perceptions of the participants [29], due to the large amount of data to be collected from a large number of people I judged that this was the most feasible way of obtaining social network data about communication and knowledge management patterns since my request to access ORG software repositories was denied. Work diaries were also adopted (presented next).

Social network questions were designed in two formats: one where I provided the list of names to the respondent and another where I told the respondent how many actors he should nominate to answer the question, respectively called roster format and fixed choice [135]. The list of names provided in the roster format questions was customized by respondent. Each respondent’s list consists of a subset of the project team members, and was created based on document inspection. Only members that were assigned to work on the same requirements that a certain respondent was assigned to are included in this certain respondent’s list.

To obtain details about communication interactions, I asked the team members to indicate the reason of communication in which he engaged with each other team member he selects from the provided list or the additional names he provided. I provided a list of ten reasons of communication, that are: requirements negotiation, requirements clarification, communication of changes, coordination of activities, planning, project progress, risk assessment, synchronization of code, implementation issues, and peer review. An additional blank line was provided asking the respondent to specify any additional reason.

In addition to the traditional design concerns of a questionnaire such as wording of the questions, layout of the forms, and ordering of the questions [120], the rate of non-responses was also taken into consideration. Social network analysis is especially sensitive to missing data since models of network structures assume that complete information is available on the relations to be described [20]. Non-response is even more problematic in social network analysis when the non-respondents possess characteristics that are different from those of the respondents [86]. Each missing answer introduces an additional gap in the social network under study. As a missing answer does not necessarily imply the absence of a social tie (because people may refuse to answer a particular question), the rate of non-responses should be lowered or even eliminated. To address this issue, I designed questions with similar structure and layout. This strategy aimed at reducing the respondent’s cognitive effort and the
time needed to answer the questions. Refer to Section 5.2.1 for the description of how I handled missing social network data.

In addition to the social network data, the questionnaire also consisted of multiple options, scale and open-ended questions about demographics, communication media, awareness of others and related work, and changes to requirements and their effect on the respondent’s work. These questions are blended with the social network questions throughout the four sections in which the questionnaire is organized in order to follow a logical order of the topics for the respondents. Refer to Appendix A for a sample of the questionnaire.

Before deploying the questionnaire, its content was validated by an expert on the requirements engineering field (a professor from the partner university where ORG is located) and by an expert on questionnaire design (another professor from the partner university). Questions were reviewed aiming to make sure that the questionnaire would indeed generate data about the concepts related to collaboration and to identify where they were a well-balanced sample of the topics I was interested in. Duplicate and unclear questions were highlighted and later improved. Generic terms were replace by ORG naming conventions when possible, and a vocabulary section was included in the cover page of the questionnaire upon the reviewers' request. The questionnaire was also pre-tested by an invited ORG requirements analyst and a project manager in order to identify whether the respondents could follow the instructions for how to answer each type of question, whether they had difficulties in answering certain questions, and how long they took to complete the questionnaire. Some questions were removed since the ORG representatives indicated that the questionnaire was too long.

**Work diaries.** I asked all team members of both projects to complete a requirements-related communication diary that detailed who they talked to and the purpose of each interaction they had during the day. This data collection method is called work diary, and it requires respondents to record various events that occur during the day. It may involve filling out a form at the end of the day or recording specific activities as they occur. Initially a template to be filled out in a computer was made available but a paper version was adopted later on as per the participants’ request. It was easier for them to remember logging the interactions if the paper was at hand than locating the file in the computer.

Work diaries can potentially provide better self-reports of events because they
record activities on an ongoing basis when the event is still fresh in the individuals’ mind \cite{29} rather than in retrospect as in interviews and questionnaires \cite{120}. It has long been used in other fields such as psychology, and most recently in the study of technology use \cite{62} and task interruptions in computing work \cite{37}. In Software Engineering it may be challenging to get developers to fill out work diaries in a regular basis due to their usually intense and busy work days. Work diaries may interfere with respondents’ work routine or performance \cite{76}. Consequently, work diaries reports may be inaccurate. Due to the potential accuracy issues, I chose to use work diaries as a secondary social network data collection method in my research.

**Semi-structured interviews.** I conducted semi-structured interviews with the main intent of understanding the participants’ communication behavior and level of fleeting knowledge and of identifying collaboration issues faced by the project teams, as well as to update and consolidate previous information I had about the organization structure and policies, development processes, and state-of-the-art of the tools usage. Since software documentation can become obsolete due to the so common changes to the project requirements, semi-structured interviews were also conducted aiming to make sure that the data identified through document analysis was up-to-date. When necessary, after a set of observations sessions I listed situations that needed to be clarified, and interviewed key participants of the observation sessions. These clarifying interviews were important to support the understanding of contextual information.

Semi-structured interview is the kind of interview where a pre-defined list of themes or questions to be covered guide the conversation. The flow of conversation in a semi-structured interview can change depending on the answers given by the respondent \cite{102}. The flow of conversation in a semi-structured interview can change depending on the answers given by the respondent \cite{102}.

For each set of semi-structured interviews (in short, *interviews* from now on) about the same topic, a guide was designed and pre-tested with members of other projects under development in the organization. These members were invited to collaborate with the research due to the similarity of their roles to those played by the research participants, and to their experience with academic research. The interview guides were used in both projects to guarantee that the same desirable topics were covered.

All SHIP team members were interviewed at least one time. For APP, the project managers, team leaders and seniors developers were interviewed at least once. Additionally, a sample of developers and testers chosen based on project contextual
Information were interviewed once each one. Interviews were conducted at a time convenient to the participants and in the organization building. I conducted the totality of individual interviews in the participants office or cubicle so the participant could show me documents, project-related e-mails, tools, or any other relevant item. The few group interviews conducted took place in the coffee area or in the smoking room to avoid disturbing the work environment. The group meetings aimed at clarifying discrepancies about requirements dependencies or technical information about the project. Key team members were put face to face to discuss with me the discrepancies and argue about their different interpretation over the same piece of data. The group interviews were crucial to make sure of the accuracy of the social networks and the requirements dependencies. All interviews were voice-recorded with the participants’ consent and the organization authorization.

Observation. I observed team members performing daily activities in their workplace environment mainly to document how they collaborate to get requirements-related work done in practice, and how they relate their tasks and interactions back to requirements. I also adopted observation as an additional source to understand contextual information as suggested by Yin [140]. Observation consists of gathering impressions of the surrounding world. For instance, by watching what others are doing. Since what people say they do can be different from what people do [2], researchers usually use observation as a data generation method to find out what people actually do [102].

Interactions among team members in individual situations or in group meetings were observed. When observing one team member only, I stood by his cubicle wall or far behind his desk and took notes about what he was doing, with whom he was talking to and what was the conversation about. I also recorded which tools he was using and tried to capture the context in which the work or interaction was taking place. For group meetings, I sat in a corner of the meeting room to not disturb the group dynamics and took note of the team members interactions. More specifically, I recorded the order team members spoke, a summary of what they were saying, and described the interruptions made. Some group meetings took place over the phone. In this situation, a team member provided me a guest password for the conference bridge and I connected to the call as an invited participant. This team member introduced me to the meeting participants before the meeting started to ensure that the participants were aware of my presence.
Information collected during observation sessions was recorded in a paper notebook without distracting the participants. In addition, with the team members permission, I voice recorded all group meetings and conference calls when speakers were available. Since in observation observers only follow the flow of events [2], I could only capture what occurred and not the reason why things occurred as they did. To clarify some events, I asked the participants to answer some questions. In the first observations, I would ask these questions in the end of the session. But later, to attend the participants requests, I established a protocol where I would consolidate my questions and schedule a short semi-structured interview in the end of each working day. This protocol established a valuable loop between interviews and observation sessions, where time was assured to explore insights gained during the observations through interviews.

5.1.3 Data Collected

By using the data collection methods previously described I collected the following data. Details about the project setting will be presented in the respective case studies chapters. Here I provide enough information for comprehension of the data collected.

Requirements and their dependencies. From the inspection of requirements documents, I identified 20 software requirements for APP and 18 requirements for SHIP. By examining requirements-traceability documents I identified 9 sets of dependent requirements for APP and 8 sets for SHIP. The number of requirements per set varies from 2 to 8. From literature review, the dependency relationships between requirements can be of structural nature (e.g., refined-to, changes-to, and similar-to dependencies), constraining nature (e.g., requires, and conflict-with dependencies) or cost/value nature (e.g., increases/decreases cost of dependencies) [38]. I later interviewed the APP’s requirements analysis and the SHIP’s development leaders to validated the sets of dependencies identified. During these interviews I learned that the dependencies that fall in the ”refined-to”, ”requires”, and ”conflicts-with” categories have a more critical impact on the projects, and where the dependencies that in fact were discussed and managed by the team members throughout the project life-cycle. For example, in the SHIP project one set of dependency involved the two following requirements (fictitious names are used to protect confidentiality of informa-
requirement 1 defined that the description of the products shipped to a certain customer should be presented in two additional languages than English, and requirement 2 defined that the carrier company delivering the products to ORG customers should provide to the customer a delivery receipt addressing these two additional languages. This example was categorized as a "requires" type of dependency by the SHIP development leaders. Thus, I limited the study to this scope of dependencies. This limitation downsized to 4 the set of dependencies for APP and to 5 sets for SHIP. Each set of dependency has two requirements. I name the requirement that is dependent on another requirement dependent and the requirement that the dependent requirement dependents on I call dependee requirement. Due to confidentiality reasons I will refer to these dependencies as $D_1$, $D_2$, and so on.

**Team members.** At ORG, a certain team member can be allocated to work on a project release or on overall activities that cross all the releases, such as maintaining the development environment in synchronization with the production environment. I was interested in identifying people who were formally assigned to work in any task related to each requirement listed on the sets of dependencies. I inspected project planning documentation to identify the list of team members associated to each requirement, which consist of the requirements-centric teams.

For the requirements that are scope of this study, a total of 10 team members (out of 45) were listed for APP, distributed as follows: 2 requirements analysts (out of 4), 1 test leader (out of 1), 4 testers (out of 7), 2 development leaders (out of 5), and 2 developers (out of 20). In average, there are 4.75 team members assigned to each set of dependencies. For SHIP, a total of 11 team members (out of 14) were listed. These members are distributed as follows: 1 system architect (out of 1), 2 development leaders (out of 2), 4 developers (out of 6), 1 test leader (out of 1), and 3 testers (out of 3). In average, there are 8 team members assigned to each set of dependencies. Note that for both projects business partners and project managers were not considered since they are not directly allocated to work on the project. This decision is aligned with the definition of the assignment-RCSN, which was used as a baseline for the empirical study. However, it does not indicate that business partners and project managers do not collaborate to reach the project goal.

**Organizational structure.** From document inspection and interviews I found out that the organizational structure for APP and SHIP represents the division of labor by
roles, expected workflow, and chain of command for reporting progress. To increase control and productivity, both projects defined that communication should happen through the formal channels established by the organizational structure. This was strongly emphasized by the APP project managers. The organizational structure of each project is presented in their respective case study chapters presented next.

Communication interactions. No significant communication interactions were provided for 6 out of the 10 reasons I listed to the respondents, that are: planning, project progress, risk assessment, synchronization of code, implementation issues, and peer review. Later in interviews, team members explained that they presumed that the reasons planning, project progress, and risk assessment were associated with management tasks, that they were not in fact responsible for. Because of the misunderstanding I decided it was safer to drop the interactions for these three reasons. For the synchronization of code and peer review reasons, APP team members clarified that there was only one team member assigned to perform synchronization of code and one member to perform peer review, thus the lack of discussion about both topics. On the other hand, SHIP members explained that synchronization of code is made by two senior members, whose were the few people who reported communication about the topic, and peer review was temporarily suspended from the team schedule for the investigated release. I could not find a plausible explanation about why implementation issues was not discussed. Thus, I considered only the following four reasons of communication in the scope of this study: requirements negotiation, requirements clarification, communication of changes, and coordination of activities. Communication data collected for the redefined scope is entirely presented in the form of social network ties in the case studies chapters.

Contextual information. Relevant contextual data about the projects, such as whether team members located in the US have met people in Brazil, were collected and were used to support the interpretation of the results of the the social network analysis measures. These data are used throughout the case studies chapters.
5.2 Data Analysis

5.2.1 Data Analysis Methods

Data analysis aims at looking for patterns in the data and draw conclusions. There is a wide range of techniques for analyzing data. I have used the three techniques discussed below. Social network analysis was the predominant. However, without content and statistical analysis the interpretation of the social network analysis results was going to be based on speculations and lacking context.

Social network analysis. The social network perspective is the analysis method used in this research to examine patterns of interactions among team members of software projects. As previously defined, a social network is a specific set of linkages among a defined set of persons (actors), with the additional property that the characteristics of these linkages as a whole and of the actors involved may be used to interpret the social behavior of those who compose the social network [99]. As in any social study, this social behavior interpretation is usually based on contextual information about the group that one is studying [117]. To reveal collaboration patterns, social network analysis offers a variety of measures, such as network density, centrality degree, and brokerage. A complete definition of the measures used in this research is presented on Chapter 2 and their application are exemplified in the case studies chapters presented next.

To deal with missing social network data from the two respondents who did not answer to the questionnaire, I used the available-case analysis technique [125]. This technique includes both complete (where both respondents of a pair provided answer) and incomplete cases (where only one respondent of a pair provided answer) and uses whatever data are available for a given analysis. To use partially described links, the assumption is that if actor A describes a relationship with actor B (link $A - B$), indeed, a relationship does exist between them. Then, the link from actor $B$ to actor $A$ (link $B - A$) is fulfilled with the value indicated by actor $A$. This technique is also called reconstruction. The presence or strength of a relationship is simply determined by one description rather than two. This approach does not add a links to dataset where there were none. In order to adopt the reconstruction approach, two criteria should be satisfied: the respondents should be systematically similar (comparing their attributes) and the data available from respondents should be reliable descriptions of the relationships that they have with non-respondents. Reconstruction is one of the
most used approach in social network analysis.

**Interview data analysis.** Interviews were voice recorded and notes were taken during the interview. The interview recordings were transcribed into text documents for consultation during the interpretation phase of the social network analysis results. In my research, contextual information about the projects such as what is the working history of senior members of the investigated projects or why certain requirements changes took longer to be approved than others was crucial for drawing conclusions about the results obtained by applying social network measures.

While visiting the teams on site I kept a research diary where I daily summarized the interactions with the participants and highlighted main points observed throughout the day. I constantly consulted the summarized content of the interviews and of my field notes to help me define the scope of my following interviews and observation sessions. This approach drove me to discover and develop knowledge about requirements-driven collaboration in a similar manner than adopted in grounded theory [60], where the researcher builds theories based on grounded data rather than deducing testable hypotheses from existing theories [126] [25].

**Statistical analysis.** Although the number of respondents in each project is relatively small (8 members in APP and 11 members in SHIP), I statistically analyzed ordinal data collected in Likert-scale format through the questionnaire. Note that additional 35 participants answered the questionnaire for the APP project but their responses were not considered since they were not assigned to work on the dependent requirements that are part of the scope of the case study. I determined the proportion of responses in each category out of the total of responses I received by project. I also statistically described demographic data that support the social network analysis. For example, I described the distribution of team members by attributes such as location and role, and I plotted the distribution of communication interactions by topic of discussion in histogram format.

**5.2.2 Data Analysis Process**

The data analysis process was incremental. It informally started when I was still collecting data on site. Interview records and observation notes were daily reviewed to support the definition of the next data collection round. While on site I also reviewed
the questionnaire answers for completeness, and sought the participants out to clarify why some questions were returned blank. In most of the cases blank responses were present because the team member had missed an alternative.

After completing the data collection process and checking data for completeness, I defined a policy to handle with missing social network data. The available-case analysis technique was adopted and missing data constructed based on the participants’ responses. Next, I entered the questionnaire data into a relational database, including the social network data, to allow automation of data manipulation and to facilitate visual displaying.

I moved to constructing the communication- and awareness-requirements-centric social networks for both projects once the relational database was created. This activity was followed by the application of a initial set of social network measures to the SHIP case. As partial and preliminary results were obtained, insights about what other social network measures could reveal led me to further my knowledge about social network analysis and to apply more measures. Most of these insights were obtained by discussing from time-to-time the results with ORG. Annually, I visited the teams and senior management to report progress and to hear from them which other aspects of requirements-driven collaboration they would be interested in learning about. Also, I periodically shared partial results with team leaders and senior developers by email to assure that I interpreted the data properly and correctly understood the context in which the identified requirements-driven collaboration patterns took place. It is important to highlight that names were disguised in any presentation of results to ORG team members in order to protect the individual’s anonymity and privacy. (Refer to the Research validation section in Chapter 9 for details on these interactions with ORG members.)

This incremental social network analysis cycle was intertwined with rounds of content analysis in order to support the explanation of the results. The alpha version of the framework was developed in the end of the SHIP analysis cycle. The same procedure was repeated for the APP project, and an beta version of the framework was developed. Next, a complementary cycle of social network analysis was run for both projects. Statistical analysis of some questionnaire data was concomitantly performed and used to complement the description of the contributions of this dissertation.
5.2.3 How Data was Analyzed

More specific details about how and what requirements-centric social networks were constructed and analyzed is presented below.

Constructing the requirements-centric social networks. For each project and set of requirements dependency, I have constructed the respective assigned-, communication-, and awareness-RCSNs. Since 5 sets of requirements dependencies were investigated in the SHIP project, I constructed 5 assignment-RCSNs, 20 communication networks (5 sets times 4 reasons of communication), and 5 awareness networks. For the APP project 4 sets of dependencies were investigated, thus I constructed 4 assignment-RCSNs, 16 communication networks (4 sets times 4 reasons of communication), and 4 awareness networks. The assignment networks were used as baselines to define the requirements-centric teams for the communication and awareness networks as explained in Section 5.1.2.

Initially, the set of team members in each network was the same. However, since I asked the team members to name additional people that they have communicated with or they were aware of there are networks that have more members than those assigned to work on the dependent requirements. These additional members were named emergent members.

Communication and awareness data reported in the questionnaire was used to identify the social ties between pairs of members. In my research a tie is directional, or asymmetric, since being the source of the relation rather than the object is an indication of information power or reveals expertise. For instance, if team member A reported he communicated with member B about reason com\textsubscript{x} for requirement \textit{R}_{u&z} then I created a directional tie from A to B in the \textit{R}_{u&z}com\textsubscript{x} communication network. Note that even if no one reported a communication interaction with or being aware of a certain member in a certain network that certain member is still visually displayed in the network sociogram for discussion purposes. This certain member is not considered in the calculation of the social network measures since there is no tie from or to him that can be computed.

In the socio-technical congruence measure the assigned RCSNs and the dependencies between pairs of requirements were used to calculated the coordination needs matrices and the communication networks represent the actual coordination matrix. Emergent members are not considered in this measure, thus these members and their
respective ties were removed here.

Calculating social network measures for the requirements-centric social networks. Once the requirements-centric social networks were constructed I started the calculation of the social network measures. The social network analysis measures used to answer each research question are described in details in Chapter 2 and in Chapter 8. For comprehension, below I list the measures by research question. Except by the measures listed in the research question 5 (RQ5), all measures consider the emergent members in their calculations.

- (RQ2) RCSNs characterization: sociogram, size, density, and ties statistics
- (RQ3) RCSNs structures: network centralization, core-periphery, ties reciprocity, and clique
- (RQ4) RCSNs information flow: component, reachability, cutpoints, centrality, and brokerage
- (RQ5) RCSNs alignment: socio-technical congruence and Role-based socio-technical congruence

Note that the ties statistics measure uses statistical analysis and is not a social network analysis measure per se. The brokerage measure was customized from the original measure proposed by Gould and Fernandez [61] to attend the specifics needs of this research as described in Chapter 4. Similarly, the Role-based socio-technical congruence measure was extended from Cataldo et al. [24] measure to allow the consideration of imposed organization structures in the study of requirements-driven collaboration. The Role-based measure has been presented in Chapter 4.

Interpreting the requirements-centric social networks results. One-by-one the results yield by the application of each social network analysis measure to each of the requirements-centric social network was interpreted considering the knowledge developed during the three months on site and on additional information provided by team members and senior managers during review sessions. I particularly looked for collaboration patterns across the reasons of communication or set of dependencies. I considered the projects particularities when discussing similarities and differences on requirements-driven collaboration behavior between both projects. Next, I present the SHIP case study, and following the APP case study.
Chapter 6

Case 1. The Shipping System Project

In this chapter I present in detail the examination of requirements-driven collaboration in the Shipping System project, contracted to SHIP. The project setting is first introduced followed by the examination of the requirements-centric social networks organized by research question.

6.1 Project Setting

Business area and project goal. SHIP, fictitious name, is a project that enhances and maintains an internal software used to support ORG’s shipping process. The application is seven-years old, and is a critical component of the company’s business. The project investigated was one quarterly release of the shipping application. This release aimed at keeping the product up-to-date with small changes on the business process and at improving infrastructure (e.g., database) to align it with recently adopted technology.

Project requirements. Each release enhances a set of business needs. These business needs are informed to the project team in the format of features. These features are transformed into software requirements, and recorded in a requirements specification document by the development team. The requirements are formally approved early in the project life-cycle at the end of the Planning phase, and then used to guide the remaining phases. The test team transforms these project requirements
into testing requirements for internal use only. A finer-grain level of requirements definition helps the test team to better understand the scope of its work. A traceability document aiming to keep track of the mapping among all levels of definitions (needs, features, and project requirements) is maintained in a spreadsheet format and shared with team members in the project documentation repository. The test team maintains a copy of this traceability document with the testing requirements added to it. Change requests to the requirements are usually announced by the business partners. Eventually, team members may detect an opportunity to technically improve the application. This suggestions of changes are followed-up also as change requests. After a change impact analysis, changes to the project scope are renegotiated among business partners, project manager, development leaders, and the test leader. Since this project is an ongoing enhancement to the shipping application, if the change does not affect any current functionality of the software it is scheduled to the next release in order to not affect the team’s current release work.

**Team distribution and office locations.** The project team was distributed between the US (4 members) and Brazil (10 members) as follows: the project manager, the system architect, 1 development leader, and 1 senior developer were located in the US, and 1 development leader, 5 developers, the test leader, and 3 testers were located in Brazil. Three Brazilian developers and 2 testers were contractors and work part-time for SHIP. Contractors worked in a building five minutes walking-distance from ORG’s building. Development and Test team offices were located in two different wings of the ORG’s building. In addition to the project team, there were several business partners located in the US. Although the business partners were internal
clients they were not members of the project team. The project manager was allocated to work for the portfolio that SHIP belongs to but he had no specific tasks allocated to the quarterly release projects.

**SHIP’s organization structure, role and responsibilities.** Figure 6.1(a) illustrates SHIP’s organizational structure. Development leaders are in charge of gathering requirements from the business partners who work closely with the ORG shipping production team. They can also gather requirements from SHIP senior management members who work together with the ORG IT team. The ORG IT team is responsible for the IT infrastructure at the ORG plants. Development leaders also negotiate quarterly the project scope with business partners and the project manager. The project manager’s responsibility is to manage the project schedule and the allocation of resources and financial budget. He liaises with the business partners if necessary. The system architect supports the development leaders regarding architecture issues when required. Since SHIP is a maintenance project there are small changes in architecture. The remaining of the team members allocated to the SHIP portfolio were working in migrating SHIP to a new technology, thus the system architect was more concentrated in the new product. The test leader is in charge of defining the test strategy for the project, and managing the test team. Note in Figure 6.1(a) that the project manager, the system architect, the development leaders and the test leader are connected to each other. Developers are responsible for coding the requirements, and testers are responsible for verifying and validating them. Observe that developers and testers have to go through their respective leader to reach the system architect, but they can directly communicate with each other when necessary.

Note that since the business partners and the project manager did not have tasks allocated to the project, I did not consider them as part of the team. For the purpose of constructing the requirements-centric social networks, I considered only team members assigned to any task related to the project requirements. Thus, Figure 6.1(b) shows the reduced organization structure considered in this research.

**Team expertise and communication practices.** Team members in SHIP are familiar with the product. Some members located in the US have participated on the development of the first version of the shipping system, and the Brazilian team is working together for approximately three years. The team is also very familiar with documentation and has very well-established working practices. Newcomers usually
spend sometime working in the headquarters to speed up the onboarding process and to get to know the business partners. Team members in SHIP use face-to-face interaction, instant messenger, phone, and e-mail extensively. The Brazilian development leader often meets with the test leader face-to-face, and the leaders formally meet twice a week to report status and discuss issues. Formal weekly meetings take place within and across teams. The culture of the SHIP project encourages communication among members across geographical and team boundaries.

6.2 The Examination of Requirements-Driven Collaboration

In the framework developed in this research, social network analysis measures were used as mechanisms to examine requirements-driven collaboration in the SHIP project. In practice, for each of the five sets of requirements dependencies in this project each measure was applied to each communication- and awareness-requirements-centric social network previously constructed. In this section I present the results of the application of these measures and interpret these results in terms of the project context.

6.2.1 (RQ2) RCSNs Characterization

In the effort to characterize the communication- and the current awareness-RCSNs, I adopted the sociogram, network size, network density, and ties statistics measures. This set of measures was defined in the initial version of the framework for studying requirements-driven collaboration (refer to Chapter 4 for details). No measure was added to the framework to characterize the RCSNs.

**RCSN sociogram.** A sociogram is a picture in which actors are represented as points in two-dimensional space, and relationships among pairs of actors are represented by lines (or ties) linking the corresponding points. In addition to the actors and their relationships, sociograms can also indicate actors attributes or relationships characteristics. In the communication and awareness requirements-centric social networks constructed to examine requirements-driven collaboration in my research, the following attributes and characteristics are represented in the sociograms. The member’s fictitious name and role are indicated in the actor label, for example in Figure 6.2(a) the label *DS (Developer)* indicates a person named DS who is a developer in
the SHIP project. The member’s office location is indicated by the actor color (red for Brazil and black for the US), for example the member AC (Dev Lead) is located in the US. The requirement (or set of requirements) that the member was assigned to work on is represented by the actor shape (square for the dependent requirement, triangle for the dependee, circle for both requirements, and plus sign for emergent members who were not assigned to any requirement), for example EZ (Dev Lead) was assigned to work on both requirements in the dependency set and BF (Project Manager) is an emergent member. Whether the relationship is between members assigned to work on the requirements (black color) or with an emergent member (red color) is indicated by the color of the tie, for example the tie from EZ (Dev Lead) to LL (Developer) represents an emergent communication.

As an illustration, Figure 6.2 displays the sociagram of each of the four reasons of communication for the dependency set $D_1$. One can see that the sociograms are quite different from each other. For instance, although the assigned requirements-centric team for each network is the same (7 members), each network contains different members because of the emergent people who contributed to work or discuss about the requirements. The amount of communication is also distinct for each network. It varies from more dense discussions about requirements clarifications (Figure 6.2(b)) to more sparse communications about requirements negotiations (Figure 6.2(a)).

One can also see in Figure 6.2(a) that there are isolated members, for example AM (Tester). These isolated people are members who were assigned to work on the set of dependent requirements and that did not communicate with or receive any communication from any colleague. It is surprising that a member who was assigned to work on a certain requirement have not communicated about it. However, this isolation is likely related to the topic of discussion. Note that testers and a developer are isolated in the requirements negotiation network because negotiation of requirements is not in their scope of responsibilities. The project development leaders, the test leader, and the project manager were the ones communicating about requirements negotiation with the business partners, which in fact is confirmed by the visual inspection of the sociogram for this dependency set. Moreover, one can also see that in the Communication of changes and in the Coordination of activities networks (Figure 6.2(c) and Figure 6.2(d), respectively) the developers and the testers seem to be clustered together within their teammates (which is later confirmed by the clique measure). In contrast to this grouping behavior, in the Requirements clarification network (Figure 6.2(b)) one can see that developers and testers have communicated with each
other, suggesting that members go beyond their team boundaries to clarify questions about the requirements they are working on (within and cross group communication is reported in the ties statistics analysis).

Figure 6.3(a) shows the sociogram for the current awareness-RCSN of the same dependency set, $D_1$. Note that this is a denser network than any of the communication networks for this same requirements set (the density measure confirms this result later on). Distance does not appear to have impacted the ability of members to be aware of remote colleagues. Note that the only member located in the US, $AC$ (Dev Lead) is aware of some of her colleagues and vice-versa. Also, developers and testers seem to be aware of their teammates. The sociograms were used to initially explore patterns of behavior such as this one. By using the members attributes I could segment the network according to the team membership (or any other attribute) to observe the behavior that I wanted to investigate. For example, Figure 6.3(b) shows which developer is aware of other developers, and Figure 6.3(c) shows the awareness relationships for the test team. Observe that both subsets of the awareness-RCSN are connected indicating that developers and testers are to some extent aware of their teammates. Similarly, Figure 6.3(d), Figure 6.3(e), and Figure 6.3(f) present the
Figure 6.3: SHIP’s current awareness-RCSN sociograms

awareness relationships among members assigned to the dependent, to the dependee, and to both requirements.

Since the sociograms were used to develop an initial broad understanding of each network behavior and to explore patterns of requirements-driven collaboration later examined in details using the social network analysis measures, the remaining sociograms in the data set are not displayed in the body of this document. Refer to Appendix B for the presentation of each of the communication- and awareness-RCSN sociograms.

RCSN size. Each RCSN built for this project was initially based on a baseline network called assignment-RCSN, as defined in the framework (see Chapter 4). Each
of these assignment network consists of a requirements-centric team which is composed of a subset of the 14 team members who were assigned to the project. I refer to these members as assigned members from now on. To construct the corresponding communication-RCSN, I identified from the questionnaire data which listed project members from the assignment-RCSN the respondents identified as communicating about the requirement. I also identified any other emergent member that the respondents mentioned he communicated with. Therefore, each RCSN has a certain number of members, denoted actual members, that are divided into assigned and emergent members.

Table 6.1 shows the distribution of assigned members by location for any of the reasons of communication per dependency set, and Table 6.2(a) shows the distribution of actual and emergent members for the corresponding Requirements negotiation networks. Actual members are variable because the number of emergent members varies per network. A total of 11 emergent members across the 5 dependency sets were identified, all of them from the US. These are non-unique people, i.e. there are duplicates across RCSNs. On average, there are a total of 2.2 emergent people per network. This indicates that, on average, about one-fourth of the requirements-centric team members are emergent in a RCSN that communicated about requirements negotiation.

Table 6.1: SHIP’s distribution of assigned members per communication-RCSNs by location

<table>
<thead>
<tr>
<th></th>
<th>Assigned</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>BR</td>
</tr>
<tr>
<td>$D_1$</td>
<td>6</td>
</tr>
<tr>
<td>$D_2$</td>
<td>8</td>
</tr>
<tr>
<td>$D_3$</td>
<td>7</td>
</tr>
<tr>
<td>$D_4$</td>
<td>7</td>
</tr>
<tr>
<td>$D_5$</td>
<td>5</td>
</tr>
<tr>
<td>Total</td>
<td>33</td>
</tr>
<tr>
<td>Mean</td>
<td>6.6</td>
</tr>
</tbody>
</table>

Similarly, Table 6.2(b) shows the distribution of actual and emergent members for the corresponding Requirements clarification networks. A total of 23 non-unique emergent members was found. On average, there are a total of 4.6 emergent people per network. This indicates that, on average, about 40% of the members clarifying requirements are emergent to the requirements dependency set. The distribution of
The distribution of team members per awareness-RCSN per set of dependency by location is showed in Table 6.3. A total of 32 non-unique emergent members across the 5 dependency sets were identified, 60% of them (19 members) from the US. These are non-unique people, i.e., there are duplicates across RCSNs. On average, there are a total of 6.4 emergent people per network. This reveals that, on average, 80%
of the members that team members are aware of are emergent, suggesting that the ability of the SHIP’s team members of staying aware of colleagues was not affected by distance.

**RCSN density.** Network density is defined as the proportion of ties that exist in the network out of the total possible ties. Table 6.4(a) shows the density for the communication-RCSNs. One can see that the densities are quite low, specially the Requirements negotiation networks. No network has present more than 23% out of the total possible ties ($RC_{D3}$), meaning that the communication that took place within each network was not higher than one-fourth of the possible communication load that the requirements-centric teams could handle. Since the emergent members are representative of the collaboration within the requirements-centric social networks (about one-third of the people involved across all networks in average), and the majority of them did not participate in the research thus they did not report who they communicated with, I thought it was important to investigate whether the network densities were affected by the presence of the emergent members. Therefore, the results of the calculation of the proportion of actual ties out of the total possible ties without considering the emergent members is presented in Table 6.4(b). The density in average doubled for each network. This indicates that team members assigned to work on the requirements communicated more in comparison to the amount of possible communication that could take place than initially suggested by the indexes in Table 6.4(a). Even though the numbers are higher, in average communication within the networks was not more than one-third of the possible communication. It is difficult to conclude whether these indexes are optimal or deficient without having any performance or quality metric to compare them against. However, since the project succeeded by deploying the requirements on time and on budget, one can conclude

<table>
<thead>
<tr>
<th></th>
<th>Assigned</th>
<th>Actual</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>BR</td>
<td>US</td>
<td>BR</td>
</tr>
<tr>
<td>$D_1$</td>
<td>6</td>
<td>1</td>
<td>7</td>
</tr>
<tr>
<td>$D_2$</td>
<td>8</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>$D_3$</td>
<td>7</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>$D_4$</td>
<td>7</td>
<td>2</td>
<td>10</td>
</tr>
<tr>
<td>$D_5$</td>
<td>5</td>
<td>0</td>
<td>9</td>
</tr>
<tr>
<td>Mean</td>
<td>6.6</td>
<td>1.4</td>
<td>9.2</td>
</tr>
</tbody>
</table>
that this communication was sufficient.

Table 6.4: SHIP’s communication-RCSNs density

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>0.08</td>
<td>0.22</td>
<td>0.17</td>
<td>0.21</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.08</td>
<td>0.20</td>
<td>0.16</td>
<td>0.15</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.09</td>
<td>0.23</td>
<td>0.18</td>
<td>0.16</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.08</td>
<td>0.20</td>
<td>0.16</td>
<td>0.16</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0.07</td>
<td>0.20</td>
<td>0.15</td>
<td>0.15</td>
</tr>
<tr>
<td>Mean</td>
<td>0.08</td>
<td>0.21</td>
<td>0.16</td>
<td>0.16</td>
</tr>
</tbody>
</table>

Following the same rationale, Table 6.5(a) presents the density indexes for the awareness-RCSNs with the presence of the emergent members and Table 6.5(b) shows the densities without considering these members. One can see that in average less than 30% of the team members have knowledge of what their colleagues are doing that is related to their work when emergent people are taken into account. However, the awareness densities increase to about two-thirds of the team members when emergent people are discarded. This indicates that most of the requirements-centric team members have current awareness of their colleagues.

Table 6.5: SHIP’s current awareness-RCSNs density

<table>
<thead>
<tr>
<th>Dep</th>
<th>Awareness</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>0.41</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.25</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.24</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.24</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0.24</td>
</tr>
<tr>
<td>Mean</td>
<td>0.27</td>
</tr>
</tbody>
</table>

Ties statistics based on team members attributes. To identify patterns of collaboration and information exchange within RCSNs, I provide descriptive statistics about the relationships established by the members based on their attributes. For both the communication- and the awareness-RCSNs, I counted the ties by requirement dependency set in terms of which members are involved (assigned or emergent...
members), what is the location of the members (within- or cross-sites), and team membership (within- or cross-teams).

**Communication-RCSNs.** Figure 6.4 shows the consolidated results across the five sets of dependencies per reason of communication for simplicity. Appendix B presents the ties statistics per individual set of dependency.
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Figure 6.4: SHIP’s communication-RCSN across dependency sets ties statistics

In Figure 6.4(a) one can see that a total of 41 communication interactions about requirements negotiation (RN) were reported, as well as 155 interactions about requirements clarification (RC), 152 about communication of changes (CC), and 121 about coordination of activities (CA) were reported by the respondents, summing up
a total of 469 interactions. From this figure one see that requirements clarification and communication of changes are the two-most-often-reported reasons for communicating with colleagues.

Figure 6.4(b) presents the number of times per reason of communication an reported interaction took place between members who were assigned to work on the requirements (assigned) and with an emergent member (emergent). A total of 338 (out of 469, 72%) interactions were reported between assigned members and 131 (28%) with emergent members. This indicates that about one-third of the development work involves communication with people who were not assigned to work on the requirements, suggesting that project members seek a large amount of information from outsiders. From Figure 6.4(b), one see that the most-often-reported interactions between assigned members was about requirements-clarification (113/338), and the most frequent interaction with emergent members was about communication of changes (45/131), closely followed by communication about requirements clarification (42/131). It is surprising that the assigned members have communicated changes to people not assigned to work on the requirements.

Of the 131 instances of communication with emergent members across the four reasons, in Figure 6.4(c) one can see that 54.96% were within-sites (72 instances). This indicates that local interactions have more tendency to emerge than remote interactions, suggesting that project member seeks information more readily from a local colleague. In addition, Figure 6.4(d) shows that 52.67% of the emergent communication interactions were within-teams (69 instances). Although emergent communication within-team members were slightly higher reported than communication cross-teams, this result suggests that team members are more likely to get help from people who were not assigned to work on the requirements that belong to the same team than one belongs to.

Figure 6.4(e) presents communication per reason characterized by location. Within-sites indicates communication between two members at the same location, and across-sites indicates communication between two members at different locations. A total of 253 (out of 469, 53.94%) interactions were reported between members in the same site and 216 (46.06%) between members at different locations. Although there is no significant difference between the percentages of communication by location, considering that there are less members in the US than in Brazil, the amount of cross-sites communication is rather high. This suggests that distance did not stop team members of collaborating with those in remote locations. Looking at the data in Figure
6.4(e), one see that requirements clarification (83/253) and communication of changes (81/253) are almost equally the most frequent reasons why members communicated with collocated colleagues. The same trend is observed for cross-sites communication. There were 72 (out of 216) interactions about requirements clarifications and 71 (out of 216) about communication of changes with remote colleagues. Members located in the US are either senior members with expertise on the product (development leader and a senior developer) or responsible for interacting with business partners to capture and define requirements (development leader), thus it is not surprising that members in Brazil sought their US colleagues’ help to clarify requirements or were notified by the US members about changes once it is likely that changes are originated by the business partners also located in the US.

Figure 6.4(f) presents communication per reason characterized by team. Within-teams indicates communication between two members who belong to the same team (e.g., a development leader and a developer, the test leader and a tester), and across-sites indicates communication between two members who belong to two different teams (e.g., a development leader and a tester). A total of 285 (out of 469, 60.77%) interactions were reported between members belonging to the same team and 184 (46.06%) between members belonging to different teams. The high percentage of cross-teams communication suggests that the teams are well integrated and collaborate with each other to accomplish the project goals.

Interesting patterns are revealed when looking at the communications per reason in Figure 6.4(f). Requirements negotiation is almost equally distributes between within- (23 out of 41) and cross-teams (18 out of 41), which is comprehensive due to the nature of negotiations. It involves stakeholders who have different interests and responsibilities regarding the project, who are the business partners (represented by a business analyst), project manager, logistic manager, development leaders, and test leader. About three-fifths of the interactions about requirements clarification were cross-teams (92 out of 155, 59.35%). A more in-depth analysis showed that most of these interactions were initiated by test members and took place with colleagues from the development team. Testers were concerned in clearly comprehending the project requirements in order to ensure that they were correctly validating and verifying the product against the requirements specifications. Communication of changes (99 out of 152, 65.13%) and coordination of activities (100 out of 121, 82.64%) were predominantly discussed within teammates. This is not surprising since teammates are expected to collaborate in order to maintain synchronized information among them.
Figure 6.5: SHIP’s current awareness-RCSN across dependency sets ties statistics aiming to properly perform their work.

Current awareness-RCSNs. Figure 6.5 shows the consolidated results for the current awareness among team members across the five sets of dependencies for simplicity. Appendix B presents the ties statistics per individual set of dependency. A total of 262 instances of awareness were reported. Of these, in Figure 6.5(a) one see that 209 instances (79.77%) represent awareness between members assigned to work on the requirements (assigned) and 53 instances (20.23%) represent awareness of emergent members (emergent). This indicates that not only almost all members of the requirements-centric teams are aware of their colleagues but also that this awareness
is extended for those who emerged throughout the project life-cycle.

Of the 53 instances of reported awareness of emergent members, in Figure 6.5(b) one can see that 28 instances (52.83%) represent awareness of members working on the same site and 25 represent awareness of remote members (47.17%). This indicates that awareness of local members are more likely to emergent than of remote members. In addition, Figure 6.5(c) shows that 32 instances (60.38%) represent awareness of teammates and 21 represent awareness of members working in other teams (39.62%). This indicates that awareness of teammates is almost twice more likely to emergent than of members of other teams.

Figure 6.5(d) shows that awareness of collocated colleagues (170 out of 262, 64.89%) is about twice higher than awareness of remote members (92 out of 262, 35.11%). This reveals that team members are more knowledgeable of what people working in the same location are doing than with what remote colleagues are working on. This suggests that distance may impact the ability of team members of keeping track of remote people’s work. Figure 6.5(e) also shows that team members are more aware of what their teammates are doing (145 out of 262, 55.35%) than what people in other teams are working on (117 out of 262, 44.66%). This result suggests that there is little exchange of information among team members about what colleagues outside one’s team are working on.

### 6.2.2 (RQ3) RCSNs Structures

In order to identify what structures communication- and current awareness-RCSNs have in requirements-driven collaboration, I used the network centralization measure defined in the initial version of the proposed framework. Supplementing this single measure, I added the following measures. The core-periphery test, which indicates the extent to which the structure of a network consists of a core of members connected to each other, and of peripheral members who are loosely connected to the core. This test reveals to what extent requirements-driven collaboration is centered in a group of members, and who are these members. It also identifies members who are marginal in requirements-driven collaboration. The ties reciprocity measure which reveals the percentage of pairs of actors that are involved in a reciprocal relationship or the percentage of ties that have a reciprocated tie. Networks with high percentage of reciprocal ties are likely to be more stable and to have members mutually exchanging knowledge. The clique measure, which consists of a subset of at least three actors of
a network in which every possible pair of actors is directly connected by a tie and this clique is not contained in any other clique. This measure identifies which members group together to communicate about the requirements. These subgroups suggest a division within the requirements-centric teams.

**RCSN centralization.** A centralized network structure (index towards value 1) will have many of its ties dispersed around one or a few nodes, while a decentralized network structure (index towards value 0) is one in which there is little variation between the number of ties each node possesses. Table 6.6(a) shows the degree of centralization of communication ties sent to others, called outdegree centralization. There is no strong pattern across the reasons of communication or the sets of dependencies. Also, no network has an outdegree centralization index close to 1, except $RN_{D4}$ index (0.67) that stands out among the others. However, one can see that 12 out of the 20 networks have index lower than 0.50, indicating that information was more equally distributed by more team members than distribution was concentrated in the hands of one or few people. This finding suggests that in SHIP the distribution of information is more decentralized than controlled by few team members.

The indegree index, presented in Table 6.6(b), refer to the degree of centralization of communication ties received from others. All networks have low indexes, varying from 0.11 to 0.27. Requirements negotiation and Coordination of activities have indexes particularly lower than the Requirements clarification and the Communication of changes reasons. These low indexes indicate that SHIP has very decentralized indegree network structures. One can then affirm that information is more equally distributed to all team members within the requirements-centric social networks.

Table 6.7(a) shows the outdegree centralization index for the awareness-RCSNS. One can see that there is a balanced pattern for how awareness of others is distributed.
Table 6.7: SHIP’s current awareness-RCSN centralization

<table>
<thead>
<tr>
<th>(a) Outdegree</th>
<th>(b) Indegree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Dep</strong></td>
<td><strong>Awareness</strong></td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.65</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.34</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.34</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.47</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0.73</td>
</tr>
<tr>
<td><strong>Mean</strong></td>
<td>0.50</td>
</tr>
</tbody>
</table>

Awareness$_{D1}$ and Awareness$_{D5}$ networks have higher indexes, indicating that few people are aware of many of their colleagues. Awareness$_{D2}$ and Awareness$_{D3}$ networks have low indexes, indicating that more team members are more equally aware of others. One can say that Awareness$_{D4}$ is neutral. The mean among the five networks tells one that SHIP has neither centralized or decentralized outdegree awareness-RCSNs structures.

In contrast, the indegree centralization index for the awareness-RCSNs presented in Table 6.7(b). This indicates awareness that others have of one, shows low indexes. It suggests that it is more equally distributed the awareness that others have of one. From these results one can conclude that the indegree awareness-RCSNs are decentralized, suggesting that more members of the requirements-centric teams in the SHIP project are more aware of what others are doing that is related to one’s work.

**Core-periphery.** An additional measure to identify the network structure is the core-periphery test. This test indicates the extent to which the structure of a network consists of two classes of nodes: the core, in which nodes are connected to each other in some maximal sense, and the periphery, where nodes are more loosely connected to the core. A value close to 1 indicates a strong core-periphery structure. Table 6.8(a) shows the values for the core-periphery test for the communication-RCSNs. Three-fourths of the networks have low indexes that range from 0.13 to 0.61, exceptions are RN$_{D1}$, and the CC$_{D1}$ to CC$_{D4}$ networks. These low indexes indicate that a structure of a core and a surrounding periphery is not predominant in the SHIP communication requirements-centric social networks. This finding supports the network centralization results where it was found decentralized structures for the communication networks.

By inspecting the sociogram of the five exceptions (refer to Appendix B), which
have indexes higher than 0.71, one can identify that a set of members form a core structure. The core-periphery test lists which members are part of the core and the periphery classes, respectively. The members in the core for each network are as follows.

- $RN_{D1}$: AC (Dev Lead), and EZ (Dev Lead)
- $CC_{D1}$: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), DS (Developer), and AM (Tester)
- $CC_{D2}$: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), LL (Developer), PR (Developer), and AM (Tester)
- $CC_{D3}$: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), LL (Developer), PR (Developer), and AM (Tester)
- $CC_{D4}$: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), LL (Developer), PR (Developer), and AM (Tester)

It is interesting to note that the three leaders in the project are present in the core of the five networks, except the test leader (named LS) in the $RN_{D1}$. Also, two of the most senior developers participate in the core of three Coordination of activities networks, namely LL (Developer) and PR (Developer). LL is a developer located in Brazil and he is the most experienced Brazilian team member after the development leader. He travelled to work collocated with the US team twice in the three months period I spent on site. The development leader wanted him working closely to the ORG shipping partner to facilitate the understanding of the technical challenges the team have to go through to integrate ORG and the partner’s systems.
PR is a developer located in the US and she is the second oldest current member working in the SHIP project, following the US development leader. PR is a very active developer who was working closely to LL in integrating ORG’s system with the shipping carrier’ system. She was aware of some business agreements between ORG and the carrier system. This helped the team to speed up the development of the functional specifications for the requirements that were related to the carrier’ system. PR also works close to the US development leader, AC, and in past projects she acted as an interim development leader while AC was busy negotiating requirements with business partners.

It is surprising that the member who last joined the team, AM (tester), is present in the core of three of the five networks. He started working in the SHIP project about six weeks before I started my field visit, and he had just completed his company on boarding training and was still waiting for the test leader to tell him he was prepared to work without a mentor supervising him. Because he was attending all the meetings and interacting with as most colleagues as he could to learn about his work, he may have got involved more actively with communicating about the project than expected.

In contrast to the communication-RCSNs, the awareness-RCSNs have high indexes suggesting that the networks have a more-like core-periphery structure. Awareness\textsubscript{D1} is an exception. Surprisingly, this results somehow do not support the network centralization results for the awareness networks, specially the indegree centralization network indexes that suggest a decentralized structure. A look at the list of members that compose the core of the awareness-RCSNs explains the discrepancy between the network centralization and the core-periphery test results (refer to Appendix B for the complete list). All members identified by the test as peripheral members, with exception of two (out of 31), are emergent members. Members of the requirements-centric teams indicated they were aware of them, but in fact the emergent members were not assigned to work on the requirements, thus they had no obligation to be aware of the colleagues. This finer-grain examination of these results reveal that the assigned members of each awareness-RCSNs belong to the network core. It is possible that the core-periphery test would yield a result supporting the network centralization finding if the emergent members were removed from the analysis. The sociograms of the awareness networks suggest that it is likely this supposition is confirmed. When visually examining the networks, the perception is that the ties are equally distributed among the members, potentially confirming the decentralized structures pointed out by the network centralization measure.
Ties reciprocity. Another additional measure to the initial set of measures proposed in the framework to examine the network structures is the ties reciprocity measure. In a directed network, one can examine the percentage of pairs of actors that are involved in a reciprocal relationship (dyad-based method) or the percentage of ties that have a reciprocated tie (arc-based method). Table 6.9(a) and Table 6.9(b) present the reciprocity percentages for each method, respectively. For both methods the percentages are low. I visually inspected the networks aiming to grasp whether reciprocity have been affected by the presence of the emergent members, and I noticed that the percentages would still be low if emergent members had been removed. Thus, overall, results suggest that communication is not mutually exchanged in the requirements-centric social networks. A more fine-grained analysis of which pair of members are involved in reciprocal communication would reveal whether communication is one-way because of the role that the members play in the project (e.g., a development leader may be expected to communicate changes to developers but not necessarily developers have to return the notification).

Despite the low indexes, when comparing one method to another, one can see that the percentages in the arc method are higher than the percentages calculated by the dyad method. This indicates that there are more pairs of reciprocal communication interactions across the networks than pairs of team members who got involved in reciprocal relationships. More specifically, one can observe that the Requirements negotiation reason has the lowest levels of reciprocities between pairs of team members, meaning that negotiation was not a two-ways process between members in this project. Communication of changes is the reason that most have reciprocal ties, suggesting that when a team member notified a colleague of a change the colleague communicated back. It is likely this reciprocal communication intended to confirm awareness of the change, or initiated a communication thread about the change itself.

<table>
<thead>
<tr>
<th></th>
<th>(a) Dyad-based method</th>
<th>(b) Arc-based method</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Dep</td>
<td>RN</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.20</td>
<td>0.26</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.22</td>
<td>0.20</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.25</td>
<td>0.24</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0</td>
<td>0.24</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0</td>
<td>0.20</td>
</tr>
<tr>
<td>Mean</td>
<td>0.13</td>
<td>0.23</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Mean</td>
<td>0.22</td>
</tr>
</tbody>
</table>
Table 6.10: SHIP’s awareness-RCSN ties reciprocity

<table>
<thead>
<tr>
<th></th>
<th>(a) Dyad-based method</th>
<th>(b) Arc-based method</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Dep</td>
<td>Awareness</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.61</td>
<td></td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.46</td>
<td></td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.44</td>
<td></td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.43</td>
<td></td>
</tr>
<tr>
<td>$D_5$</td>
<td>0.30</td>
<td></td>
</tr>
<tr>
<td>Mean</td>
<td>0.45</td>
<td></td>
</tr>
</tbody>
</table>

The pattern is repeated for the awareness-RCSNs. The arc-base method percentages are higher than the dyad-based method, indicating that there are more awareness reciprocity between members than pairs of team members that are aware of each other. A graphical inspection of the awareness networks reveals that if the emergent members were to be removed, most of the relationships would be reciprocal. As a consequence, higher arc-based reciprocity indexes would be presented. This means that in fact the assigned members are aware of each other as expected in a group of people working together aiming to accomplish a task. It is challenging to define whether the dyad-base method would yield higher indexes by visually inspecting the networks, thus I prefer to not suggest any change in behavior for this method. By contrasting Table 6.9 with Table 6.10 one can see that reciprocity is higher in the awareness networks than in the communication ones. This suggests that requirements-centric team members are more mutually aware of each other than they mutually communicate with each other.

**Clique.** Not initially included in the proposed framework, a clique consists of a subset of at least three actors of a network in which every possible pair of actors is directly connected by a tie and this clique is not contained in any other clique. In directed networks there are two types of cliques: the strong, where only reciprocal ties between pairs of actors are considered, and the weak, when the direction of the tie is disregarded and simply the presence or absence of a relation is considered. Since no strong clique could be computed for most of the networks Table 6.11 presents the number of weak cliques found for the communication-RCSNs. No pattern across the reasons of communication or the set of dependencies stands out. However, one can see that Requirements negotiation is the reason of communication with the small-
Table 6.11: SHIP’s communication-RCSN weak cliques

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>1</td>
<td>5</td>
<td>3</td>
<td>5</td>
</tr>
<tr>
<td>$D_2$</td>
<td>2</td>
<td>9</td>
<td>6</td>
<td>10</td>
</tr>
<tr>
<td>$D_3$</td>
<td>1</td>
<td>8</td>
<td>6</td>
<td>9</td>
</tr>
<tr>
<td>$D_4$</td>
<td>1</td>
<td>7</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0</td>
<td>3</td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>Sum</td>
<td>5</td>
<td>32</td>
<td>21</td>
<td>32</td>
</tr>
</tbody>
</table>

The highest number of cliques (total of 5 across the networks). Requirements clarifications and Coordination of activities have the highest numbers of cliques (32 in total each reason). This high number of cliques within these two reasons of communication suggests that there are well-connected subgroups of team members, potentially forming informal structures within the networks. A more detailed investigation of whose members consist these cliques was then conducted based on the list of members that compose each clique provided by the measure calculation aiming to identify details about these structures. The distribution of cliques for each reason of communication by roles involved in a single clique is as follows. Appendix B lists the team members’ names by clique.

- **RN**: leaders and manager (2); leaders and senior devs (3)
- **RC**: leaders and testers (11); leaders and senior devs (4); leaders and senior dev and tester (3); test team and business analyst (4); test team and logistic manager (3); test team and senior dev (4); dev team (3)
- **CC**: leaders and devs (9); leaders and tester (1); dev team (8); test team (3)
- **CA**: dev team (16); test team (5); leaders and senior dev (6); test team and senior dev (3); test leader and senior dev (2)

This in-depth analysis of which members are involved in the identified cliques reveals interesting grouping behavior. In the Requirements negotiation networks one can see that cliques were formed by the project leaders (development leaders and the test leader) and the project manager, and by the leaders and senior developers. These members are the ones responsible for negotiating the requirements with business partners, except by the senior developers who for having knowledge of the business domain from past project releases ended up supporting the development leaders during the
negotiations. This results only reinforces that the team actual collaboration behavior followed the team processes and respected the roles’ responsibilities. The majority of the cliques formed in the Requirements clarification reason involved members of the test team. During the observation sessions on site I noticed that the test team had a special concern in ensuring the understanding of the project requirements. The creation of testing requirements, which represent a finer-grain level specification of the project requirements, is a demonstration of the effort put by the test team in the comprehension of the requirements. It is interesting to note that test team members were well-connected not only to leaders and senior developers but also to the business analysis and the logistic manager, who were emergent members within these requirements-centric social networks. These results suggest that the involvement of people with business expertise in the project is important to ensure that the team has a clear and common understanding about the requirements.

Although most of the cliques within the Communication of changes RCSNs involve members of the development team, it is interesting to note that cliques were formed among members in the same team (development and test teams) and among leaders and developers, and leaders and testers. These results indicate that notifications of changes have been closely propagated and discussed among those who negotiate requirements (leaders) and those who implement them (developers and testers). Another interesting finding is that team members grouped together to coordinate activities (CA reason) with members of their own teams or with senior developers. Coordinating activities with teammates is an expected collaboration pattern confirmed by this in-depth analysis but the formation of well-connected groups involving senior developers in the coordination of activities is somehow surprising. One would expect that leaders, or at least the development leaders, would be the members involved given their broad view of the project activities and requirements dependencies.

From this detailed analysis of the cliques compositions, it is possible to conclude that the informal structures formed through the cliques are organized around organizational teams (development and test) or are motivated by the need of obtaining information from experts about the project and the product that is maintained (leaders or senior developers).
6.2.3 (RQ4) RCSNs Information Flow

To identify specific patterns of information exchange and knowledge sharing, I applied the component, degree centrality, and brokerage measures defined in the proposed framework. I added to other measures to this initial set, which are reachability and cutpoint. The reachability measure defines that an actor is reachable by another actor if exists any set of ties that connects both actors, regardless of how many others fall between them. This measures indicates the ability that each requirements-centric team member has to reach other members, and of being reached by colleagues of the requirements-centric team. The cutpoint measure identifies an actor (or set of actors) that if removed along with his ties the network would become divided into unconnected parts. This measure reveals critical members for the continuance of information exchange and knowledge sharing. Flow would be disrupted if these members were removed from the RCSNs.

Component. The component test indicates whether a social network is connected. The network is connected if there is a path between every pair of nodes, otherwise it is disconnected. The connected subsets in a social network are called components. For directed networks, two kinds of components can be defined: a weak component, where a set of actors are connected regardless of the direction of ties, and a strong component, where a directed path from actor A to actor B is expected for the two actors be in the same component. Table 6.12(a) shows the amount of components found when the direction of the ties are ignored. One can see that each network has a single component, meaning that there are no isolated members, except by the Requirements negotiation networks. The multiple components within each Requirements negotiation RCSNs indicate that members assigned to work in these networks did not get participate in the negotiation of the project requirements. By visually inspecting the sociograms (refer to Appendix B) one can observe that isolated members in these networks are either developers or testers, roles that are not responsible for negotiating requirements.

On the other hand, when one considers the direction of the ties the networks are divided in multiple components as showed in Table 6.12(b). This division is characterized by several components of one member only, i.e. isolated members, and a larger component with the remaining members. In practical terms, since the networks report communication that did take place in a real situation, one can conclude that
the components revealed by the strong component measure indicates that although some members have communicated with colleagues (because the weak component results did not indicate isolates for the majority of the networks), there are members in each network that did not try to reach their requirements-centric team colleagues. In fact, a closer look in the members that compose each strong component (refer to Appendix B) reveals that for the majority of the networks the members that did not try to contact others (there is no path between them and others) are the emergent members. Like in the core-periphery test where most of the members in the periphery of the awareness networks are emergent members, here the emergent members are excused for not trying to reach their colleagues since they were not assigned to work in the requirements that the requirements-centric social networks are about.

**Reachability.** An additional measure to identify patterns of information exchange and knowledge sharing is the reachability measure. This measure defines that an actor is reachable by another actor if exists any set of ties that connects both actors, regardless of how many others fall between them. In a directed network directed paths between actors are considered. I have used this measure as a resource to compliment the results of the component measure. Due to the large number of communication networks investigated in this research, the resulting reachability matrix for each network are presented in the Appendix 3. Here I highlight the main patterns found. Figure 6.6 shows the reachability matrix for the Requirements negotiation-RCSN for the dependency set $D_1$ as an example. For instance, in the Requirements negotiation networks testers cannot reach any of their requirements-centric team colleagues or can be reached by any of them. This confirms what can be identified by the visual inspection of these networks: that testers are isolated in these networks. The fact that testers are not able to reach or be reached is probably not problematic since

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>5</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>$D_2$</td>
<td>5</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>$D_3$</td>
<td>4</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>$D_4$</td>
<td>4</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>$D_5$</td>
<td>4</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>8</td>
<td>5</td>
<td>6</td>
<td>4</td>
</tr>
<tr>
<td>$D_2$</td>
<td>9</td>
<td>8</td>
<td>9</td>
<td>8</td>
</tr>
<tr>
<td>$D_3$</td>
<td>8</td>
<td>7</td>
<td>8</td>
<td>6</td>
</tr>
<tr>
<td>$D_4$</td>
<td>11</td>
<td>8</td>
<td>10</td>
<td>7</td>
</tr>
<tr>
<td>$D_5$</td>
<td>8</td>
<td>6</td>
<td>7</td>
<td>7</td>
</tr>
</tbody>
</table>
testers are not responsible for negotiating requirements. The pattern that stands out within the Requirements clarification networks is that emergent members cannot reach any of their network colleagues. This result corroborates with the peripheral position found by the core-periphery test for and the isolation in the strong component test of the emergent members. Once again this result is not surprising since emergent members were not assigned to work on the requirements. They were invited to clarify requirements by assigned members, and thus are not expected to be able to communicate with any other requirements-centric team member.

In all Communication of changes and Coordination of activities networks emergent members cannot reach any of their colleagues. In addition the dependency set $D_5$ for each of these reasons presents an interesting case. The US development leader, named $AC$, is an emergent member who brings up with her two emergent members who are: $ML$, a former US development leader who still informally supports the team when necessary, and $BF$ who is the actual project manager. Interestingly, she cannot reach any other member within these two networks but these two emergent colleagues, who cannot also reach anyone else. This indicates that she somehow became aware of the changes that were taking place on the $D_1$ set and coordinated change-related activities with both colleagues.

**Cutpoint (or cutsets).** Another additional measure to the proposed framework is the cutpoint measure. A cutpoint is an actor identified as a weak point in the network because if the actor is removed along with his ties, the network would become divided into unconnected parts. If there is a set of actors that fit this criteria, these actors are called a cutset. Table 6.13 presents the list of cutpoints (or cutsets) for
Table 6.13: SHIP’s communication-RCSN cutpoints

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>LS (Test Lead)</td>
</tr>
<tr>
<td>$D_2$</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>PR (Developer)</td>
</tr>
<tr>
<td>$D_3$</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>PR (Developer)</td>
</tr>
<tr>
<td>$D_4$</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>PR (Developer)</td>
</tr>
<tr>
<td>$D_5$</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
<td>AC (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>SB (Tester)</td>
<td>EZ (Dev Lead)</td>
</tr>
</tbody>
</table>

each communication-RCSN. Note that there is at least one cutpoint present in each network, and that the US development leader named AC is a critical member for the continuance of exchange of information in each and every of the networks. This finding is surprising despite the fact that during my on site visit I have noticed the important role that she played in the project along with the Brazilian development leader, the test leader, and two senior developers (one located in the US and one in Brazil). She was not only the most senior member of the team, with a deep knowledge of the product and the team processes, but also the focal point for interactions with the business partners, and the shipping IT teams at the ORG worldwide manufacturing plants. This result suggests that the project depends on AC and that it would collapse without the her active participation in the project. The dependency the project has on AC collaboration and development of activities dangerous for a project so critical for ORG like SHIP.

Interesting patterns are found when one looks at the cutpoints (or cutsets) across each reason of communication. Requirements negotiations and requirements clarifications networks are mainly dependent on AC only as discussed. In other words,
some team members would not be able to exchange information about requirements negotiations and also would not have access to an expert to clarify requirements if the US development leader AC suddenly became unavailable or, worse, left the project.

Communication of changes would be delayed or not propagated at all if the test leader named LS and the US senior developer named PR were excluded from the networks. The fact that the communication of changes networks depend on cutsets with several members (average of 4 members) indicates that these networks are less vulnerable of suffering disruption in the exchange of information about changes. One would have to eliminate a considerable number of members from each network to cause the flow of information to break. In practice, this result suggests that somehow team members would find ways to propagate notifications of changes to others. The Coordination of activities networks, though, have similar pattern than the two first reasons of communication. They depend on AC and either on another project leader (from the development or the test team) or on the senior developer PR.

**Degree centrality.** The degree centrality indicates the number of ties of an actor and is indicative of activity. In a directed network, the count is made for out-ties (outdegree), which are ties from a certain actor to others, and for in-ties (indegree), which are ties from others to a certain actor. A complete list of the degree centrality for each set of requirements dependency is presented in the Appendix 3. Table 6.14 highlights the team member (or set of members in case that the same degree was found for more than one person within a RCSN, indicated with a *) who have the highest communication degree centrality by dependency set.

Table 6.14(a) presents who most communicated with others. For the requirements negotiation reason, one see that the US development leader, named AC is the most active person. She was in fact the main point of contact with business partners, and she was closely supporting the project manager in making decisions about what changes request to accept and which ones were more suitable to be put in a back log for future releases. The project manager named BF was new to the project and was still learning his way around the team and the work to be done. The test team, represented by the test leader named LS and a senior tester named SB, was who exclusively most requested clarifications about requirements. In contrast, the development team, here represented by the US development leader named AC and the US senior developer named PR, was who predominantly most propagated notification of changes. This is somehow not surprising since these both members were in contact with the business
partners, where more likely the changes were originated. A similar trend is found for coordination of activities. AC and PR were the two members who most coordinated activities with others.

The indegree results for the communication-RCSNs showed in Table 6.14(b) reveals that most of members who most received information from colleagues are leaders, who are in charge of managing and coordinating their teams work.

Table 6.15(a) shows the member (or set of members, indicated with a *) who is more aware of others for each dependency set. Note that no pattern stands out across all sets of dependencies. However, the Brazilian development leader named EZ is the person most aware of others for 3 out of the 5 dependencies. During my visit on site I noticed that EZ had a daily routine. After lunch he used to get a cup of coffee in the building cafeteria and walk around his development colleagues’ cubicles.
while drinking his coffee asking if they were on time with their tasks and if he could be of any help. This five to ten minutes he spent daily was not only his strategy to find out whether any delay or problem was about to be experienced but it also promoted a relaxing atmosphere in the work environment. He used to bring candies with him and offer to his colleagues. This cordiality and establishment of a convivial work environment is a very typical social behavior for Brazilians. But EZ did not limit himself to learn what his teammates were doing. He frequently, very often more than once a day, got engaged in short phone calls (2-3 minutes) or instant message conversations with the US development leader to talk about what was going on from the business and management perspectives, and what he could do to keep the flow of work on track.

There is also no pattern standing out in Table 6.15(b), where awareness that others have of one is presented. However, one can see that the development team represented by the development leaders and the US senior developer named PR is predominant as the group of people that project members most are aware of (refer to Appendix 3 for the complete list of indegree awareness per dependency set). It is likely that this behavior is justified by the fact that the test team, mainly the test leader and a most senior tester, was constantly checking on whether the development team was time-wise on track with its activities or whether requirements have changed aiming to analyze impact of delays or changes to the test schedule and work strategy.

**Brokerage.** Brokerage indicates when an actor, named broker, connects two otherwise unconnected actors or subgroups. To calculate brokerage the actors are divided into mutually exclusive groups. Since I was interested in examining flow of communication across dependent requirements I used the assignment to a certain requirement as the attribute to divide the members into groups. Then, ten possible configurations of brokers were defined to address the following three information flows: outgoing flow, incoming flow, and consulting flow. Details about the broker configurations and the information flows has been presented in Chapter 4.

Table 6.16 shows all 44 brokers identified. Each communication-RCSN, represented by a cell in Table 6.16, can have up to ten broker types and each member can take the role of each broker. Observe that the brokers concentrate in the Requirements Clarifications, Coordination of Activities, and Communication of Changes reasons of communication. Each broker in each network is indicated by the configuration and member fictitious name (e.g., b8:LS). Some members are associated with multiple
### Table 6.16: SHIP’s distribution of brokers cases per configuration

<table>
<thead>
<tr>
<th>Config</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>D_1</td>
<td>-</td>
<td>b_2:AC (DevL)</td>
<td>b_5:AC (DevL)</td>
<td>b_8:AC (DevL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_8:LS (TestL)</td>
<td>b_5:EZ (DevL)</td>
<td>b_5:LS (TestL)</td>
</tr>
<tr>
<td>D_2</td>
<td>b_5:AC (DevL)</td>
<td>b_2:AC (DevL)</td>
<td>b_5:AC (DevL)</td>
<td>b_5:LS (TestL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_6:PR (Dev)</td>
<td>b_6:PR (Dev)</td>
<td>b_6:AC (DevL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_6:LL (Dev)</td>
<td>b_8:AC (DevL)</td>
<td>b_8:EZ (DevL)</td>
</tr>
<tr>
<td>D_3</td>
<td>b_4:AC (DevL)</td>
<td>b_3:PR (Dev)</td>
<td>b_3:PR (Dev)</td>
<td>b_3:AC (DevL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_4:AC (DevL)</td>
<td>b_4:AC (DevL)</td>
<td>b_5:LS (TestL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_8:LS (TestL)</td>
<td>b_8:LS (TestL)</td>
<td>b_8:EZ (DevL)</td>
</tr>
<tr>
<td>D_4</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>D_5</td>
<td>b_5:AC (DevL)</td>
<td>b_5:AC (DevL)</td>
<td>b_5:LS (TestL)</td>
<td>b_5:AC (DevL)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>b_5:AC (DevL)</td>
<td>b_5:AC (DevL)</td>
<td>b_5:AC (DevL)</td>
</tr>
</tbody>
</table>

configurations.

**Outgoing flow.** This flow investigates the presence of brokers who mediate information from the dependee to the dependent requirement. Outgoing flow brokers are those who fall in one of the following configuration cases: b_1, b_2, b_4, b_5, b_7, and b_8. Out of the total of 44 instances of brokerage, 35 indicate outgoing flow in Table 6.16. They are distributed over 15 of the 20 RCSNs as follows: (b_1) = 0; (b_2) = 4; (b_4) = 4; (b_5) = 15; (b_7) = 0; and (b_8) = 12. These results indicate that most of the outgoing brokers are members that were assigned to work on both dependent requirements.

The brokers for outgoing flow are enumerated below, together with their role in the project, geographical location and number of occurrences over the total number of outgoing brokers. One particular person (AC) emerges most frequently across all networks. This person is the US-based development leader. The distribution of all brokers is as follows: LS (Test Lead, BR): 8/35; EZ (Dev Lead, BR): 6/35; AC (Dev Lead, US): 22/35; SB (Tester, BR): 1/35; and PR (Senior Dev, US): 0/35.

**Incoming flow.** This flow investigates the presence of brokers who mediate information from the dependent to the dependee requirement. Incoming flow brokers are those
who fall in one of the following configuration cases: \( b_2, b_3, b_5, b_6, b_8, \) and \( b_9 \). Out of the 44 cases, 40 indicate incoming flow in Table 6.16. These brokers were identified in 14 out of the 20 RCSNs, and are distributed as follows: \( (b_2) = 4; (b_3) = 3; (b_5) = 15; (b_6) = 5; (b_8) = 12; (b_9) = 1 \). Similar to the outgoing flow, these results indicate that most of the incoming brokers are project members that work on both dependent requirements.

A similar trend can be observed by examining the distribution of members in these configurations. Same US-based development leader (AC) is the most frequent broker. The distribution of all brokers is: LS (Test Leader, BR): 8/40; EZ (Dev Leader, BR): 6/40; AC (Dev Leader, US): 16/40; SB (Tester, BR): 1/40; PR (Senior Dev, US): 7/40; and LL (Senior Dev, BR): 2/40.

Consulting flow. This flow investigates the presence of brokers who mediate information either from the dependent or from the dependee requirement. Thus, consulting brokers are those who fall in one of the following configuration cases: \( b_4, b_9, \) and \( b_{10} \). Out of the 44 cases, only 5 indicate consultant flow. They took place in 4 out of the 20 networks, and are distributed as follows: \( (b_4) = 4; (b_9) = 1; (b_{10}) = 0 \).

The distribution of brokers for the consulting flow is as follows: AC (Dev Leader, US): 4/5 and PR (Senior Dev, US): 1/5. Again, AC is the dominant person. AC and PR are in US and are very active with Brazil. AC mediated twice between Brazil members and twice between Brazil and US; PR mediated between members located in Brazil.

The presence of brokers in any of these networks indicates the existence of pairs across two dependent requirement networks that do not communicate directly and for which the information flow was mediated. In the context of requirements engineering, this indicates that those members whose communication was brokered did not use and possible had no direct way of communicating requirements information. Misunderstandings or information loss could occur in these mediated interactions. Note that information on the flow of a unit of information from sender to broker and then from broker to receiver were not collected. Instead, I analyzed the flow of information in general between members, without knowing if the same specific unit of information was transferred. This limitation is minimized by the fact that respondents reported which topic they were discussing with colleagues, thus information brokered by the identified brokers is likely to be communicating about the same subject.
6.2.4 (RQ5) RCSNs Alignment

To examined the alignment between RCSNs I used the current socio-technical congruence measure and the Role-based measure as presented in the initial version of the framework. No additional measures were defined.

Alignment of networks. In order to examine to what extent requirements-driven collaboration patterns are aligned with coordination needs established by requirements dependencies, I used the socio-technical congruence measure proposed by Cataldo et al. [24]. This measure calculates the ratio of actual social interactions over the expected coordination needs defined based on the technical dependencies in the project (refer to Chapter 2 for details).

Requirements-driven collaboration patterns may be affected by imposed organizational structures. Then, in addition, I extended the current socio-technical congruence measure to investigate to what extent requirements-driven collaboration patterns are aligned with the organizational structure defined by the communication channels established between pairs of roles. The extended measure has been named Role-based socio-technical congruence measure, and it was presented in Chapter 4. The application of this extended measure allowed the identification of false gaps and backchannel communication. Next I present the results found by both measures, constantly contrasting one against another.

Calculating Cataldo’s congruence. For each measure, I calculated coordination needs and actual coordination according to the definitions presented in Chapter 2 and Chapter 4. I will refer here to each definition and equation presented in these chapters for simplicity. To calculate Cataldo congruence index (Equation 2.2), I computed the coordination needs matrix followed by the actual coordination matrix. To compute the coordination needs matrix (Equation 2.1), I constructed the tasks assignment and tasks dependency matrices from the requirements dependencies and team members data gathered. Since my unit of analysis is a requirement, I will rename the "tasks assignment" matrix and "tasks dependency" matrix to requirements assignment matrix and requirements dependency matrix, respectively. I computed 20 actual communication matrices for SHIP from the reported questionnaire communication interactions data. Each matrix represent coordination activities that took place for a certain set of requirements dependency and were about a certain reason. Remember that there are 5 sets of dependencies for SHIP, and that I asked team members
to report on 4 reasons of communication. For example, the SHIP $D_1com_{RN}$ actual coordination network captures requirements negotiation communication among team members for the set of requirements that belong to the dependency $D_1$. I calculated a lack-of-coordination matrix (Equation 2.3) to identify the congruence gaps by each combination of each set of dependencies and each reason of communication. For each gap instance, I gathered demographic information on the pair of members involved on the gap. In addition to the team member role, demographic information include the team member office location, time working in the project, time working in the company, and the work relationship (employee or contractor).

**Calculating the Role-based congruence.** As presented in Chapter 4, to calculate the Role-based congruence index (Equation 4.4), I computed the prime coordination needs matrix followed by the alignment coordination matrix. To compute the prime coordination needs matrix (Equation 4.2), I used the requirements assignment matrix and requirements dependency matrix previously constructed and constructed two other matrices. I constructed the role-role matrix from the organization’ structure data and the role-assignment matrix as described in Chapter 4. Then, I calculated the role-coordination matrix (Equation 7.2.4). To compute the alignment coordination matrix (Equation 4.3), I used the actual communication matrices previously constructed and the prime coordination needs matrix. I then removed all cases where a role is not allowed to communicate with another role as defined in Equation 4.3. I calculated 20 alignment coordination matrices for SHIP, each representing coordination activities that took place for a certain set of requirements dependency and due to a certain reason like explained for the actual coordination matrices in Cataldo congruence.

I calculated a prime lack-of-coordination matrix (Equation 4.5) to identify the real gaps by each combination of each set of dependencies and each reason of communication. I also identified false gaps (Equation 4.6) by subtracting each cell in the prime lack-of-coordination matrix from the role-coordination matrix (Equation ). I finally calculated the backchannel communication (Equation 4.7). For each real gap, false gap, and backchannel communication instance, I gathered the same set of demographic information on the pair of members as for the gaps identified in Cataldo congruence.

Below I present the results of the application of the Cataldo and of the Role-based socio-technical congruence measures for the SHIP project. The results are, alter-
nately, grouped by reason of communication, sets of dependencies, or roles performed by the team members. Differences between results obtained by applying Cataldo’s and the Role-based measure are highlighted throughout the description of the results.

**Coordination needs, actual communication, and gap numbers.** I calculated the coordination needs, identified the actual (and aligned) communication, and computed the amount of congruence gaps for each set of dependent requirements network by reason of communication as previously explained. In Figure 6.7 I present consolidated results across the 5 sets of dependent requirements by reason of communication. For instance, there are 272 coordination needs in this project as shown in Figure 6.7. The first cluster of columns from the left to the right side indicates the coordination needs (CN), actual communication (Actual), and gaps (Gap) calculated by Cataldo measure. The second cluster of columns indicates the coordination needs, aligned communication, and real gaps calculated by the Role-based measure. The third cluster indicates the difference between Cataldo’s and the Role-based’s coordination needs, the amount of backchannel communication, and the amount of false gaps across the 5 sets of dependencies.

Overall, the low amount of backchannel communication showed in Figure 6.7 indicates that the requirements dependencies created certain coordination needs that were mostly attended in alignment with the imposed organization structure. The communication channels made available by the organization were almost sufficient for the team to coordinate work necessary to accomplish the project goals. On the other hand, the low amount of false gaps showed in Figure 6.7 indicates that the few of the lack of actual communication for certain coordination needs were between pairs of roles who were not expected to directly communicate with each other. Mostly the gaps are between pairs that could have communicated with each other (real gaps). This finding suggests the imposed organization structure is not the reason why people did not coordinate work.

**Socio-technical congruence index.** The level of alignment between the coordination needs and actual coordination was calculated for each set of dependent requirements and reason of communication network as presented above. Table 6.17(a) and Table 6.17(b) display, respectively, the social-technical congruence indexes obtained by applying Cataldo and the Role-based measure. Although the range of variation of the indexes is similar for both measures, they vary from 0 to 53% by Cataldo
and from 0 to 52% by the Role-based measure, individually most of the indexes are slightly higher in the Role-base measure calculation. The Requirements clarification indexes for the dependency sets $D_1$ and $D_3-D_5$ are an exception. The Requirements negotiation-$D_5$ index has not changed. These indexes indicate that, on average, no more than about half of the coordination needs were satisfied per network.

**Congruence Gaps by Roles.** I further the investigation of requirements-driven coordination behavior by exploring demographic data about the identified gaps. I break down the gap information presented in Figure 6.7 (third column of each cluster) by roles. Each table entry indicates the pair of roles that the pair of members involved in the gap played in the project, and the number of gaps identified for the respective pair of roles across the 5 sets of dependencies. The $Gap$ column indicates the gaps identified by Cataldo, the $RG$ column indicates the Real gaps identified by the Role-based measure, and the $FG$ column indicates the False gaps which were also identified by the Role-based measure. Note that in the $RG$ column I indicate with an "x" the pair of roles that should not coordinate directly according to the imposed organizational structure. In other words, in the $RG$ column I indicate an "x" in a
Table 6.17: SHIP* STC index by dependency and by reason of communication

<table>
<thead>
<tr>
<th></th>
<th>Cathalo</th>
<th>Role-based</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Dep</td>
<td>RN</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.09</td>
<td>0.33</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.08</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.10</td>
<td>0.39</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.10</td>
<td>0.34</td>
</tr>
<tr>
<td>$D_5$</td>
<td>0.00</td>
<td>0.53</td>
</tr>
<tr>
<td>Avg</td>
<td>0.07</td>
<td>0.42</td>
</tr>
</tbody>
</table>

Table entry that maps the roles $r_i$ and $r_j$ when the position $ij$ of the role-role matrix is equal 0 (refer to Chapter 4 for details). I show only the combination of pairs where there is at least one gap for any of the 3 types of gap.

In SHIP requirements are negotiated among business partners, the project managers, and the development leader (DevL). Therefore, no coordination during requirements negotiation is expected among any other role, or between other roles and these 3 involved with the project scope definition. The gap instances, then, reflect this organizational definition. Thus, it is not necessary to further analyze the gaps per type for this reason of communication (Table 6.17(c)).

For the three remaining reasons of communication, most of the gaps were identified as real gaps, indicating that most of the lack of coordination is between people who could have communicated if necessary. There was no imposed organizational structure stopping them of establishing contact with their colleagues. Despite the type of gap one may talk about, it is difficult to explain why certain communication did not take place because as a researcher I did not know up-front that a certain interaction was expected. Then, from the knowledge acquired about the project I supposed that the real gap instances did not take place because team members did not considered them needed. I have observed this team almost daily for entire three months, and I have seen team members standing up from their desks to ask colleagues about updates, to request help with technical issues or misunderstandings about requirements specifications, to brainstorm solutions together at any time despite of how busy they were with their own activities. Thus, I will rather focus on the discussion of backchannel communication instead of raising hypothesis about why members did not communicate. Backchannel communication represent interactions that in fact took place but that did not follow the organization structure. Thus, they
### (c) Requirements negotiation

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>22</td>
<td>x</td>
<td>22</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>22</td>
<td>22</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>21</td>
<td>21</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>9</td>
<td>x</td>
<td>9</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>34</td>
<td>34</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>12</td>
<td>x</td>
<td>12</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>13</td>
<td>13</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>25</td>
<td>x</td>
<td>25</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>35</td>
<td>35</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>14</td>
<td>14</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>24</td>
<td>24</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>248</td>
<td>180</td>
<td>68</td>
</tr>
</tbody>
</table>

### (d) Requirements clarification

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>7</td>
<td>7</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>17</td>
<td>x</td>
<td>17</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>16</td>
<td>16</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>18</td>
<td>18</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>9</td>
<td>x</td>
<td>9</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>31</td>
<td>31</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>12</td>
<td>x</td>
<td>12</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>28</td>
<td>28</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>17</td>
<td>17</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>168</td>
<td>128</td>
<td>40</td>
</tr>
</tbody>
</table>

### (e) Communication of changes

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>17</td>
<td>x</td>
<td>17</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>15</td>
<td>15</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>6</td>
<td>x</td>
<td>6</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>31</td>
<td>31</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>10</td>
<td>x</td>
<td>10</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>25</td>
<td>x</td>
<td>25</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>35</td>
<td>35</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>21</td>
<td>21</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>172</td>
<td>114</td>
<td>58</td>
</tr>
</tbody>
</table>

### (f) Coordination of activities

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>22</td>
<td>x</td>
<td>22</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>7</td>
<td>7</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>15</td>
<td>15</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>7</td>
<td>x</td>
<td>7</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>31</td>
<td>31</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>9</td>
<td>x</td>
<td>9</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>25</td>
<td>x</td>
<td>25</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>35</td>
<td>35</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>11</td>
<td>11</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>187</td>
<td>124</td>
<td>63</td>
</tr>
</tbody>
</table>

Table 6.18: SHIP’s congruence gaps, real gaps, and false gaps
are understandable in an easier way than the congruence gaps in this context.

**Actual communication by roles.** I complete the in-depth analysis of requirements-driven coordination behavior and their alignment with coordination needs and with the organizational structure by exploring demographic data about the identified actual communication. I break down the actual communication information presented in Figure 6.7 (second column of each cluster) by roles. Similarly to the gap analysis, each table entry indicates the pair of roles that the pair of members involved in the actual communication played in the project, and the number of actual communication identified for the respective pair of roles across the 4 sets of dependencies. The \( Ac \) column indicates the actual communication identified by Cataldo, the \( Al \) column indicates the Aligned communication identified by the Role-based measure, and the \( BCc \) column indicates the Backchannel communication which is also identified by the Role-based measure. Note that in the \( Al \) column I indicate with an "x" the pair of roles that should not coordinate directly according to the imposed organizational structure. In other words, in the \( Al \) column I indicate an "x" in a table entry that maps the roles \( r_i \) and \( r_j \) when the position \( ij \) of the role-role matrix is equal 0 (refer to Chapter 4 for details).

Table 6.19 reveals that less than one-fifth of the actual communication across the four reasons of communication are backchannel communication according to the Role-based measure (55 out of 313). When one looks at the roles, developers (Dev) initiated about one-third (17 out of 55) of these backchannel communication, followed by the test leader (TestL) who alone initiated 15 of these "behind-the-scene" communication instances. However, when I group the roles by team a balance between development (27 out of 55) and test (28 out of 55) as initiators of backchannel communication is found. In addition, although I present results consolidated across the 5 sets of dependencies, three-quarters of the backchannel communication refers to 3 sets of dependencies that have a certain requirement in common. This requirements will be named \( SHIP-R_5 \) from now on. Table 6.19 also shows that the majority of the reported actual communication is considered aligned communication (258 out of 313). In other words, most of the communication took place between roles that indeed were expected to directly communicate with each other. Developer is the role who most initiated aligned communication (over one-third, 89 out of 258 instances).

More specifically, Table 6.19(a) shows few backchannel communication about requirements negotiation (over one-tenth, 3 out of 24). The 3 instances took place
### Table 6.19: SHIP’s actual, aligned, and backchannel communication

#### (a) Requirements negotiation

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>9</td>
<td>9</td>
<td>0</td>
</tr>
<tr>
<td>DevL-DevL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>3</td>
<td>x</td>
<td>3</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>24</td>
<td>21</td>
<td>3</td>
</tr>
</tbody>
</table>

#### (b) Requirements clarification

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>10</td>
<td>10</td>
<td>0</td>
</tr>
<tr>
<td>DevL-DevL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>6</td>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>3</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>10</td>
<td>x</td>
<td>10</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>10</td>
<td>10</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>13</td>
<td>x</td>
<td>13</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>7</td>
<td>7</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>6</td>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>104</td>
<td>73</td>
<td>31</td>
</tr>
</tbody>
</table>

#### (c) Communication of changes

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>14</td>
<td>14</td>
<td>0</td>
</tr>
<tr>
<td>DevL-DevL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>18</td>
<td>18</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>6</td>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>6</td>
<td>x</td>
<td>6</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>13</td>
<td>13</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>9</td>
<td>9</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>100</td>
<td>87</td>
<td>13</td>
</tr>
</tbody>
</table>

#### (d) Coordination of activities

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>DevL-Dev</td>
<td>12</td>
<td>12</td>
<td>0</td>
</tr>
<tr>
<td>DevL-DevL</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>DevL-TestL</td>
<td>4</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>DevL-Tester</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Dev-DevL</td>
<td>15</td>
<td>15</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>6</td>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>TestL-DevL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>3</td>
<td>x</td>
<td>3</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>13</td>
<td>13</td>
<td>0</td>
</tr>
<tr>
<td>Tester-DevL</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Tester-TestL</td>
<td>6</td>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>13</td>
<td>13</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>85</td>
<td>77</td>
<td>8</td>
</tr>
</tbody>
</table>
between the same developer in US and the test leader located in Brazil. The majority of the aligned communication (18 out of 21) were initiated by the development leaders.

A closer look in Table 6.19(b) reveals that three-quarters of backchannel communication (23 out of 31) about requirements clarification were initiated by the test team (either by a tester or by the test leader). When I look further the members’ attributes I identified that most of these clarifications were requested to senior members of the development team. About one-third of the aligned communication (23 out of 73) was initiated by the development leaders.

In Table 6.19(c) see that the majority of the backchannel communication (11 out of 13) was initiated by the development team (either by a developer or by the development leaders). Also when I look further the members’ attributes I identified that two-thirds (7 out of 11) of these change notifications were sent overseas from US to Brazil. The development team was also responsible for initiating about two-thirds of the aligned communication (54 out of 87). Each development role initiated 27 instances of aligned communication.

Less than one-tenth of the reported actual coordination of activities communication is considered backchannel communication (8 out of 85). In Table 6.19(d) see that these instances of backchannel communication took place between developers and the test leader (Dev-TestL equal 5, TestL-Dev equal 3). About one-third of the aligned communication (24 out of 77) was initiated by developers, and most of these instances (21 out of 24) are communication with development teammates.

### 6.2.5 Summary of Empirical Insights

In order to highlight the main insights gained in the SHIP case study, I summarize the insights by research question and measure in Table 6.20. Additional measures to the initial set of measures proposed in the framework are in bold.
### RCSN Characterization

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>RCSN visualization</td>
<td>How does the RCSN look like?</td>
<td>Emergent and isolated members</td>
</tr>
<tr>
<td>RCSN size</td>
<td>How many people collaborating?</td>
<td>Over 1/3 are emergent</td>
</tr>
<tr>
<td>RCSN density</td>
<td>How tightly-coupled is the RCT?</td>
<td>1/3 of communication took place</td>
</tr>
<tr>
<td>Ties statistics</td>
<td>What kind of interactions?</td>
<td>High cross-sites and cross-teams</td>
</tr>
</tbody>
</table>

### RCSN Structure

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Centralization</td>
<td>Is collaboration centralized around certain members?</td>
<td>Decentralized collaboration</td>
</tr>
<tr>
<td><strong>Core-periphery</strong></td>
<td>Who is at the core of the RCSN?</td>
<td>Leaders and senior developers</td>
</tr>
<tr>
<td>Ties reciprocity</td>
<td>Do members collaborate in a equal manner with each other?</td>
<td>Mostly reciprocal communication</td>
</tr>
<tr>
<td>Clique</td>
<td>Who are the well-connected groups within the RCSN?</td>
<td>Leaders and senior developers</td>
</tr>
</tbody>
</table>

### RCSN Information flow

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Component</td>
<td>Are all members of the RCT connected?</td>
<td>There are disconnected members</td>
</tr>
<tr>
<td><strong>Reachability</strong></td>
<td>To what extent information can be shared with everyone?</td>
<td>Emergents can be reached but they cannot reach others</td>
</tr>
<tr>
<td>Cutpoints</td>
<td>Are there members that if removed would disrupt info flow?</td>
<td>Mainly the US dev leader</td>
</tr>
<tr>
<td>Degree</td>
<td>Who are the central members?</td>
<td>Mainly leaders</td>
</tr>
<tr>
<td>Brokerage</td>
<td>Who are the mediators of information?</td>
<td>Mainly the US dev leader</td>
</tr>
</tbody>
</table>

### RCSNs Alignment

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alignment</td>
<td>To what extent are social relationships aligned to reqs dep?</td>
<td>Somehow aligned</td>
</tr>
<tr>
<td></td>
<td>To what extent RCTs follow the organization structure?</td>
<td>Mostly aligned</td>
</tr>
</tbody>
</table>
Chapter 7

Case 2. The Support Applications Project

In this chapter I present in details the examination of requirements-driven collaboration in the Support Applications project, shortened to APP. Similarly to the SHIP project, APP’s project setting is first introduced followed by the examination of the requirements-centric social networks organized by research question. In addition, I discuss the threats to the validity of the empirical case study investigation of requirements-driven collaboration. These threats apply to both projects and are discussed here to facilitate the understanding of such threats.

7.1 Project Setting

Business area and project goal. APP, also a fictitious name, is a project that enhances and maintains a group of internal software products used by product management and sales. There are over one hundred mature software applications within this group, though about twenty are considered critical to the operation of the company. These applications are organized into four major groups by business area within APP’s team. The project investigated was the first quarterly release of the support application project since the code ownership have been transfered to the Brazilian development unit. This means that the team was suffering demands from management to demonstrate ability to deliver on time and with the quality expected by the customers, who are ORG internal users.
Project requirements. In APP a list of desired improvements is maintained regularly. These desired improvements address business processes changes identified by the business partners. Each of the four main groups has its own business partner representative, who informs the requirements analysis about the desired improvements. There is also an additional business person who manages the business partners. By quarter, the improvements are prioritized and selected to comprise the quarter release scope. The business managers is the focal point to solve issues prioritizing the improvements. The improvements described in a ”wish list” format are then translated into software requirements, and added to the existing product documentation. Each requirement is associated to one of the hundreds of applications that APP maintains. The wish list is formally approved in the end of the Envisioning phase, and it represents the project contract. Out of the 12-weeks long life-cycle of each release, three full weeks were dedicated to the analysis, prioritization, and specification of the requirements. Changes to the requirements are requested by the business partners, and impact analysis is conducted by the requirements analysts. In a management meeting, a representative of the business partners in addition to the project managers and requirements analysis decide together whether the changes are approved or added to the requirements back log for future implementation. Time to implement the change and value added to the application are two of the most often criteria used to decide on the acceptance of a change request.

Team distribution and office locations. APP’s team consists of forty-four team members, distributed as follows: 38 in Brazil, 5 in US, and 1 in India. The 5 five
business partners are located in the US and 1 tester is located in India. The members located in Brazil are: 2 project managers, 4 requirements analysts, 1 test lead, 6 testers, 5 development leaders, and 20 developers. One requirements analyst also acts as the leader of his team, and one of the development leaders is in charge of managing the development group. All team members are allocated to work full time on the project. About thirty percent are contractors or new hires in the company. Team members in Brazil are physically distributed in three buildings that are five minutes walking-distance of each other. The requirements analysts, development leaders, developers and the test leader work in the ORG’s building, but in different offices. Two contractor developers work in the one contractor’s building, and the test team works in the other contractor’s building. Despite the fact that the buildings are physically close to each other, due to security policies team members have to identify themselves each time they visit the ORG or the contractors’ buildings.

**APP’s organization structure, role and responsibilities.** Figure 7.1(e) illustrates APP’s organizational structure. The project managers supervise the overall work and report progress to the senior management. The business partners are responsible for identifying the desired improvements with their respective business teams, and to register these improvements in a “wish list” document. The requirements analysts analyze the wish list and discuss prioritization of improvements with the business partners and the project managers. The development leaders are invited to discuss the wish list when consensus about scope is not reached. They provide technical information that helps the group decide which improvement should be prioritized for a certain quarterly release. The test leader is also welcome. Once the scope is agreed, the requirements analysts translate the selected improvements into software requirements, which are formally documented. Note in Figure 7.1(e) that the requirements analysts intermediate communication between the project managers and the business partners.

The test team actively engages in the project after the improvements are translated into software requirements. The test leader is responsible for designing tools to automate test cases. Each tester is in charge of writing his own test cases, but he has to follow the automation strategy defined by the test leader. Developers are responsible for coding the requirements and performing integration tests of their code with other developers’ code that are related to the same requirement. APP’s organizational structure imposes that developers and testers cannot communicate directly
(see Figure 7.1(e)). They have to communicate with their leaders to reach someone in the other team, and the leader will discuss directly the matter with the target person.

Note that since the business partners, business manager, and the project managers do not have tasks allocated to the project, I did not consider them as part of the team. For the purpose of constructing the requirements-centric social networks, I considered only team members assigned to any task related to the project requirements. Thus, Figure 7.1(f) shows the reduced organization structure considered in this research.

**Team expertise and communication practices.** APP portfolio was transferred to Brazil six months before I have started the investigation. APP was formerly run by the headquarters office in the US. Most of the applications have no documentation about requirements, architecture, and how the applications depend on each other. The majority of the employees who had originally developed the applications have already left the company, thus there was low support from the headquarters to clarify questions about how the applications worked. To minimize the lack of expertise since every member in APP was new to the product, senior management decided to train APP’s team on the application domain and technical matters by asking them to document the applications’ requirements and architecture using reverse engineering. The development team spent four months conducting this process. Business partners in the US supported the team throughout this activity. Senior management also highlighted to the team members how important it was for them to follow the organizational structure to communicate and coordinate work. Formal weekly meetings and daily short meetings within and cross teams complement the senior management strategy to maintain awareness and control over the project work. E-mail is the main medium used by the Brazilian members to communicate in addition to face-to-face interaction. Contact with the business partners in the US is mostly mediated by group conference calls or one-to-one phone calls.

### 7.2 The Examination of Requirements-Driven Collaboration

Like in the SHIP case study, social network analysis measures were used as mechanisms to examine requirements-driven collaboration in the APP project. In practice, for each of the four sets of requirements dependencies in this project each measure
was applied to each communication- and awareness-requirements-centric social network previously constructed. To facilitate comprehension, the brief description of each measure will be repeated here. In this section I present the results of the application of these measures and interpret these results in terms of the project context.

7.2.1 (RQ2) RCSNs Characterization

In the effort to characterize the communication- and the current awareness-RCSNs, I adopted the sociogram, network size, network density, and ties statistics measures defined in the initial version of the framework for studying requirements-driven collaboration. No measure was added to the framework to characterize the RCSNs like in the SHIP project.

RCSN sociogram. A sociogram is a picture in which actors are represented as points in two-dimensional space, and relationships among pairs of actors are represented by lines (or ties) linking the corresponding points. In addition to the actors and their relationships, sociograms can also indicate actors attributes or relationships characteristics. The same attributes presented in SHIP are displayed in APP, which are as follows. The member’s fictitious name and role are indicated in the actor label, for example in Figure 7.2(a) the label RF (Developer) indicates a person named RF who is a developer in the APP project. The member’s office location is indicated by the actor color (red for ORG’s office and black for the contractor’s office), for example the member FS (Tester) is located in the contractor’s office. The requirement (or set of requirements) that the member was assigned to work on is represented by the actor shape (square for the dependent requirement, triangle for the dependee, circle for both requirements, and plus sign for emergent members who were not assigned to any requirement), for example AC (Requirements Analyst) was assigned to work on both requirements in the dependency set and PB (Requirements Analyst) is an emergent member. Whether the relationship is between members assigned to work on the requirements (black color) or with an emergent member (red color) is indicated by the color of the tie, for example the tie from RF (Developer) to PB (Requirements Analyst) represents an emergent communication.

As an illustration, Figure 7.2 displays the sociogram of each of the four reasons of communication for the dependency set $D_1$. One can see that the sociograms are different from each other but none is too dense or too sparse. Note that membership
varies because of the emergent members. One can also see in Figure 7.2(a) that there are isolated members, for example RS (Developer). Interestingly, RS is isolated in each of RCSNs suggesting that somehow he did not participate in the development of the corresponding requirements.

![Sociograms](image)
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Figure 7.2: APP’s communication-RCSN sociograms

The sociogram for the current awareness-RCSN of the same dependency set $D_1$ is shown in Figure 7.3. Note that this network is not denser than any of the communication networks for this dependency set (the density measure confirms this result later on), meaning that team members are not more aware of their colleagues than they communicate with them. However, one can see that it has more emergent members than the communication networks, being the number of emergent people higher than of those assigned to work on the dependent requirements. This means that in this particular network, members are more aware of people who were not assigned to work in the requirements, raising the following questions: "Were these emergent members also working on these requirements?" "Why was the tester MM aware of the emergent members’ work if they were not working in these requirements?". Moreover, note
that the tester $MM$ is responsible for the involvement of two-thirds of the emergent members in this network.

Since the sociograms were used to develop an initial broad understanding of each network behavior and to explore patterns of requirements-driven collaboration later examined in details using the social network analysis measures, the remaining sociograms in the data set are not displayed in the body of this document. Refer to Appendix C for the presentation of each of the communication- and awareness-RCSN sociograms.

**RCSN size.** Each RCSN constructed for this project was initially based on a baseline network called assignment-RCSN, as defined in the framework (see Chapter 4). Each of these assignment network consists of a requirements-centric team which is composed of a subset of the 11 team members who were assigned to the project scope investigated in this research. I refer to these members as *assigned members* from now on. To construct the corresponding communication-RCSN, I identified from the questionnaire data which project members listed from the assignment-RCSN that the respondents identified as communicating about the requirement and any other member that the respondents mentioned as additional people they have communicated with about the requirement. I name these additions *emergent members* from here onwards. They complement the requirements-centric teams. Therefore, each RCSN has a certain number of members, named *actual members*, which are divided into assigned and emergent members.
Table 7.1: APP’s distribution of assigned members per communication-RCSNs by location

<table>
<thead>
<tr>
<th></th>
<th>Assigned</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>BR</td>
</tr>
<tr>
<td>$D_1$</td>
<td>3</td>
</tr>
<tr>
<td>$D_2$</td>
<td>2</td>
</tr>
<tr>
<td>$D_3$</td>
<td>3</td>
</tr>
<tr>
<td>$D_4$</td>
<td>3</td>
</tr>
<tr>
<td>Mean</td>
<td>2.8</td>
</tr>
</tbody>
</table>

Table 7.1 shows the distribution of assigned members by office location (ORG for the ORG’s main office, and C1 for the contractor company 1) for any of the reasons of communication per dependency set, and Table 7.2(a) shows the distribution of actual and emergent members for the corresponding Requirements negotiation networks. Actual members are variable because the number of emergent members varies per network. A total of 4 emergent members across the 4 dependency sets were identified, all of them located in the ORG office. These are non-unique people, i.e. there are duplicates across RCSNs. On average, there are a total of 1 emergent people per network. This indicates that, on average, less than 20% of the requirements-centric team members out of the total are emergent in a RCSR that communicated about requirements negotiation.

Similarly, Table 7.2(b) shows the distribution of actual and emergent members for the corresponding Requirements clarification networks. A total of 10 non-unique emergent members was found. On average, there are a total of 2.5 emergent people per network. This indicates that, on average, about 35% of the members clarifying requirements are emergent to the requirements dependency set. The distribution of actual and emergent members for the Communication of changes networks is presented in Table 7.2(c). There are 13 non-unique emergent members across these networks. On average, there are a total of 3.3 emergent people per network. In the Requirements clarification networks the emergent members represent about 40% of all members who discussed changes in the project. Table 7.2(d) presents the distribution for the Coordination of activities networks. There are 10 non-unique emergent members across these networks. Each network has, on average, 4.4 emergent members. These emergent members represent about 35% of those involved with coordinating activities. For the four reasons of communication, members located at the ORG office are among the only emergent members.
Table 7.2: APP’s distribution of members per communication-RCSNs by location

(a) Requirements negotiation

<table>
<thead>
<tr>
<th></th>
<th>Actual</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td>ORG C1</td>
<td>ORG C1</td>
<td></td>
</tr>
<tr>
<td>(D_1)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>(D_2)</td>
<td>3 2</td>
<td>1 0</td>
</tr>
<tr>
<td>(D_3)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>(D_4)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>Mean</td>
<td>3.8</td>
<td>2</td>
</tr>
</tbody>
</table>

(b) Requirements clarification

<table>
<thead>
<tr>
<th></th>
<th>Actual</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td>ORG C1</td>
<td>ORG C1</td>
<td></td>
</tr>
<tr>
<td>(D_1)</td>
<td>6 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_2)</td>
<td>5 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_3)</td>
<td>6 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_4)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>Mean</td>
<td>5.3</td>
<td>2</td>
</tr>
</tbody>
</table>

(c) Communication of changes

<table>
<thead>
<tr>
<th></th>
<th>Actual</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td>ORG C1</td>
<td>ORG C1</td>
<td></td>
</tr>
<tr>
<td>(D_1)</td>
<td>7 2</td>
<td>4 0</td>
</tr>
<tr>
<td>(D_2)</td>
<td>6 2</td>
<td>4 0</td>
</tr>
<tr>
<td>(D_3)</td>
<td>7 2</td>
<td>4 0</td>
</tr>
<tr>
<td>(D_4)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>Mean</td>
<td>6 2</td>
<td>3.3</td>
</tr>
</tbody>
</table>

(d) Coordination of activities

<table>
<thead>
<tr>
<th></th>
<th>Actual</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td>ORG C1</td>
<td>ORG C1</td>
<td></td>
</tr>
<tr>
<td>(D_1)</td>
<td>6 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_2)</td>
<td>5 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_3)</td>
<td>6 2</td>
<td>3 0</td>
</tr>
<tr>
<td>(D_4)</td>
<td>4 2</td>
<td>1 0</td>
</tr>
<tr>
<td>Mean</td>
<td>5.3</td>
<td>2</td>
</tr>
</tbody>
</table>

Table 7.3: APP’s distribution of members per awareness-RCSNs by location

<table>
<thead>
<tr>
<th></th>
<th>Assigned</th>
<th>Actul</th>
<th>Emergent</th>
</tr>
</thead>
<tbody>
<tr>
<td>ORG C1</td>
<td>ORG C2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(D_1)</td>
<td>3 2</td>
<td>0 8</td>
<td>2 1</td>
</tr>
<tr>
<td>(D_2)</td>
<td>2 2</td>
<td>0 7</td>
<td>2 1</td>
</tr>
<tr>
<td>(D_3)</td>
<td>3 2</td>
<td>0 8</td>
<td>2 1</td>
</tr>
<tr>
<td>(D_4)</td>
<td>3 2</td>
<td>0 4</td>
<td>2 0</td>
</tr>
<tr>
<td>Mean</td>
<td>2.8</td>
<td>2</td>
<td>0</td>
</tr>
</tbody>
</table>

The distribution of team members per awareness-RCSN per set of dependency by location is showed in Table 7.3. Note that members are also aware of colleagues who work for the second contractor company, named C2. A total of 19 non-unique emergent members across the 4 dependency sets were identified, 85% of them (16 members) are located in the ORG office. These are non-unique people, i.e. there are duplicates across RCSNs. On average, there are a total of 4.8 emergent people per network. This reveals that, on average, 50% of the members that team members are aware of are emergent, suggesting that collocation facilitated the ability of the APP’s team members of staying aware of their colleagues.
**Table 7.4: APP’s communication-RCSNs density**

<table>
<thead>
<tr>
<th>(a) With emergent members</th>
<th>(b) Without emergent members</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Dep</strong></td>
<td><strong>RN</strong></td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.10</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.15</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.10</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.26</td>
</tr>
<tr>
<td><strong>Mean</strong></td>
<td>0.15</td>
</tr>
</tbody>
</table>

**RCSN density.** Network density is defined as the proportion of ties that exist in the network out of the total possible ties. Table 7.4(a) shows the density for the communication-RCSNs. One can see that the densities are quite low, specially the Coordination of activities networks. These low indexes indicate that the team did not discuss much project issues in a one-to-one manner. During my visit on site I observed weekly meetings within developers and daily short meetings where people would report issues and describe the day activities to the colleagues among testers. The occurrence of these weekly and daily meetings may have diminished the need for one-to-one conversations. To exclude the hypothesis that the emergent members are responsible for the low network densities (for only being consulted by assigned members and not initiating communication themselves), I removed them and recalculated the density for each network. Table 7.4(b) shows that most of the networks have its density value increased. However, Requirements negotiation and Coordination of activities maintained their low indexes. Thus, one can conclude that team members did not interact much about these two reasons of communication.

Awareness-RCSNs also have low indexes (refer to Table 7.5(a)), suggesting that team members were not as aware of many colleagues as one would expect since they were working on dependent requirements. However, when removing the emergent members similarly like for the communication networks, one can see in Table 7.5(b) that the indexes are twice higher on average. This indicates that in fact the assigned members were aware of at least 50% of their requirements-centric team members for each network. Considering that the APP team was new and most of the members have never worked together, this low lack of awareness is not surprising. Apparently, it was also not prejudicial since no dramatic episodes caused for lack of up-to-dated information related to the requirements that one was working on or knowledge of others was observed.
Ties statistics based on team members attributes. To identify patterns of collaboration and information exchange within RCSNs, I provide descriptive statistics about the relationships established by the members based on their attributes. For both the communication- and the awareness-RCSNs, I counted the ties by requirement dependency set in terms of which members are involved (assigned or emergent members), what is the location of the members (within- or cross-offices), and team membership (within- or cross-teams).

Communication-RCSNs. Figure 7.4 shows the consolidated results across the 4 sets of dependencies per reason of communication for simplicity. Appendix C presents the ties statistics per individual set of dependency.

In Figure 7.4(a) one can see that a total of 17 communication interactions about requirements negotiation (RN) were reported, as well as 47 interactions about requirements clarification (RC), 52 about communication of changes (CC), and 20 about coordination of activities (CA) were reported by the respondents, summing up a total of 136 interactions. From this figure one see that communication of changes is the most frequent topic reported, followed by requirements clarification.

Figure 7.4(b) presents the number of times per reason of communication an reported interaction took place between members who were assigned to work on the requirements (assigned) and with an emergent member (emergent). A total of 86 (out of 136, 63.24%) interactions were reported between assigned members and 50 (36.76%) with emergent members. This indicates that about one-third of the development work involves communication with people who were not assigned to work on the requirements, suggesting that project members seek a large amount of information from outsiders. From Figure 7.4(b), one see that the requirements clarification and communication of changes are the two most-often reported reasons of interaction.

<table>
<thead>
<tr>
<th>Dep</th>
<th>Awareness</th>
<th>Dep</th>
<th>Awareness</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>0.15</td>
<td>$D_1$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.20</td>
<td>$D_2$</td>
<td>0.83</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.16</td>
<td>$D_3$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.53</td>
<td>$D_4$</td>
<td>0.65</td>
</tr>
<tr>
<td>Mean</td>
<td>0.26</td>
<td>Mean</td>
<td>0.62</td>
</tr>
</tbody>
</table>
Figure 7.4: APP’s communication-RCSN across dependency sets ties statistics between assigned members, and that no single reason stands out among the emergent interactions.

Figure 7.4(c) presents communication per reason characterized by office location. Within-offices indicates communication between two members at the same office, and across-offices indicates communication between two members at different offices. A total of 56 (out of 136, 41.18%) interactions were reported between members in the same office and 80 (58.82%) between members at different offices. Team members communicated more with members from the contractors companies, who are the members located in different offices, than with collocated colleagues. Considering that there were more members assigned to the ORG office, this difference is even more significant and meaningful. Looking at the data in Figure 7.4(c), one see that communication of changes (34/80) is the most frequent reason why members communicated with colleagues from other offices.

When I sorted the instances of communication between members belonging to the same team (within-teams) and between members belonging to different teams (cross-teams), the networks are mostly characterized by cross-teams communication (see Figure 7.4(d)). Three-quarters of the reported communication took place cross-
teams. This high percentage of cross-teams communication suggests that the teams are well integrated and collaborate with each other to accomplish the project goals. No pattern stands out across the within-teams communication reasons, however one can see that requirements clarification and communication of changes are the two most-often reported reasons of communication cross-teams (refer to Figure 7.4(d)). Not only the team members communicated more with remote colleagues but also with people outside their teams.

Figure 7.5: APP’s current awareness-RCSN across dependency sets ties statistics

Current awareness-RCSNs. Figure 7.5 shows the consolidated results for the current awareness among team members across the 4 sets of dependencies for simplicity.
Appendix C presents the ties statistics per individual set of dependency. A total of 69 instances of awareness were reported. Of these, in Figure 7.5(a) one see that 43 instances (62.32%) represent awareness between members assigned to work on the requirements (assigned) and 26 instances (37.68%) represent awareness of emergent members (emergent). This indicates that not only more than half of all members of the requirements-centric teams are aware of their colleagues but also that this awareness is extended for those who emerged throughout the project life-cycle.

Of the 26 instances of reported awareness of emergent members, in Figure 7.5(b) one can see that only 3 instances (11.54%) represent awareness of members working on the same site and 23 represent awareness of members located in other offices (88.46%). This indicates that awareness of remote members are more likely to emerge. Although members are located in three distinct building that are about 10 minutes away walking from each other, there is a strict security protocol to enter the buildings which often stopped people from meeting face-to-face. In addition, Figure 7.5(c) shows that 11 instances (42.31%) represent awareness of teammates and 15 represent awareness of members working in other teams (57.69%). This indicates that awareness of teammates is almost as likely to emergent as of members of other teams.

Figure 7.5(d) shows that awareness of collocated colleagues (43 out of 69, 62.32%) is almost half higher than awareness of remote members (26 out of 69, 37.68%). This reveals that team members are more knowledgeable of what people working in the same office are doing than with what remote colleagues are working on. This suggests that distance, despite short, may impact the ability of team members of keeping track of remote people’s work. Figure 7.5(e) also shows that team members are less aware of what their teammates are doing (18 out of 69, 26.09%) than what people in other teams are working on (51 out of 69, 73.91%). This result suggests that there is large exchange of information among team members about what colleagues outside one’s team are working on.

7.2.2 (RQ3) RCSNs Structures

Like in the SHIP project, in order to identify what structures communication- and current awareness-RCSNs have in requirements-driven collaboration, I used the network centralization measure defined in the initial version of the proposed framework. Supplementing this single measure, I used the measures in the SHIP project, which are: the core-periphery test, the ties reciprocity measure, and the clique measure.
RCSN centralization. A centralized network structure (index towards value 1) will have many of its ties dispersed around one or a few nodes, while a decentralized network structure (index towards value 0) is one in which there is little variation between the number of ties each node possesses. Table 7.6(a) shows the degree of centralization of communication ties sent to others, called outdegree centralization. There is no strong pattern across the reasons of communication or the sets of dependencies. However, no single index is higher than 0.55 ($CC_{D2}$), and 11 out of the 16 networks have an index lower than 0.50. This trend suggests that the networks are more decentralized than centralized in few members, meaning that in APP the distribution of information is more equally distributed among the team members than controlled by few of them.

The indegree index, presented in Table 7.6(b), refer to the degree of centralization of communication ties received from others. All networks have low indexes, varying from 0.06 to 0.25, except for $RC_{D4}$ (0.52) and $CC_{D4}$ (0.44). Requirements negotiation and Communication of changes have indexes particularly lower than the Requirements clarification and the Coordination of activities reasons. These low indexes indicate that APP has very decentralized indegree network structures. One can then affirm that information is more equally received by all team members within the requirements-centric social networks.

Table 7.7(a) shows the outdegree centralization index for the awareness-RCSNS. One can see that indexes are higher than 0.59, an exception is the Awareness$_{D4}$ network. These high indexes indicate that few people are aware of many of their colleagues. In contrast, the indegree centralization index for the awareness-RCSNs presented in Table 7.7(b), which indicates the extent to what the work of colleagues in the network is known by others, shows low indexes. This result suggests that team members are equally known by others in the project.

<table>
<thead>
<tr>
<th>Table 7.6: APP’s communication-RCSN centralization</th>
<th>(a) Outdegree</th>
<th>(b) Indegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dep</td>
<td>RN</td>
<td>RC</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.36</td>
<td>0.44</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.44</td>
<td>0.44</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.36</td>
<td>0.41</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.40</td>
<td>0.52</td>
</tr>
<tr>
<td>Mean</td>
<td>0.39</td>
<td>0.45</td>
</tr>
</tbody>
</table>
Table 7.7: APP’s current awareness-RCSN centralization

<table>
<thead>
<tr>
<th>Dep</th>
<th>Awareness</th>
<th>Dep</th>
<th>Awareness (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>0.60</td>
<td>$D_1$</td>
<td>0.16</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.64</td>
<td>$D_2$</td>
<td>0.15</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.59</td>
<td>$D_3$</td>
<td>0.15</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.32</td>
<td>$D_4$</td>
<td>0.32</td>
</tr>
<tr>
<td>Mean</td>
<td>0.54</td>
<td>Mean</td>
<td>0.19</td>
</tr>
</tbody>
</table>

**Core-periphery.** The core-periphery test indicates the extent to which the structure of a network consists of two classes of nodes: the core, in which nodes are connected to each other in some maximal sense, and the periphery, where nodes are more loosely connected to the core. A value close to 1 indicates a strong core-periphery structure. Table 7.8(a) shows the values for the core-periphery test for the communication-RCSNs. Like presented in the SHIP project, this is an additional measure to the framework.

Most of the networks have high indexes that range from 0.68 to 1. These high indexes indicate that a structure of a core and a surrounding periphery is predominant in the APP communication requirements-centric social networks. This finding somehow contradicts the network centralization results where it was found more decentralized communication structures. It may be explained by the high presence of emergent members and isolated members in each network. When the list of core members provided by the test was inspected (see Appendix C for the complete list), I found that most of network cores are formed by a requirements analyst and testers. Surprisingly developers, who because of the reverse engineering activity were the most knowledgeable members of the team, are not involved in the core as much as expected. On the other hand, I did had the chance to observe the testers closely working together with their teammates and having informal meetings with requirements analysts to discuss the requirements specifications.

**Ties reciprocity.** Another additional measure to the framework is the ties reciprocity measure. In a directed network, one can examine the percentage of pairs of actors that are involved in a reciprocal relationship (dyad-based method) or the percentage of ties that have a reciprocated tie (arc-based method). Table 7.9(a) and Table 7.9(b) present the reciprocity percentages for each method, respectively. For
Table 7.8: APP’s RCSN core-periphery index

<table>
<thead>
<tr>
<th>(a) Communication</th>
<th>(b) Current awareness</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dep</td>
<td>RN</td>
</tr>
<tr>
<td>$D_1$</td>
<td>1</td>
</tr>
<tr>
<td>$D_2$</td>
<td>1</td>
</tr>
<tr>
<td>$D_3$</td>
<td>1</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.35</td>
</tr>
<tr>
<td>Mean</td>
<td>0.84</td>
</tr>
</tbody>
</table>

Table 7.9: APP’s communication-RCSN ties reciprocity

<table>
<thead>
<tr>
<th>(a) Dyad-based method</th>
<th>(b) Arc-based method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dep</td>
<td>RN</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_4$</td>
<td>06.00.57</td>
</tr>
<tr>
<td>Mean</td>
<td>0.52</td>
</tr>
</tbody>
</table>

Both methods the percentages are balanced between higher for the Requirements negotiation and Requirements clarification networks and lower for the Communication of changes and the Coordination of activities networks. I visually inspected the networks aiming to grasp whether reciprocity have been affected by the presence of the emergent members, and I noticed that the percentages would still be low if emergent members had been removed. Thus, overall, results suggest that communication is not highly mutually exchanged in the requirements-centric social networks. A more fine-grained analysis of which pair of members are involved in reciprocal communication would reveal whether communication is one-way because of the role that the members play in the project (e.g., a development leader may be expected to communicate changes to developers but not necessarily developers have to return the notification).

Table 7.9: APP’s communication-RCSN ties reciprocity

<table>
<thead>
<tr>
<th>(a) Dyad-based method</th>
<th>(b) Arc-based method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dep</td>
<td>RN</td>
</tr>
<tr>
<td>$D_1$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.50</td>
</tr>
<tr>
<td>$D_4$</td>
<td>06.00.57</td>
</tr>
<tr>
<td>Mean</td>
<td>0.52</td>
</tr>
</tbody>
</table>

For the awareness-RCSNs, the arc-base method percentages are higher than the dyad-based method, indicating that there are more awareness reciprocity between members than pairs of team members that are aware of each other. However, the graphical inspection of the awareness networks reveals that if the emergent members were to be removed, about every single pair of assigned member is aware of each other, also indicating that every awareness relationship has a reciprocal. This visual
inspection reveals that the ties reciprocity indexes would be 1 for each network if the emergent members were removed. In fact, this result indicate that despite the low levels of communication among requirements-centric team members and the team be working together for a short period of time, members are reciprocally aware of what others are doing that is related to their work. This is a surprising result due to the team unfamiliarity with each other and with the product.

**Clique.** A clique consists of a subset of at least three actors of a network in which every possible pair of actors is directly connected by a tie and this clique is not contained in any other clique. In directed networks there are two types of cliques: the strong, where only reciprocal ties between pairs of actors are considered, and the weak, when the direction of the tie is disregarded and simply the presence or absence of a relation is considered. This measure is an addition to the proposed framework.

Since no strong clique could be computed for most of the networks because emergent members did not respond about their communication interactions, and thus there is no reciprocal relationships for most of the interactions with these members, Table 7.11 presents the number of weak cliques found for the communication-RCSNs. No pattern across the reasons of communication or the set of dependencies stands out. However, one can see that Requirements negotiation and the Coordination of activities networks have no cliques, meaning that no subgroups with completely connected members were formed. In other words, there is no team members discussing project issues closely to other teammates. Interestingly, the few cliques formed in the Requirements clarification networks are among three roles: a requirements analyst, a developer, and a tester. This result indicates a representative of each subteam in the project is fully connected to the other team representatives, suggesting that no group was left behind when it came to have discussions aiming to understand the project

- **Table 7.10: APP’s awareness-RCSN ties reciprocity**

<table>
<thead>
<tr>
<th>Dep</th>
<th>Awareness</th>
<th>Dep</th>
<th>Awareness</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>0.42</td>
<td>$D_1$</td>
<td>0.59</td>
</tr>
<tr>
<td>$D_2$</td>
<td>0.38</td>
<td>$D_2$</td>
<td>0.55</td>
</tr>
<tr>
<td>$D_3$</td>
<td>0.38</td>
<td>$D_3$</td>
<td>0.55</td>
</tr>
<tr>
<td>$D_4$</td>
<td>0.45</td>
<td>$D_4$</td>
<td>0.62</td>
</tr>
<tr>
<td>Mean</td>
<td>0.41</td>
<td>Mean</td>
<td>0.58</td>
</tr>
</tbody>
</table>
Table 7.11: APP’s communication-RCSN weak cliques

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>D_1</td>
<td>0</td>
<td>2</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>D_2</td>
<td>0</td>
<td>2</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>D_3</td>
<td>0</td>
<td>2</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>D_4</td>
<td>0</td>
<td>2</td>
<td>3</td>
<td>0</td>
</tr>
</tbody>
</table>

requirements. In the Communication of changes networks, most of the cliques few identified cliques are formed by a developer and two testers, suggesting that developers propagated the notification of changes ahead to their tester colleagues.

7.2.3 (RQ4) RCSNs Information Flow

To identify specific patterns of information exchange and knowledge sharing, I applied the component, and the degree centrality measures defined in the proposed framework. Like in the SHIP project, I added to other measures to this initial set, which are reachability and cutpoint.

**Component.** The component test indicates whether a social network is connected. The network is connected if there is a path between every pair of nodes, otherwise it is disconnected. The connected subsets in a social network are called components. For directed networks, two kinds of components can be defined: a weak component, where a set of actors are connected regardless of the direction of ties, and a strong component, where a directed path from actor $A$ to actor $B$ is expected for the two actors be in the same component.

Table 7.12(a) shows the amount of components found when the direction of the ties are ignored. Note that only 4 out of the 16 networks are formed by one component only. This indicates that most of the networks have isolated members who were assigned to work on the requirements. A more in-depth analysis by inspecting the network sociograms (refer to Appendix C) reveals that testers are the isolated people in the Requirements negotiation networks. This isolation corroborates the role description of testers, who are not supposed to get involved with the definition of the project scope. For both the Requirements clarification and Communication of changes the only isolated member is a new hired contractor developer named $RS$. $RS$ has just been hired by a contractor company that provides development service to ORG, and was still finishing his on boarding training at ORG. This is likely the reason why he
did not report having communicated with his colleagues. Interestingly, the pattern found in the Coordination of activities networks reveals two groups, one formed by another among developers, and another by a project manager, a requirements analyst, and testers. The second group (component) shows that testers used the requirements analysts and the project managers as source of information more than they sought developers for discussing project matters. If one consider the direction of the ties (see Table 7.12(b)), the networks have even more components than in the weak component structure. This suggests that the disconnection in the requirements-centric teams members goes beyond the isolated members.

**Reachability.** To better characterize patterns of information exchange and knowledge sharing, the reachability measure was also adopted in the framework. This measure defines that an actor is reachable by another actor if exists any set of ties that connects both actors, regardless of how many others fall between them. In a directed network directed paths between actors are considered. I have used this measure as a resource to compliment the results of the component measure. Due to the large number of communication networks investigated in this research, the resulting reachability matrix for each network are presented in the Appendix C. Here I highlight the main patterns found. Figure 7.6 shows the reachability matrix for the Requirements negotiation-RCSN for the dependency set $D_1$ as an example. In this network, particularly, most of the members (4 out of 6) cannot reach each other. The network sociogram shows that out of these 4 members, 3 are assigned members who are isolated from the remaining of the network, and 1 is an emergent member who is not expected to initiate communication with other since he was not assigned to work on the requirements.

The overall patterns identified when initially inspecting the sociograms to develop a broad idea of the networks behavior is confirmed by this measure, which are as
follows. In the Requirements negotiation networks, the test members cannot reach or be reached by colleagues, indicating that they are isolates. In the Requirements clarification and Communication of changes network people are better connected, everyone can reach everyone else except the emergent members who cannot reach the other members. A single developer and a single tester are isolated members across the 4 Coordination of activities-RCSNs.

Cutpoint (or cutsets). Another additional measure is the cutpoint measure. A cutpoint is an actor identified as a weak point in the network because if the actor is removed along with his ties, the network would become divided into unconnected parts. If there is a set of actors that fit this criteria, these actors are called a cutset. Table 7.13 presents the list of cutpoints (or cutsets) for each communication-RCSN. Note that most of the networks have a cutset, indicating that it is necessary to remove more than one member to disrupt the exchange of information among the requirements-centric team members. Although from the list one find that members of the test team are predominant cutpoints within the cutsets, when inspecting the sociograms one can see that the cutsets are composed of the assigned members except the requirements analysts. Since the APP networks are small, in fact the cutsets represent the core and the most active members. This finding is corroborated by the results of the core-periphery test and of the degree centrality measure.

Degree centrality. The degree centrality indicates the number of ties of an actor and is indicative of activity. In a directed network, the count is made for out-ties (outdegree) which are ties from a certain actor to others, and for in-ties (indegree) which are ties from others to a certain actor. A complete list of the degree centrality for each set of requirements dependency is presented in the Appendix C. Table 7.14
Table 7.13: APP’s communication-RCSN cutpoints

<table>
<thead>
<tr>
<th>Dep</th>
<th>RN</th>
<th>RC</th>
<th>CC</th>
<th>CA</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D_1$</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>MM (Tester)</td>
</tr>
<tr>
<td></td>
<td>FS (Tester)</td>
<td>MM (Tester)</td>
<td>MM (Tester)</td>
<td></td>
</tr>
<tr>
<td>$D_2$</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>MM (Tester)</td>
</tr>
<tr>
<td></td>
<td>FS (Tester)</td>
<td>MM (Tester)</td>
<td>MM (Tester)</td>
<td></td>
</tr>
<tr>
<td>$D_3$</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>RF (Dev)</td>
<td>MM (Tester)</td>
</tr>
<tr>
<td></td>
<td>MM (Tester)</td>
<td>MM (Tester)</td>
<td>MM (Tester)</td>
<td></td>
</tr>
<tr>
<td>$D_4$</td>
<td>AS (Req An)</td>
<td>AS (Req An)</td>
<td>– none –</td>
<td>WR (Dev Lead)</td>
</tr>
<tr>
<td></td>
<td>PF (Dev)</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

highlights the team member (or set of members in case that the same degree was found for more than one person within a RCSN, indicated with a *) who have the highest communication degree centrality by dependency set.

Table 7.14(a) presents who most communicated with others. Note that like in the cutpoint measure, here testers are the most predominant members across the 4 reasons of communication. This indicates that testers the members who most initiated conversations with colleagues, except for the Requirements negotiation networks where the developer named RF shows as the most active member.

No pattern stands out in the indegree measure when observing the most active members across all networks, except that the requirements analysts are among the ones who most received information from their colleagues. However, there are interesting patterns across the dependency sets for each reason of communication. The most interesting pattern is the one that reveals that developers were the members most sought by colleagues to clarify requirements. This finding would be surprising but in this project the development team spent three months conducting reverse engineering in the applications aiming to understand and document the requirements. Thus, it is natural that they became the focal points for discussion. One can also see that the testers are the ones who most received notification of changes, which suggests that the APP team maintained the test team informed of updates.

Table 7.15(a) shows the member (or set of members, indicated with a *) who is more aware of others for each dependency set. Surprisingly, a contractor tester named MM is the member most aware of this requirements-centric team colleagues. He is also the person who the colleagues are most aware of, however he shares the attention
from others with a contractor developer named RF.

### 7.2.4 (RQ5) RCSNs Alignment

To examined the alignment between RCSNs I used the current socio-technical congruence measure and the Role-based measure as presented in the initial version of the framework. No additional measures were defined.

**Alignment of networks.** Similarly than in the SHIP case study, in order to examine to what extent requirements-driven collaboration patterns are aligned with coordination needs established by requirements dependencies, I used the socio-technical congruence measure proposed by Cataldo et al. [24]. This measure calculates the ratio of actual social interactions over the expected coordination needs defined based on the technical dependencies in the project (refer to Chapter 2 for details).

To investigate to what extent requirements-driven collaboration patterns are aligned
with the organizational structure defined by the communication channels established between pairs of roles I used the *Role-based socio-technical congruence* measure presented in Chapter 4. The application of this extended measure allowed the identification of false gaps and backchannel communication. Next I present the results found by both measures, constantly contrasting one against the other.

**Calculating Cataldo’s congruence.** For each measure, I calculated coordination needs and actual coordination according to the definitions presented in Chapter 2 and Chapter 4. I will refer here to each definition and equation presented in these chapters for simplicity like previously explained in the SHIP project. To calculate Cataldo congruence index (Equation 2.2), I computed the coordination needs matrix followed by the actual coordination matrix. To compute the *coordination needs matrix* (Equation 2.1), I constructed the *tasks assignment* and *tasks dependency matrices* from the requirements dependencies and team members data gathered. Since my unit of analysis is a requirement, I will rename the "tasks assignment" matrix and "tasks dependency" matrix to *requirements assignment* matrix and *requirements dependency* matrix, respectively. I computed 16 *actual communication matrices* for APP from the reported questionnaire communication interactions data. Each matrix represent coordination activities that took place for a certain set of requirements dependency and were about a certain reason. Remember that there are 4 sets of dependencies for APP, and that I asked team members to report on 4 reasons of communication. For example, the APP $D_1 com_{RN}$ actual coordination network captures requirements negotiation communication among team members for the set of requirements that belong to the dependency $D_1$. I calculated a *lack-of-coordination matrix* (Equation 2.3) to identify the congruence gaps by each combination of each set of dependencies and each reason of communication. For each gap instance, I gathered demographic information on the pair of members involved on the gap. In addition to the team member role, demographic information include the team member office location, time working in the project, time working in the company, and the work relationship (employee or contractor).

**Calculating the Role-based congruence.** As presented in Chapter 4, to calculate the Role-based congruence index (Equation 4.4), I computed the prime coordination needs matrix followed by the alignment coordination matrix. To compute the *prime coordination needs matrix* (Equation 4.2), I used the *requirements assignment*
matrix and requirements dependency matrix previously constructed and constructed two other matrices. I constructed the role-role matrix from the organization’s structure data and the role-assignment matrix as described in Chapter 4. Then, I calculated the role-coordination matrix (Equation ). To compute the alignment coordination matrix (Equation 4.3), I used the actual communication matrices previously constructed and the prime coordination needs matrix. I then removed all cases where a role is not allowed to communicate with another role as defined in Equation 4.3. I calculated 16 alignment coordination matrices for APP, each representing coordination activities that took place for a certain set of requirements dependency and due to a certain reason like explained for the actual coordination matrices in Cataldo congruence.

I calculated a prime lack-of-coordination matrix (Equation 4.5) to identify the real gaps by each combination of each set of dependencies and each reason of communication. I also identified false gaps (Equation 4.6) by subtracting each cell in the prime lack-of-coordination matrix from the role-coordination matrix (Equation 7.2.4). I finally calculated the backchannel communication (Equation 4.7). For each real gap, false gap, and backchannel communication instance, I gathered the same set of demographic information on the pair of members as for the gaps identified in Cataldo congruence.

Below I present the results of the application of the Cataldo and of the Role-based socio-technical congruence measures for the APP project. The results are, alternately, grouped by reason of communication, sets of dependencies, or roles performed by the team members. Differences between results obtained by applying Cataldo’s and the Role-based measure are highlighted throughout the description of the results.

Coordination needs, actual communication, and gap numbers. I calculated the coordination needs, identified the actual (and aligned) communication, and computed the amount of congruence gaps for each set of dependent requirements network by reason of communication as previously explained. In Figure 7.7 I present consolidated results across the 4 sets of dependent requirements by reason of communication. For instance, in Cataldo I identified 18 coordination needs for the dependency set \( D_1 \), 12 for \( D_2 \), 16 for \( D_3 \), and 16 for \( D_4 \). Thus, Figure 7.7 shows the total of 62 coordination needs. The first cluster of columns from the left to the right side indicates the coordination needs (CN), actual communication (Actual), and gaps (Gap) calculated by Cataldo measure. The second cluster of columns indicates the coordination needs, aligned communication, and real gaps calculated by the Role-
based measure. The third cluster indicates the difference between Cataldo’s and the Role-based’s coordination needs, the amount of backchannel communication, and the amount of false gaps across the 4 sets of dependencies.

Overall, the high amount of backchannel communication indicates that the requirements dependencies created certain coordination needs that were attended despite the organization structure. Team members overlooked the formal structure in order to discuss what was necessary to accomplish work. On the other hand, the high amount of false gaps indicates that the lack of actual communication for certain coordination needs is between pairs of roles who were not expected to directly communicate with each other. This finding suggests that either the coordination needs may not have to be satisfied at all, or that team members used longer paths to communicate with each other. I.e., communication was intermediated by other colleagues. The investigation of longer paths was not conducted in this research, thus I cannot affirm which case applies here.

Figure 7.7: APP’s coordination needs, actual coordination, and gap details

Chart 7.7(a) shows that there is a low number of actual (13) and aligned (2) communication compared to the number of expected coordination needs (62 in Cataldo’s and 11 in the Role-based’s) in the Requirements negotiation reason. Most of the ac-
tual communication (11 out of 13 instances) represent backchannel communication. In addition, most of the gaps identified by Cataldo are considered false gaps (40 out of 49). Only few instances are real gaps (9 out of 49). A similar pattern is observed in the Coordination of activities reason (see Chart 7.7(d)). There is a low number of actual (6) and no aligned (0) communication. The totality of actual instances of coordination (6 out of 6) are backchannel communication. The majority of the gaps identified by Cataldo are false gaps (45 out of 56) and only 11 instances are real gaps.

Chart 7.7(b) and Chart 7.7(c) display comparable patterns in the Requirements clarification and the Communication of changes reasons. Actual communication is higher in Cataldo than in the two above reasons. It represents about half of the expected coordination needs (31 out of 62, and 33 out of 62, respectively). Similarly to the previous reasons, a high amount of actual communication represents backchannel communication (24 out of 31 instances, and 26 out of 33 instances, respectively). Moreover, there is also a high amount of false gaps (27 out of 31 instances, and 25 out of 29 instances, respectively). Only 4 instances of gaps are considered real gaps for both reasons of communication.

**Socio-technical congruence index.** The level of alignment between the coordination needs and actual coordination was calculated for each set of dependent requirements and reason of communication network as presented above. Table 7.16(a) and Table 7.16(b) display the social-technical congruence indexes obtained by applying Cataldo and the Role-based measure, respectively. Congruence indexes by Cataldo range from 0 to 66%, and by the Role-based measure they range from 0 to 100%. On average, for both measures, the Requirements negotiation (RN) and Coordination of activities (CA) indexes are low, meaning that even when the organization structure is not considered in the Cataldo measure people satisfied very few of the coordination needs created by the requirements dependencies for both reasons. In contrast, the indexes are on average higher than 50% for the Requirements clarification (RC) and the Communication of changes (CC) reasons for both measures, indicating that more than half of the coordination needs were satisfied.

When contrasting Cataldo’s to the Role-based congruence indexes, there is an increase for the set of dependencies \( D_1, D_2, \) and \( D_3 \) in the RC and CC networks and for the RN \( D_4 \) network in the Role-based measure. This increase indicates that actual communication in these networks are more aligned with the organizational structure than the actual communication in the remaining networks where there was a decrease
on the index. One network is completely incongruent by Cataldo while there are 7 incongruent networks by the Role-based measure. Full incongruence (congruence index equal 0) means that no single coordination need is satisfied by actual communication. It does not mean that there are no actual communication. It is possible that communication took place between pair of roles that were not allowed to directly communicate with each other, what we call backchannel communication. Note that the 7 incongruence networks by the Role-based measure are the networks with the lowest congruence index by Cataldo. These are the RC (except for the dependent set $D_4$) and the CA networks.

**Congruence gaps by roles.** I further the investigation of requirements-driven coordination behavior by exploring demographic data about the identified gaps. I break down the gap information presented in Figure 7.7 (third column of each cluster) by roles. Each table entry indicates the pair of roles that the pair of members involved in the gap played in the project, and the number of gaps identified for the respective pair of roles across the 4 sets of dependencies. The *Gap* column indicates the gaps identified by Cataldo, the *RG* column indicates the Real gaps identified by the Role-based measure, and the *FG* column indicates the False gaps which were also identified by the Role-based measure. Note that in the *RG* column I indicate with an "x" the pair of roles that should not coordinate directly according to the imposed organizational structure. In other words, in the *RG* column I indicate an "x" in a table entry that maps the roles $r_i$ and $r_j$ when the position $ij$ of the role-role matrix is equal 0 (refer to Chapter 4 for details). I show only the combination of pairs where there is at least one gap for any of the 3 types of gap.

In APP requirements are negotiated among business partners, project managers, and requirements analysts (ReqA). Development leaders (DevL) and the test leader
RVQ's congruence gaps, real gaps, and false gaps

Table 7.17: APP’s congruence gaps, real gaps, and false gaps

(a) Requirements negotiation

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>7</td>
<td>x</td>
<td>7</td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>10</td>
<td>x</td>
<td>10</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>1</td>
<td>x</td>
<td>1</td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>7</td>
<td>x</td>
<td>7</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>9</td>
<td>x</td>
<td>9</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>49</td>
<td>9</td>
<td>40</td>
</tr>
</tbody>
</table>

(b) Requirements clarification

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>6</td>
<td>x</td>
<td>6</td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>1</td>
<td>x</td>
<td>1</td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>6</td>
<td>x</td>
<td>6</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>3</td>
<td>x</td>
<td>3</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>31</td>
<td>4</td>
<td>27</td>
</tr>
</tbody>
</table>

(c) Communication of changes

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>5</td>
<td>x</td>
<td>5</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>10</td>
<td>x</td>
<td>10</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>1</td>
<td>x</td>
<td>1</td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>0</td>
<td>x</td>
<td>0</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>3</td>
<td>x</td>
<td>3</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>1</td>
<td>x</td>
<td>1</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>29</td>
<td>4</td>
<td>25</td>
</tr>
</tbody>
</table>

(d) Coordination of activities

<table>
<thead>
<tr>
<th>Roles</th>
<th>Gap</th>
<th>RG</th>
<th>FG</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>7</td>
<td>x</td>
<td>7</td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>4</td>
<td>x</td>
<td>4</td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>7</td>
<td>x</td>
<td>7</td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>3</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>11</td>
<td>x</td>
<td>11</td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>1</td>
<td>x</td>
<td>1</td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>4</td>
<td>x</td>
<td>4</td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>9</td>
<td>x</td>
<td>9</td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>5</td>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>2</td>
<td>x</td>
<td>2</td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>56</td>
<td>11</td>
<td>45</td>
</tr>
</tbody>
</table>

(TestL) are welcome to join the negotiation sessions when consensus about the project scope is not reached. Therefore, no coordination during requirements negotiation is expected among requirements analysis, developers, and testers. In addition, leaders (dev or test) are also not expected to conduct negotiations with developers or testers. The high number of gaps among these pairs of roles (49 out of 62 coordination needs)
reflects this process practice. Thus, it is not necessary to further analyze the gaps per type for this reason of communication (Table 7.17(a)).

Observe in Table 7.17(b) that the majority of the gap instances for the requirements clarification reason are false gaps (27 out of 31), meaning that the coordination needs that generated these gaps will never be satisfied because the individuals play roles that are not supposed to talk to each other according to the organizational structure. Although only 4 instances are real gaps, they indicate that over one-third of the coordination needs were not satisfied when the organizational structure was taken into account. These real gaps between developers (Dev-Dev equal 3), and test leader and tester (TestL-Dev equal 1) can be interpreted in two ways. One is that there was no need for developers or the test leader to request requirements clarification. A second is that developers and the test leader could not have their requests clarified because they could not communicate with other developers and the respective tester. Since the team was new to the product it is more likely that clarification requests were not communicated.

A similar pattern is present in Table 7.17(c). There are only 4 instances of real gaps but they represent over one-third of non-satisfied prime coordination needs according to the Role-based measure. These real gaps can either indicate that developers (Dev-Dev equal 3) and test leader and tester (TestL-Tester equal 1) did not need to communicate changes to each other, or that they did not receive communication about changes on requirements or related technical specifications. During the on site observations I had the chance to attend meetings where the requirements analysis and project managers were discussing and later approving requirements changes requests, thus I rather assume that the second is the most likely interpretation.

In the coordination of activities reason (see Table 7.17(d)), the totality of prime coordination needs are real gaps (11 out of 11). In other words, none of the coordination needs expected when considering the organizational structure were satisfied. Most of these real gaps are within members of the same team. For instance, developers did not coordinate activities with developers (Dev-Dev equal 3) and testers did not coordinate among themselves or with the test leader (Tester-Tester equal 5, TestL-Tester equal 1). This high lack of coordination is surprising since most of the members have cubicles assigned in the same office room than their teammates, and that the development and the test team separately performed daily short meetings aiming to synchronize information and to coordinate work-related activities.
**Actual communication by roles.** I complete the in-depth analysis of requirements-driven coordination patterns and their alignment with coordination needs and with the organizational structure by exploring demographic data about the identified actual communication. I break down the actual communication information presented in Figure 7.7 (second column of each cluster) by roles. Similarly to the gap analysis, each table entry indicates the pair of roles that the pair of members involved in the actual communication played in the project, and the number of actual communication identified for the respective pair of roles across the 4 sets of dependencies. The Ac column indicates the actual communication identified by Cataldo, the Al column indicates the Aligned communication identified by the Role-based measure, and the BCc column indicates the Backchannel communication which is also identified by the Role-based measure. Note that in the Al column I indicate with an ”x” the pair of roles that should not directly coordinate according to the imposed organizational structure. In other words, in the Al column I indicate an ”x” in a table entry that maps the roles \( r_i \) and \( r_j \) when the position \( ij \) of the role-role matrix is equal 0 (refer to Chapter 4 for details).

Table 7.18 reveals that the majority of the actual communication across the 4 reasons (67 out of 83, over four-fifths) is considered backchannel communication according to the Role-based measure. In other words, the majority of the reported actual communication took place between roles that were not expected to directly communicate with each other. There is a balance between three roles as initiators of these occurrences of backchannel communication, as follows: requirements analysts (ReqA) initiated 23 instances of backchannel communication, tester initiated 23 of them, and developers initiated 20 instances. The 1 remaining instance was initiated by the test leader (TestL). However, when I group these roles by team one can see that the test team is predominant (24 out of 67), followed by the requirements analyst team (23 out of 67), and last by the development team (20 out of 67). In contrast to the high amount of backchannel communication, Table 7.18 shows that there are few instances of aligned communication (16 out of 83). Testers were the ones who most initiated aligned communication (10 out of 16), followed by requirements analysts and the test leader (3 instances each role).

More specifically, Table 7.18(a) shows that over nine-tenth (10 out of 11) of the backchannel communication about Requirements negotiation took place between requirements analysts and developers (ReqA-Dev equal 5, Dev-ReqA equal 5), and that the only 2 instances of aligned communication were between a requirements analyst...
Table 7.18: APP’s actual, aligned, and backchannel communication

(a) Requirements negotiation

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>5 x 5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>5 x 5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>1 x 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>13 2 11</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(b) Requirements clarification

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>5 x 5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>1 x 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>5 x 5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>6 x 6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>1 x 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>6 x 6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>5 5 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>31 7 24</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(c) Communication of changes

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>2 x 2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>7 x 7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>2 x 2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>1 x 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>7 x 7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>6 x 6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>5 5 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>1 1 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>1 x 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>33 7 26</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(d) Coordination of activities

<table>
<thead>
<tr>
<th>Roles</th>
<th>Ac</th>
<th>Al</th>
<th>BCc</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReqA-Dev</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-Tester</td>
<td>3 x 3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ReqA-TestL</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-ReqA</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Dev</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-Tester</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dev-TestL</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-ReqA</td>
<td>3 x 3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Dev</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Tester-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-ReqA</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Dev</td>
<td>0 x 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TestL-Tester</td>
<td>0 0 0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>6 0 6</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
and the test leader (ReqA-TestL equal 1, TestL-ReqA equal 1).

A closer look in Table 7.18(b) reveals that the majority of backchannel communication (22 out of 24) about Requirements clarification involved a developer, being this role either the initiator or the target of the conversation. It also shows that the test team went to the requirements analysts to clarify requirements. Two instances of these clarifications (Tester-ReqA equal 1, ReqA-Tester equal 1) are considered backchannel communication, and two of them satisfied coordination needs (TestL-ReqA equal 1, ReqA-TestL equal 1). Testers initiated 5 (out of 7) instances of aligned communication.

In Table 7.18(c) see that over two-thirds (18 out of 26) of the backchannel communication about Communication of changes involves a requirements analyst (ReqA-Dev equal 2, ReqA-Tester equal 7, and their symmetric pairs). The remaining instances of backchannel communication took place between the test and the development teams (TestL-Dev equal 1, Tester-Dev equal 6, Dev-Tester equal 1). Like in the Requirements clarification reason, testers initiated 5 (out of 7) instances of aligned communication.

Table 7.18(d) shows that none of the actual communication instances is aligned with the organization structure in the Coordination of activities reason. Hence, the 6 instances of backchannel communication (Tester-ReqA equal 3, ReqA-Tester equal 3). No other communication related to coordinating activities was reported.

### 7.2.5 Summary of Empirical Insights

In order to highlight the main insights gained in the APP case study, I summarize the insights by research question and measure in Table 7.19. Additional measures to the initial set of measures proposed in the framework are in bold.
Table 7.19: APP’ summary of measures by RDC aspect

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>RCSN visualization</td>
<td>How does the RCSN look like?</td>
<td>Emergent and isolated members</td>
</tr>
<tr>
<td>RCSN size</td>
<td>How many people collaborating?</td>
<td>About 1/3 are emergent</td>
</tr>
<tr>
<td>RCSN density</td>
<td>How tightly-coupled is the RCT?</td>
<td>1/5 of communication took place</td>
</tr>
<tr>
<td>Ties statistics</td>
<td>What kind of interactions?</td>
<td>High cross-sites and cross-teams</td>
</tr>
</tbody>
</table>

### RCSN Structure

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Centralization</td>
<td>Is collaboration centralized around certain members?</td>
<td>Decentralized collaboration</td>
</tr>
<tr>
<td>Core-periphery</td>
<td>Who is at the core of the RCSN?</td>
<td>Requirements analysts and testers</td>
</tr>
<tr>
<td>Ties reciprocity</td>
<td>Do members collaborate in an equal manner with each other?</td>
<td>Low reciprocal communication, high awareness reciprocity</td>
</tr>
<tr>
<td>Clique</td>
<td>Who are the well-connected groups within the RCSN, if any?</td>
<td>One representative of each team</td>
</tr>
</tbody>
</table>

### RCSN Information flow

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Component</td>
<td>Are all members of the RCT connected?</td>
<td>There are disconnected members</td>
</tr>
<tr>
<td>Reachability</td>
<td>To what extent information can be shared with everyone?</td>
<td>Emergent cannot reach others</td>
</tr>
<tr>
<td>Cutpoints</td>
<td>Are there members that if removed would disrupt info flow?</td>
<td>Mainly assigned members except requirements analysts</td>
</tr>
<tr>
<td></td>
<td>Are there members that if removed would disrupt info flow?</td>
<td>Mainly assigned members except requirements analysts</td>
</tr>
<tr>
<td>Degree</td>
<td>Who are the central members?</td>
<td>Mostly testers</td>
</tr>
</tbody>
</table>

### RCSNs Alignment

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alignment</td>
<td>To what extent are social relationships aligned to reqs dep?</td>
<td>Little alignment</td>
</tr>
<tr>
<td></td>
<td>To what extent RCTs follow the organization structure?</td>
<td>Mostly disaligned</td>
</tr>
</tbody>
</table>
7.3 Threats to Validity

Threats to validity are influences that may limit one’s ability to interpret or draw conclusions from the study’s data [106]. Ignoring the threats can lead to the wrong conclusions regarding the validity of the results. For example, a practitioner might assume that the results would apply to his situation where the external validity could indicate problems regarding generalizability [75]. Despite the fact that there are threats to the validity of my multiple empirical case study results, I found initial but nonetheless useful empirical observations regarding requirements-driven collaboration. In this section I present the threats to validity for the two investigated projects and discuss the actions I took to mitigate the potential weaknesses of the empirical study design.

**Construct validity.** I adopted a restricted conceptualization of coordination to construct the social networks. I conceptualized it by the one-to-one interactions established by team members when communicating about the project. Communication is the predominant coordination mechanism investigated in software engineering, but one knows from literature that team members also coordinate by following pre-defined processes [132] which are usually supported by tools. For instance, team members coordinate work by using comments from source code repositories (e.g., [24], [42]) and issues tracking tools (e.g., [43], [52], [136]). During the three months I spent on site I observed that APP and SHIP mostly coordinated using communication media such as e-mail, instant message, and telephone, or by communicating face-to-face. Coordination through communication took place in individual and group levels, when one team member approached each other and group meetings occurred, respectively. I believe that the coordination through pre-defined processes was not predominantly noted for the APP project because the majority of the team members were collocated in the same office building, thus face-to-face communication was facilitated. For the SHIP project, I believe that the team members’ familiarity with the product and source code excused them of using source code versioning or bug tracking tools to coordinate. Based on the observations I believe that the restricted conceptualization of coordination is not detrimental to the study.

In my study I assumed that a single message from a sender (or source) member $S$ was communicated to a receiver (or target) member $R$. However, this may not be the case as in the data collection I only collected information about communication ties
between pairs of people, but not about which exact message they were communicating about. Therefore, a communication path may allow the sending of information by $S$ but does not necessarily imply that the same information was received by $R$. However, I did collect information about the specific reason why communication took place (e.g., communication of changes, requirements clarification) and this indicates that channels that I constructed over those pairs of members were most likely to convey the desired information type.

Team distribution is a concern in the application of social network analysis measures that use the concept of group to calculate the measure outcome. In my study the brokerage measure grouped members per requirement they were assigned to work on (dependee, dependent, both requirements groups). I was unaware of the requirements’ group size limitation at the time I selected the case studies, otherwise I would have aimed for projects that better satisfied this condition.

The conceptualization of awareness in the case studies was limited. Questionnaire questions for three types of awareness were asked regarding the project level instead of being formulated to collect requirements-driven data, which are: general awareness, availability, and familiarity. For example, I asked about familiarity "How closely did you work with this person on your last project together?" instead of asking "How closely did you work on this certain requirement with this person on your last project together?" because I was not interested in past requirements. In fact, there is no past history about actual requirements. Thus, I consider that these awareness types are general to the project, and cannot be customized to provide requirements-oriented information. However, I did constructed project-centric social networks for the three awareness types, and used this overall knowledge to better understand how team members exchange information and share knowledge relevant to coordinate requirements-driven work.

**Reliability.** Specifically in terms of the examination of the alignment between networks (research question 5), the study of socio-technical congruence depends on the conceptualization of the social and technical dimensions, on the context of the project being investigated, and on the data sources available for analysis. I believe that variations from project to project make difficult the replication and comparison of results among different studies. Even though, I share rich details of the empirical case study design aiming to provide insights and inspire others who intend to conduct socio-technical investigation in similar settings. Despite the dependability, I understand
that case studies like mine help to further the understanding of coordination behavior in software teams and contribute to the development of a body of knowledge about requirements-driven collaboration.

**Internal validity.** Social networks are dynamic. Longitudinal studies with multiple data collection points to construct the social networks over time may provide the researcher with valuable indications of changes on coordination patterns. During the observation sessions I noticed well-established practices, such as same communication media were used to contact certain members, meetings and discussions kept the same periodicity throughout the three months, and team members usually consulted same people for help or clarifications. These practices are an indicator that the behavior is likely to be constant or that variations may not present discrepant results for both projects, and the absence of a longitudinal study is potentially not prejudicial. Therefore, I believe that the single data collection point to construct the social networks in this study is acceptable. I believe that the rich contextual data I provide here contributes to minimize the impact of one single data collection point.

The self-reported communication data collected through the questionnaire is another internal validity threat. Despite the awareness that questionnaires are occasionally viewed as unreliable data sources to collect social network data since they are based on the memory and perceptions of the participants [29], the lack of access to any software repository or automatic logs generated by the tools used by the APP and SHIP teams, and the need to collect a large amount of data led me to decide that a questionnaire was the most reliable data collection method to be adopted. The questionnaire was deployed in the beginning of the Testing phase, when all team members were still actively working in the project. The time frame of the questionnaire application may have decreased the chances that team members forgot to report instances of communication but it is dangerous to assume that they did not forget instances. To deal with this threat, I used a limited secondary data collection method to verify the accuracy of the communication questionnaire data. I collected communication data through a work diary, which is an instrument used to record various events that occur during the respondent’s day. I asked each team member of both projects to daily record details of his requirements-related communication in a provided personal diary but unfortunately only a small percentage of the research participants filled out the diary for a significant and sequential set of days. For these members, I compared the frequency of communication and the members that one
communicated with in the both data collection instruments and identified an almost perfect match between responses on both data sets. Consequently, I trust that the self-reported communication questionnaire data is reliable.

On the other hand, questionnaire awareness data used to construct the social networks may have suffered from misunderstandings. Different team members may have interpreted awareness levels in different ways based on their personal perception. In addition, team members may have felt apprehensive of reporting lack of awareness when this could be seen as a sign of work underperformance, especially in offshoring relationships where maintaining business partnerships is very important. To check the accuracy of self-reported awareness data, during interviews I asked team members questions about their overall levels of awareness of what others were doing and about how they become aware of their colleagues. Although this was not a point-to-point verification, interview results indicated that self-reported data were aligned with the members’ awareness perceptions.

Social network analysis is especially sensitive to missing data since models of network structures assume that complete information is available on the relations to be described [20]. A missing answer does not necessarily imply the absence of a social tie. For instance, people may refuse to answer a particular question. In this study, there are two kinds of missing data: from non-respondents and from non-participants. Out of the 21 research participants, only 2 did not reply to the questionnaire, all of them from the APP project. To deal with missing social network data from non-respondents, I used the available-case analysis technique [125] where the missing tie from member B to member A (tie $B - A$) is fulfilled with the value indicated by member A (tie $A - B$). Out of the 59 invited team members, 4 rejected participation, all of them from the US members from the SHIP project. The totality of the members who rejected participation were cited by respondents as people they communicated with or were aware of, thus they were included in the social networks. The non-participants were identified as emergent members to the networks because although they were allocated to work in the projects they were not assigned to work on the set of dependent requirements covered in my study. Thus, since non-participants are emergent members I did not replace their missing data. Their participation on the network was not expected in the first place, thus I believe that using the available-case analysis technique (or any other technique) would mislead the networks collaboration behavior.
**External validity.** I investigated two projects only. This limitation constrains the generalizability of the empirical case studies insights but it does not stop me of contributing to scientific development by accumulating knowledge about the requirements-driven collaboration topic and in the socio-technical congruence field of study. To minimize the impact of this limitation, I selected projects with distinct characteristics, such as group size (14 members in SHIP and 45 members in APP) and physical dispersion among team members (SHIP is distributed between the US and Brazil, and APP is collocated in a single country (Brazil), except business partners are located in the US, but the Brazilian team is distributed in three different buildings about 5-10 minutes away from each other). Both projects are responsible for the maintenance of legacy products. This characteristic may limit the results to maintenance projects only. To eliminate this dependency to the type of project, I plan to conduct a similar case study in a near future in new software development projects. Refer to the next section for details.

Another limitation towards generalizability is the small number of requirements in each dependency set investigated in each project. The mean of requirements in each set is 2.5 in both projects. A large number of requirements by set may change collaboration behavior of the requirements-centric teams. The number of dependent requirement sets was also small for both projects. Even though 18 requirements were identified in SHIP and 20 in APP, only 6 and 5 requirements, respectively, were involved in the set of dependencies identified. This small number have limited the examination of requirements-driven collaboration in each project as a whole to interactions that took place around these dependent requirements. I believe that the fact that most of the project members are involved somehow with the requirements-centric social networks (either as an assigned or as an emergent member), individual team member behaviors were captured minimizing the impact of the requirements representativeness. I could not anticipate the number of requirements by dependency set or the number of requirements dependencies prior to the data collection phase, otherwise I would have aimed for projects with a higher number of requirements per requirement sets and of dependency sets itself. However, I believe that these small samples do not compromise the validity of the empirical insights since the main goal of the empirical study was to illustrate the applicability of the framework itself.
Chapter 8

Revisiting the Research Questions

The goal of this research was two-fold. First, to develop an approach to examine requirements-driven collaboration in which a set of techniques to perform the examination of communication and fleeting knowledge underlying collaboration driven by requirements is part of the approach. Second, to further the understanding of requirements-driven collaboration by empirically examining communication and fleeting knowledge in the coordination necessary to the development of requirements in industrial projects. To meet this research goal I have answered the formulated research questions. In this chapter I discuss my answers to these questions.

8.1 A Framework to the Study of Requirements-Driven Collaboration

Research question 1 asked "How can one investigate requirements-driven collaboration?". This question has been answered by the development of the framework for studying requirements-driven collaboration. The development of the framework was seeded in literature review, and developed incrementally through its application to the design of the field studies. More specifically, it was inspired in the work of Cataldo et al.[24], and Erhlich and Chang [48] which uses social network theory to investigate collaboration behavior in software development teams. The incremental development process that followed was based in empirically-informed insights obtained through the framework application in a multiple case study of requirements-driven collaboration.

The framework proposes an approach that uses concepts and measures from social network analysis to obtain insights about the communication and fleeting knowl-
edge patterns of those involved in requirements-driven collaboration. The approach is based on the concept of a requirements-centric team, which is a cross-functional group whose members’ work activities are related to one or more interrelated requirements, as well as downstream artifacts such as design, code and tests. The requirements-centric team concept also applies to non-functional requirements, although their definition may be more lose and abstract in terms of who is involved with them. In the investigated cases there was no non-functional requirements, thus this is one assumption that has to be examined for applicability.

To analyze the collaboration within RCTs, a requirements-centric social network was defined. A requirements-centric social network is a social network [135] that represents the members (also called actors) and relationships (also called ties) in a requirements-centric team. The actors in a requirements-centric social network are among the members of the requirements-centric team, and the ties in the network are representations of different relationships during these members collaboration.

The framework also consists of a number of measures from social network analysis defined as mechanisms to explore requirements-driven collaboration. An initial set of measures was defined based in literature review. More social network analysis measures were incrementally selected and added to the initial set of measures as the empirical investigation of requirements-driven collaboration in the multiple exploratory case study progressed. The selection of these additional measures was based on a thorough decision process. More finer-grain questions within each posed research questions were raised as a result of the incremental data analysis and the findings review process with the team members. The need to identify which measure would answer each of the raised finer-grain questions led me to further knowledge about social network analysis and to select additional measures. The final list of measures that compose the framework is presented in Table 8.1. The complete version of the framework is found in Appendix D.

In its current structure, the framework provides sufficient flexibility to be extended in terms of additional social network analysis measures and of requirements-driven collaboration aspects to be investigated. The framework adoption by researchers and practitioners has to be followed by the interpretation of the results based on contextual information or demographic data about the requirements and team members. This kind of interpretation is inherent and required in the analysis of social networks [117].
Table 8.1: Final list of measures that compose the framework to study requirements-driven collaboration

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>RCSN visualization</td>
<td>How does the RCSN look like?</td>
<td>Overall RDC insights</td>
</tr>
<tr>
<td>RCSN size</td>
<td>How many people are collaborating?</td>
<td>Number of members</td>
</tr>
<tr>
<td>RCSN density</td>
<td>How tightly-coupled is the RCT?</td>
<td>Cohesion</td>
</tr>
<tr>
<td>Ties statistics</td>
<td>What kind of interactions are present?</td>
<td>Patterns of collaboration</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Centralization</td>
<td>Is collaboration centralized around certain members?</td>
<td>Knowledge distribution</td>
</tr>
<tr>
<td>Core-periphery</td>
<td>Who is at the core of the RCSN?</td>
<td>Key members</td>
</tr>
<tr>
<td>Ties reciprocity</td>
<td>Do members collaborate in a equal manner with each other?</td>
<td>Reciprocal collaboration</td>
</tr>
<tr>
<td>Clique</td>
<td>Who are the well-connected groups within the RCSN?</td>
<td>Key members</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Component</td>
<td>Are all members of the RCT connected?</td>
<td>Extent of network division</td>
</tr>
<tr>
<td>Reachability</td>
<td>To what extent information can be shared with everyone?</td>
<td>Ability to reach all members</td>
</tr>
<tr>
<td>Cutpoints</td>
<td>Are there members that if removed would disrupt info flow?</td>
<td>Crucial members</td>
</tr>
<tr>
<td>Degree</td>
<td>Who are the central members?</td>
<td>Most active members</td>
</tr>
<tr>
<td>Brokerage</td>
<td>Who are the mediators of information?</td>
<td>Communication brokers</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Measure</th>
<th>Question</th>
<th>Empirically-informed insight</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alignment</td>
<td>To what extent are social relationships aligned reqs dep?</td>
<td>Ability to coordinate aligned</td>
</tr>
<tr>
<td></td>
<td>To what extent RCTs follow the organization structure?</td>
<td>with requirements dependencies</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Coordination behavior aligned</td>
</tr>
<tr>
<td></td>
<td></td>
<td>organization structure</td>
</tr>
</tbody>
</table>
8.2 Characteristics of Communication and Fleeting Knowledge in RDC

Research question 2 asked "What are typical characteristics of communication and fleeting knowledge networks established during collaboration driven by requirements?". This question has been answered by empirically examining the communication and the fleeting knowledge RCSNs in requirements-driven collaboration. To examine the communication and fleeting knowledge RCSNs, I have applied the framework to two industrial projects. Requirements-centric social networks were constructed for each set of requirements dependency. By analyzing each RCSNs, I have identified a number of patterns discussed below.

Communication-RCSNs vary in membership and amount of communication exchanged between their members. These networks also have isolated members who did not collaborate with others. In order to develop a broad understanding of requirements-driven collaboration patterns in each project, I visually displayed each of the communication requirements-centric social network. This visual representation is called a sociogram. By inspecting the sociograms I found that the amount of communication and people involved in each network varied per topic discussed. People who were not assigned to work on the requirements were consulted by assigned members, indicating a dynamic aspect of collaboration driven by requirements. Interestingly, members who were assigned to work on the requirements were found isolated from any other requirements-centric team member. Isolated members were more frequent in the APP project, suggesting that these members did not collaborate in a one-to-one manner with others working on the same requirements. The fact that these members were new hires to the company and new to the project brings implications for collaboration among new teams. As people develop a relationship and trust each other, it is common for them to contact colleagues for asking for help or clarifications. It is common to familiar members to exchange information during informal meetings, such as a talk down the corridor or in the cafeteria. When new members do not know who has expertise on each area, or who is doing what in the project, they may not know who to go to for help or clarifications. Then, these people may feel disconnected to the team or even be left out discussions for lack of attention of more senior members. Awareness of the isolation of newcomers may flag managers to develop strategies to insert these recently hired members in a faster and more
effective way in the team.

**Communication-RCSNs are dynamic, and included important cross-site and cross-team interactions.** By calculating the number of members in each network and identifying statistics about the ties I found that there were more people collaborating during the development of each dependent requirements than was originally planned, and on average over one third of interactions in the team across the reasons of communication were with emergent team members. Whereas a previous study of one distributed team by my research lab colleagues [39] has identified that teams working on same requirements are dynamic, here I bring evidence that suggests that teams working on dependent requirements follow the same pattern. These members emerged mainly because they are collaborators of the project who are not assigned to work in development tasks, such as the logistic manager who belongs to the SHIP IT team associated with one of the ORG’s manufacturing plant unit. Among the emergent members there is also people who have worked in the past in the project. These former team members still support the current team when necessary. For example, a former US development leader provides technical support about the project architecture or about component interfaces with other systems when invited by the current development leaders. Interestingly, although there are emergent members, isolated people were identified through the inspection of the RCSNs sociogram. These isolated people were in fact assigned to work on the requirements but for some reason they did not report communicating in a one-to-one manner with colleagues. However, in my visit on site I did attend meetings where these isolated members were sitting together with the remaining of the team meaning that they collaborated somehow to the discussions and the development of the requirements.

**Requirements clarification (RC) and communication of changes (CC) were the most-often discussed topics among requirements-centric team members.** For each project, the most-often-reported interaction between assigned members by communication-RCSN was about requirements clarification. In the SHIP project, most of the requirements clarification interactions were initiated by members of the test team because of their concern of clearly comprehending the project requirements in order to ensure that the team was correctly validating and verifying the product against the requirements specifications. In the APP project, mostly testers requested to the requirements analysts clarifications about the requirements.
These fine-grained results are empirical evidence that testers need support from the remaining of the team to understand the project requirements and more efficiently perform their tasks. Approaches such as test-driven development [11], where a requirement has to be clearly understood before the test case is written, can be adopted to impose the comprehension of the requirement before the development cycle starts. This strategy will likely bring the test team closer to the requirements definition phase where an early understanding of the requirements may diminish the need for clarification requests. Preliminary studies of teams who followed the test-driven development approach shown that these teams were more productive than those who write test cases after the code has been developed [51].

In addition, the most frequent interaction with emergent members was about communication of changes. Although changes consisted of such a large proportion of both intra-site and cross-site communications, 62.5% of the respondents believed that they did not receive requirements in a timely fashion. This highlights an area in which improved change awareness, by increasing its timeliness, may have a strong effect on collaboration. Future research should pursue the development of improved methods for communication of changes, both to improve the timeliness of change notifications and to reduce the communication overhead required to make team members aware of every change.

**Awareness-RCSNs are also dynamic in terms of membership, and included important cross-site and cross-team interactions.** Team members were aware of members who were not assigned to work on the requirements. Interestingly, for the SHIP project, most of the emergent people that members were aware of are located in the US office. This suggests that the ability of the SHIP’s team members of staying aware of colleagues was not affected by distance. SHIP is a mature team in terms of the expertise on the product and in working together. The team has been developing working practices together for over three years, and each and every member in Brazil have had the change to travel to meet the US teammates. This accumulated experience is likely to have helped the team to maintain awareness even of those in remote locations. Surprisingly, APP’s team was also aware of emergent members characterizing dynamic awareness-RCSNs. This team was new to the applications and members were not familiar with each other. Physical proximity may have helped the members to maintain awareness of colleagues. For both projects a large amount of cross-sites and cross-teams awareness was reported, indicating that team members
have knowledge of what colleagues working on different locations and teams are doing that is related to one’s work. The teams maintained awareness beyond geographical and organizational boundaries.

In addition, it was also observed that on average awareness networks are denser than communication networks, meaning that at that given time in the project team members of both projects were using other means to maintain awareness than communication. About one-third of team members of each project reported in the questionnaire that they maintain awareness of what others are doing that is related to their work through task assignments or project documentation. Changes may affect the ability of maintaining up-to-date awareness through these means since at ORG tasks are assigned once a week and documentation has to be formally approved before changes are announced to the team.

**Requirements-centric teams did not communicate in their full capacity or did not stay aware of each other colleague working in the dependent requirements.** When I examined the amount of communication within each RCSN (density) I found that in SHIP, on average, less than one-fourth of the communication load that the requirements-centric teams could handle in fact took place. Densities increased when I removed the emergent members suggesting that team members assigned to work on the requirements communicated more with each other than when considering the emergent members. It is difficult to conclude whether this amount of communication was optimal or deficient, but since the project succeeded by deploying the requirements on time and on budget, I would assume that it is safe to claim that this amount of communication was sufficient. In APP this pattern is repeated. About one-fourth of the communication that could have taken place in fact took place. However, in APP the weekly and daily meeting mechanisms may have diminished the team’s need to communicate in a one-to-one manner.

The same pattern was found when I examined the density of the awareness-RCSN networks. Team members are aware of most of their colleagues when emergent members are ignored. This finding with respect to awareness in RCSNs also have important implications for requirements-centric collaboration and design of collaborative systems. A team member generally knew who else was working on the same dependent requirements, regardless of geographical location. This was somehow surprising, given the RCSNs dynamic nature, and the significant number of emergent relationships in these networks. In SHIP, the potential lack of impact of distance on the collaboration
within these dynamic RCSNs may have been eliminated or minimized by the team expertise on the product and experience working together as discussed above. In APP, not only the physical proximity but also the frequent periodic group meetings may have collaborated for the team members to maintain awareness of colleagues.

<table>
<thead>
<tr>
<th>Finding</th>
<th>SHIP</th>
<th>APP</th>
</tr>
</thead>
<tbody>
<tr>
<td>Emergent members are present</td>
<td>Many</td>
<td>Many</td>
</tr>
<tr>
<td>Isolated members are present</td>
<td>Very few</td>
<td>Many</td>
</tr>
<tr>
<td>Variation on amount of communication</td>
<td>Low</td>
<td>Mid</td>
</tr>
<tr>
<td>Dynamic RCSNs</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>RC and CC are the most discussed reasons</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Cross-sites communication is predominant</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Cross-teams communication is predominant</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Cross-sites awareness is predominant</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Cross-teams awareness is predominant</td>
<td>No</td>
<td>Yes</td>
</tr>
</tbody>
</table>

Table 8.2 summarizes the main insights gained about the characterization of the RCSNs per project.

8.3 Communication and Fleeting Knowledge Network Structures in RDC

Research question 3 asked "What structures do communication and fleeting knowledge networks have in requirements-driven collaboration?". This question has also been answered by empirically examining the structure of each of the communication-and the awareness-RCSNs in the two industrial projects.

Knowledge distribution is not concentrated in the hands of few members, as well as current awareness is not a privilege of few members. By calculating the RCSN centralization index I found that SHIP has more decentralized network structures where more team members are involved in exchanging information with each other. The power of knowledge distribution is not in the hands of few members, which diminishes the risks of having communication breakdowns because of information overload. This finding supports previous understanding that requirements-centric teams composed of cross-functional roles bring different knowledge about the requirement, and thus contribute to the project development as a
whole. The awareness-RCSNs follow the same pattern. The ability to stay aware of others is not concentrated in the hands of few members suggesting that this team is well informed of what is going on in the project that may affect each other. When the distribution of updates and changes is not concentrated in few people the tendency is that the team will be less affected or disturbed by the sudden absence of a colleague.

The network structures for the APP project follow the same pattern. They are more decentralized for the communication networks and very decentralized for the awareness networks. This finding contradicts the organization design imposed by APP’s senior management. They created a structure intended to centralize distribution of information and control awareness of decisions made on the hands of the project leaders, being them the requirements analyst leader, the 5 development leaders, and the test leader. Later, the Role-based socio-technical congruence measure showed the extend of misalignment between actual coordination behavior and the organization structure.

Communication and awareness are centered in key members according to the team expertise characteristics. I found that a structure of a core and a surrounding periphery is not predominant in the SHIP communication requirements-centric social networks, meaning that information exchange is not focused in few members. However, for the coordination of activities networks with a strong indication of a core-periphery structure I found that the core is composed of the development leaders and two senior developers, one from Brazil and one located in the US. These members have not only expertise on the product but they were also closely controlling the tasks allocation and dependencies with external partners aiming to avoid rework or breakdowns. Although the awareness networks were found with a more strong indication of a core-periphery structure, the peripheral members are in totality emergent members. These emergent people were not expected to be aware of their colleagues since they were not assigned to work on the requirements. Thus, it is likely that the awareness networks do not have a core-periphery structure, supporting the centralization results. Once again, this finding indicates that SHIP is a team that has a more flat structure supporting the members collaboration.

In contrast to the SHIP project, in APP a strong core-periphery structure is predominant for both the communication and the awareness networks. The core of the networks was formed mainly by requirements analysts and testers, which is explained by the need members had to get familiar with the project.
The low amount of reciprocal collaboration driven by requirements did not stopped the teams to delivering the project on time and as expected by the customers. The low reciprocity indexes suggest that information is not mutually exchanged in the requirements-centric social networks. However, a more finer-grain analysis of which pair of members are involved in reciprocal communication based on visual inspection of the sociograms revealed that assigned members are to a certain extent engaged in reciprocal relationships. This finding brings implications for knowledge sharing and information exchange processes. Previous research has found that team members are more likely to share knowledge when engaged in reciprocal relationships [45]. Thus, it is imperial that organization structures and managers support the establishment of reciprocal relationships between team members by facilitating accessibility and availability of colleagues, specially remote members.

More specifically, in SHIP I found that there are more pairs of reciprocal communication interactions across the networks than pairs of team members who got involved in reciprocal relationships. This indicates that despite the low indexes of reciprocity, when communication takes place it is likely it will be returned back by who is receiving it. More specifically, I found that communication of changes is the reason that most have reciprocal ties, suggesting that when a team member notified a colleague of a change the colleague communicated back. This equality in exchanging information indicates that team members do collaborate in propagating notifications of changes, and implies that the team mobilize itself together to take actions to address these changes.

In the APP project, although there is no patterns across all networks, the Requirements negotiation and the Requirements clarification networks have higher indexes indicating that more people got involved in reciprocal communication and more of the actual communications are reciprocal. On the other hand, the Communication of changes and Coordination of activities networks have lower indexes, indicating that changes were mostly communicated and no reply was provided back, and that activities were coordinated in a more directed way, for instance, from the leaders to the developers and testers, than discussed between the involved parts. Since the senior management intentionally designed the team in a way that leaders would be in charge of leading the development activities, this result supports that the team acted as expected for these two types of communication. Despite both project have low reciprocity indexes, they delivered the new version of the products on time and attended the scope agreed with the customers. This suggests that reciprocal collaboration is
not premise for successful requirements-driven collaboration.

**Fully connected informal subgroups within the networks are formed according to the team expertise characteristics.** In SHIP, the many weak cliques found revealed that people group together corresponding to the topic of discussion. For example, in the requirements negotiation reason cliques are formed by the development leaders, the test leader, and the project manager. They more intensively discuss which requirements should be part of the project scope than other members. This pattern is associated with the pre-defined roles and responsibilities established in the project, and indicates that the team closely behaves in alignment with the organization structure.

The APP networks are characterized by few cliques. When cliques were found, they were composed by a requirements analyst (ReqAn), a developer, and a tester for the Requirements clarification networks. This pattern reflects what I had the change to observe while visiting the team on site: testers would walk to the developer desk to ask for clarification, and they would walk together to the requirements analyst office to discuss the requirement. Since developers spent three months working on reverse engineering to document the applications that APP was developing in the investigated project release, it was natural for the unfamiliar testers to seek for the developers’ help to learn about the requirements. The Communication of changes cliques are formed by a developer and two testers. This finding would be somehow intriguing if I have no knowledge of the project context. One would expect that requirements analysts are involved on these cliques because they were very active in negotiating requirements changes and communicating them to the project managers and developers. However, the enforced organization structure assigned to the developer leaders the responsibility of notifying changes to their teammates. It is likely that these notifications took place in group meetings and then the developers forward this information in person to the testers. In fact I had the change to observe three episodes where this was the flow of information exchange about changes to requirements.

Table 8.3 summarizes the main insights gained about the structures of the RCSNs per project.
### Table 8.3: Summary of findings about RCSNs structures by project

<table>
<thead>
<tr>
<th>Finding</th>
<th>SHIP</th>
<th>APP</th>
</tr>
</thead>
<tbody>
<tr>
<td>Communication structure</td>
<td>Decentralized</td>
<td>Decentralized</td>
</tr>
<tr>
<td>Awareness structure</td>
<td>Decentralized</td>
<td>Decentralized</td>
</tr>
<tr>
<td>Core-periphery structure</td>
<td>Absent</td>
<td>Present</td>
</tr>
<tr>
<td>Core members are ...</td>
<td>US Dev leader</td>
<td>ReqAn, Testers</td>
</tr>
<tr>
<td>Reciprocal ties are present</td>
<td>Not predominant</td>
<td>Not predominant</td>
</tr>
<tr>
<td>Cliques are present</td>
<td>Many</td>
<td>Few</td>
</tr>
<tr>
<td>Cliques are formed among ...</td>
<td>Leaders and devs</td>
<td>Team representatives</td>
</tr>
</tbody>
</table>

### 8.4 Information Flow Patterns in RDC

**Research question 4** asked "How do team members exchange information and share knowledge relevant to performing work driven by requirements? In other words, how does information flow within a requirements-centric social network?". This question has been answered by empirically examining the communication-RCSNs.

**Information cannot be propagated to all team members. More specifically, developers are the predominant members that others cannot reach.** In the SHIP project, most of the communication-RCSNs are connected, all the majority of the team members could communicate with each other. Although the strong component test yielded multiple components when the direction of the ties were considered, most of the members that cannot reach others are the emergent members. This finding is not surprising since most of the emergent members did not have the chance to report back about their communication interactions with colleagues. In contrast, the communication-RCSNs for the APP project are mainly disconnected. There are isolated members who did not communicate with others. The majority of these members are developers who were assigned to work on the requirements. I observed these members collaborating with colleagues during my visit on site. Thus, it is possible that these members only did not participate in one-to-one communication interactions. Despite the reason, this finding brings to the attention of managers that newcomers may not get engaged in individual conversation as expected for developing their tasks.

**Development team members were the people who most shared knowledge, and leaders were the members most sought by others.** The degree centrality
measure identified that development team members where the members who most shared knowledge, and leaders were the members most sought by others in the SHIP project. More specifically, the US development leader and an US senior developer were the ones who most communicated with others. These members are the two people who are longer working for SHIP, and have direct access to the business partners. Interestingly, they were not assigned to work on both requirements, suggesting that expertise on the product and familiarity with others was what made them so active in the project and not the fact that they worked in implementing both requirements in the dependency sets. In the APP project, testers were the most predominant members sharing information with others. This result is somehow surprising since the developers were the ones who had spent more time working in the applications to learn about them through the reverse engineering activity, and were expected to be the experts on the project.

**Development leaders and testers may disrupt exchange of information necessary for requirements-driven collaboration if removed from the teams.**

In the SHIP project, the cutpoint measure revealed that AC, the US development leader, is a cutpoint for each of the communication networks. This indicates that AC is a crucial member in the project regarding any topic and focus of discussion. She plays not only the development leader, but she is also the most knowledgeable members currently assigned to work on the project. She supports the project leader and acts as the focal point with business partners. The project depends on her. On the other hand, in APP testers are the predominant cutpoints for the communication networks. This is a surprising finding since testers were mostly involved with testing activities and rarely got involved in supporting other roles in defining requirements or managing the project. However, most of the communication-RCSNs have a cutset, indicating that it is necessary to remove more than one member to disrupt the exchange of information among the requirements-centric team members.

By using the customized brokerage measure that I proposed, I found the presence of brokers in the SHIP’s communication-RCSNs. Their presence in any of these networks indicates the existence of pairs across two dependent requirement networks that do not communicate directly and for which the information flow was mediated. In the context of requirements engineering, this indicates that those members whose communication was brokered did not use and possible had no direct way of communicating requirements information. Misunderstandings or information loss could occur
in these mediated interactions. I have also found interesting patterns of members brokering information between a pair of colleagues. I discuss these patterns here.

**Brokerage is predominant in certain reasons of communication.** Brokers of information flow were identified in eighteen out of the twenty-five RDSNs I investigated. A pattern that emerged is that the majority is concentrated in the first three requirement pairs and is almost evenly distributed over only three types of communication: Communication of changes, Coordination of activities and Requirements clarification.

When these findings are considered in the context of requirements engineering, they can be explained by the nature of interaction inherent in these communication types. Most project members are involved in communicating changes, coordinating activities, and clarifying requirements on a daily basis. In contrast, the activities of Requirements negotiations may be less frequent and also only involve certain members. ORGs guidelines require that team leaders negotiate requirements with business partners, and thus requirements negotiations should happen outside the development team and brokerage happens with the business liaison.

Further, the five networks without brokers are not equally distributed but mostly located with dependency $D_4$. This finding can be explained by the fact that all team members in $D_4$ are part of both teams and I studied only brokerage in which at least one member is in only one requirement network.

**Does distance really matter?** Perhaps the most interesting and surprising pattern is that the most frequently identified broker in all configurations is located in the US (AC, development leader). One would not be surprised that AC mostly communicated across distances given that ten out of fourteen project members are in Brazil, and because she played a key role in the project, as a development leader. Given that geographical distribution introduces significant communication problems [68], and that maintaining relationships across distances is known to be difficult [48], one would expect that for more efficient communication she would have appointed or collaborated with a Brazilian-based project member or leader.

Surprisingly, that was not the case. AC was not only communicating actively with the distanced members but was a broker for all communication types among Brazilians. I would have expected to see this pattern with a Brazilian-based project member. Particularly interesting is that she was a consultant in two cases, despite the
distance from Brazilian members. This can be explained by the familiarity of members with AC given her role, and corroborates with prior evidence that familiarity has a positive influence on communication patterns [48]. Other factors that could explain this effect are knowledge and experience in the project, as discussed next.

This finding implies that organizations planning to establish a remote team with requirements-driven technical dependencies could mitigate the effect of distance by ensuring that the remote team includes experienced team members.

**Knowledge and experience as determinants for brokerage.** Additional contextual project information reveals other factors that relate to brokerage. Allocated to three out of project eighteen requirements, AC was part of four of the five pairs of dependent requirements. I believe that her knowledge and experience is a strong determinant for her broker role in most networks. AC has been a development leader at ORG for more than seven years. She not only acquired extensive knowledge of the project in her role as coordinator of negotiation activities with the business partners, but ORG also has the practice of copying development leaders on all project-related email communication. Her profile fits what has been referred to as a specialist role and leads her to become a broker in the team’s communication. Her ability to act as a broker of communication with the distanced members is an example of a group structure in which active communication counteracts the effect of knowledge pockets in organizations.

**Brokers as gatekeepers of information.** When particular configurations of brokerage were considered, special types of brokers emerged that mediated the flow between interdependent networks. This corroborates with the literature on the role of gatekeepers in coordination processes of interdependent work teams [44] [67].

In the context of requirements engineering, brokers who act as information flow agents between two dependent requirements networks emerge as gatekeepers in processes of requirements change management. For example, a broker from the dependee network that mediates outgoing information to the dependent network is in a position to control the flow between those who need to send the change information to those who need to receive it because their work is affected by the change and need to effectively coordinate. Similarly, brokers from dependent network that mediate incoming information into the dependent network will be in a position to control the receiving of change information and thus affect the ways in which those in the dependent
network can react to change.

Two interesting patterns of outgoing and incoming brokerage emerged. First, as expected, most brokers of information flow are those members who are related to both requirements. On the one hand these people have most knowledge about people and their work in both networks. In the context of requirements management processes, these brokers would be in a better position to know who in the dependent network needs to receive the change information when sent from the dependee network. On the other hand, in the SHIP project most project members in the RCSNs were related to both requirements. This results in a higher chance that brokers are located in the intersection of two requirement networks.

Second, one would expect that most frequent configurations that needed brokerage would be those in which the sender and receiver of information work in different requirements and the broker would be located at the intersection of the two networks. However, the most frequently observed brokerage was for the communication between a member in only one requirement and a member working on both requirements (e.g., brokers $b_5$ and $b_8$ in Table 6.16). This is surprising, given that in all these cases the members’ work assignment to the same requirements would imply direct communication not mediated through brokers.

Table 8.4: Summary of findings about information flow within RCSNs by project

<table>
<thead>
<tr>
<th>Finding</th>
<th>SHIP</th>
<th>APP</th>
</tr>
</thead>
<tbody>
<tr>
<td>RCSN is disconnected</td>
<td>Little</td>
<td>Largely</td>
</tr>
<tr>
<td>Members can be reached</td>
<td>Most of them</td>
<td>Few</td>
</tr>
<tr>
<td>Members that cannot be reached</td>
<td>Emergent</td>
<td>Developers</td>
</tr>
<tr>
<td>Info flow may break if a person is removed</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Info flow disruption may be caused by ...</td>
<td>US dev lead</td>
<td>Testers</td>
</tr>
<tr>
<td>Most communicated with others</td>
<td>Dev lead</td>
<td>Tester</td>
</tr>
<tr>
<td>Most received information from others</td>
<td>Leaders</td>
<td>Leaders</td>
</tr>
<tr>
<td>Member more aware of others</td>
<td>BR Dev lead</td>
<td>Tester</td>
</tr>
<tr>
<td>Member who others are most aware of</td>
<td>Dev leads</td>
<td>Tester</td>
</tr>
<tr>
<td>Brokers are present</td>
<td>Yes</td>
<td>–</td>
</tr>
</tbody>
</table>
8.5 Alignment among Coordination Needs, Actual Coordination, and Organization Structure in RDC

Research question 5 asked "To what extent requirements-driven collaboration patterns aligned with coordination needs informed by requirements dependencies? Moreover, to what extent do requirements-driven collaboration patterns follow the organizational structure?". This question has been answered by empirically examining the communication-RCSNs (called AC, short for actual communication) and the coordination needs (CN) established by the requirements dependencies in each project. I used the socio-technical congruence measure proposed by Cataldo as well as the Role-based measure proposed in this research to analyze the networks. The Role-based measure extends Cataldo’s socio-technical congruence measure in the sense that communication channels imposed through the organizational structure are taken into account to describe coordination behavior using a requirements lens. Results of the Role-based measure revealed patterns of collaboration in a more finer-grain detail than Cataldo’ socio-technical congruence measure can bring to light. Below I discuss each of these patterns.

Backchannel communication does take place in requirements-driven collaboration. Backchannel communication (BCc) is information that flows in misalignment with the prescribed organizational structure. Usually team members establish "behind-the-scenes" communication to overcome obstacles imposed by the organization to the movement of information or to faster obtain information necessary to accomplish their tasks [55]. I found that backchannel communication does take place in requirements-driven collaboration (see Actual numbers in the third cluster of columns in Figure 7.7 and Figure 6.7), and that it happens in different degrees. For instance, results showed that in APP over four-fifths of the reported actual communication is backchannel communication. In contrast, results revealed that backchannel communication in SHIP represents less than one-fifth of the actual communication.

The amount of backchannel communication is an indication of the extent that coordination activities are aligned with the organizational structure. A high amount may be a symptom of an organization structure that does not support collaboration among team members throughout the project life-cycle, while a low amount may
attest that actual coordination is in line with the management vision of how collaboration should take place. However, the few backchannel instances suggest that there is still need for members to contact colleagues playing roles they should not have direct access to.

In APP, senior management split the team into four small groups by business area that each set of applications attends and defined an organization structure centralized on the leaders of each team in order to maintain control and to minimize the impact of the team’s lack of expertise on the applications. Maintenance ownership of APP portfolio had recently been transferred to Brazil, and senior management wanted to ensure that the headquarter was going to be satisfied with the quality of work offered by the Brazilian team. The high amount of backchannel communication identified by the Role-based measure reveals that requirements-driven collaboration did not take place as envisioned by APP senior management.

In contrast, the low amount of backchannel communication reflects SHIP’s decentralized organization structure where developers and testers can directly coordinate with each other. Three-quarters of these communication refers to 2 (out of 5) sets of dependencies that have in common the requirement $SHIP−R_5$. This suggests that this requirement was problematic and that it affected the team’s coordination abilities, leading members to disrespect the organization structure to more effectively coordinate work related to requirement $SHIP−R_5$.

**Test team is predominant in initiating backchannel communication.** Testing is an important activity in software development, which provides an independent evaluation of the quality of the software and assesses whether the software meets the stakeholders needs. Although testing activities can start at any time in the development process, it is highly dependent on the definition and approval of the project requirements. Testers need to understand the requirements specifications to write and execute test cases. To ensure that testers develop this understanding without bias, current culture in software development is to separate testing from the development team. Despite any organizational separation, traditionally testers consult with requirements analysts to clarify requirements and seek support from developers to better comprehend the software architecture and then define testing strategies and test cases scenarios.

The test team is slightly predominant in initiating backchannel communication in both projects. In APP, testers only have access to outside members of their team
through the test leader which was overallocated. She was responsible not only for defining the test strategy but also for training the testers in the use of the tools adopted by ORG to execute test cases and to manage testing resources. Although the testing team followed the practice of shortly meet daily to report progress status and to share any important information related to test activities, I observed that testers needed to closely work with people who could support them in understanding the applications and the project requirements. Hence, their initiatives of seeking help from developers and requirements analysts.

In contrast, SHIP’s structure allows testers to directly coordinate with developers. Although this flexibility in relation to APP, most of the backchannel communication were initiated by the test leader and targeted developers, and were about the sets of dependencies that have the problematic requirement $SHIP-R_5$ in common. I observed that the test leader was very active during the technical group meetings with the development team or the management meetings with the project manager, development leaders, and business representatives. She frequently summarized the action plans and questioned colleagues about decisions made. By asking them to explicitly express the rational followed to made decisions she frequently identified that members of her team were not clear about the requirements or that there were misunderstandings about which data set to use to execute test cases. This strong behavior and sense of responsibility probably led her to seek development teammates to help her team to get work done. In addition, although she has been working in the APP team for about 2 years she was new to the leadership position. This was her first release as test leader and she was receiving intense support from the former test leader, who was also Brazilian, and from her testing manager in US, also a former test leader for APP. The responsibilities that come along with the leadership of a critical application of ORG’s shipping business process likely reinforced her will to ensure that her team had all the information it needed to work. Even if it meant sometimes disregard the organization structure to acquire the needed information.

**Team dispersion did not stop members of establishing backchannel communication.** Results in Table 7.18 show that about one-third of APP’s backchannel communication was initiated by the test team, and took place with outside team members. The test team was physically separated from requirements analysts and developers. This isolation was designed on purpose to avoid bias from others when defining test strategies and test cases scenarios. Despite the short distance, testers
walked about about 150 meters (or about 5-10 minutes), walked two floors up, and went through a strict security checking protocol to reach their colleagues in the neighbor building to communicate face-to-face. Past research (e.g., [8], [84], [77]) has shown that 30 meters of physical distance is enough to reduce daily contact, awareness of colleagues, and most important, frequency of informal communication, thus decreasing collaboration activity. In addition to being distant enough from each other, testers were new hires and contractors. Hence, the test team had no previous knowledge about their colleagues or working practices at ORG. Despite this lack of awareness, they were informed that developers conducted a in-depth reverse engineering activity to learn about the applications, and that requirements analysts were the people responsible for specifying and managing the requirements. The need for information potentially drove the test team to overcome the short but disruptive physical distance and establish informal communication, contradicting previous research.

Distance also did not stop SHIP’s team members of establishing backchannel communication. Most of the backchannel requirements negotiation (RN) and notifications of changes communication (CC) was initiated by team members located in the US headquarter office and targeted members placed in Brazil. Since SHIP team was working together for approximately 3 years and adopt the practice of sending newcomers to work for a while with people in the US headquarters, all members have had the chance to met face-to-face at least once. These face-to-face working sessions helped members to build trust on each other and integrated the team in a way that language and culture barriers were minimized. Therefore, whenever an American team member needed to coordinate work with a Brazilian (or vice-versa) he did not hesitate in contacting his remote colleague and went ahead to avoid down time or rework.

In maintenance projects, technical information about the product is relevant during the negotiation of requirements phase and contributes to the definition of the project scope. Despite APP’s process definition that requirements must be negotiated among business partners, project managers, and requirements analysts, and that development leaders and the test leader can be invited when necessary, results in Table 7.18(a) reveal that developers got involved in deciding the project scope. Since the team was new to the product, during the requirements negotiation requirements analysts invited developers to provided technical information that would help them and the project managers to estimate the time and the effort
necessary to implement some requirements. The scope of APP releases consists of as many requirements as it is possible to implement and deliver within a certain time window. Thus, requirements analysts counted on the expertise that developers acquired during the reverse engineering activity to define the effort and time necessary to implement certain requirements. New software development may not follow the same behavior since there is no previous system to have knowledge about.

APP project managers were surprised when they learned that requirements analysts were seeking help to decide whether to include a requirement on the project scope from developers instead of from the development leaders. Because each development leader supervised the reverse engineering activity for its own subgroup, the managers assumed they have developed expertise on the applications in a deeper level. The Role-based measure revealed that these interactions were not in accordance with the organization structure.

**Team members go beyond the organizational structure to seek for requirements clarification.** Usually when one needs help, one needs it right away [34] because the information sought is critical for one to complete his work. The high amount of backchannel communication in APP is an indication that members could not wait to obtain requirements clarifications thus they chose to ignore the organizational structure to timely acquire what they needed to continue performing their work. The majority of these ”behind-the-scene” communication in Table 7.18(b) involved a developer. Because of the reverse engineering strategy adopted by senior management to the Brazilian team acquire knowledge about the applications and their architectures, developers became the experts on the applications. Thus, it is not surprising that they were frequently sought for their requirements analyst and tester teammates to clarify requirements. Note that the test team went to the requirements analysts to get support to understand the requirements and then be able to more effectively write test cases. The results corroborate Ehrlich and Chang [48] finding that when it came to acquiring information, members of these teams were more likely to seek specific technical information or administrative help from people outside their software team. In addition, the Role-based measure reveals not only that developers are being sought by colleagues from other teams but also that these clarifications characterize backchannel communication.

Although in SHIP the proportion of backchannel communication regarding requirements clarification is lower than in APP, this is the highest amount of backchan-
nel communication in SHIP. The Role-based measure discloses that most of the backchannel communication in Table 6.19(b) was initiated by the test team and has senior development team members as target. These senior development members are internally called "core-team" by their teammates because of the in-depth knowledge they have about how the application works and interfaces with other critical ORG applications. For instance, during the three months on site I constantly observed testers using instant messenger to call a senior US developer to help them understand the protocol used to call a component responsible to connect all manufacturing plants together. Some of the requirements that the testers were implementing were related to update the way that the plants communicate to each other to reduce shipping time and, as a consequence, to improve customer experience. I also joined testers and developers in long lunch breaks where testers took the opportunity to discuss the project requirements and their technical-related issues. Note that lunch can take as long as 2 hours, and it is usually a good time to socialize since Brazilians like to go out to have lunch at the same time as a group [16]. It is likely that testers were referring to these informal situations when reporting communication with developers.

**Team members overlook the organizational structure to timely notify their teammates of changes made to requirements and technical specifications.** Changes to requirements and design specifications need to be communicated promptly to team members to avoid negative impacts on quality and team productivity or need to rework. In APP the concern for having the teammates aware at the appropriate time of changes to requirements may have urged the requirements analysts to overlook the organizational structure and directly communicate developers and testers of approved changes. Aware of how critical it was for the office in Brazil to demonstrate its ability to perform well, requirements analysts mentioned in interviews that they opted for informing directly their developer mates (as it can be seen in Table 7.18(c)) instead of following the organization structure and communicating development leaders because they had the perception that notification of changes could get lost in their colleagues’ overloaded mailboxes.

Also, because the test team writes the test cases early in the development phase as soon as they receive the requirements specifications, it is common that testers identify opportunities for improving technical specifications and communicate them to developers. In follow-up interviews I identified that the backchannel communication between the test and the development teams were about these improvements, which
resulted in changes to technical specifications that track back to some requirements in the set of dependencies that we investigated.

In addition to the identified patterns, the information revealed by the Role-based measure can be organized in a model that categorizes coordination activities. The model in Figure D.2 can be applied to coordination in the presence of an imposed organizational structure among roles. For each pair of people in a requirement-centric social network, one can examine the relationship between them and follow the chart to determine the type of coordination activity that connects this pair.

This preliminary model reveals four different types of relationships between people in a project that allow the classification of coordination activities among team members. These relationships are as follows: False gap, where there is no actual coordination but roles were not supposed to talk to each other; Real gap, where there is no actual coordination but coordination needs exist; Backchannel communication, where there is actual communication between roles who are not supposed to talk to each other; and Aligned communication, where there is actual communication and this communication satisfies coordination needs.

Also, the results of the empirical investigation of the alignment between coordination needs and the organization structure suggest that false gaps and backchannel communication may be indicators of whether an organizational restructuring may lead to a better alignment of social and technical coordination. Thus, the Role-based measure can be used as a tool to assess the health of the organization structure. I propose the scheme presented in Table D.2 to support this assessment.
Table 8.5: Scheme proposed to assess the organization structure’s health

<table>
<thead>
<tr>
<th>Few false gaps</th>
<th>Many false gaps</th>
</tr>
</thead>
<tbody>
<tr>
<td>Few backchannel communications</td>
<td>Possible problem situation (4): people may not be communicating enough.</td>
</tr>
<tr>
<td>Nominal situation (1): Organizational structure aligns with technical dependencies and people are following prescribed communication channels.</td>
<td></td>
</tr>
<tr>
<td>Possible problem situation (2): people are breaking communication structure arbitrarily despite alignment of communication structure with technical dependencies.</td>
<td>Possible problem situation (3): poor organizational structure is causing people to compensate using back-channel communication.</td>
</tr>
<tr>
<td>Many backchannel communications</td>
<td></td>
</tr>
</tbody>
</table>

The best-case scenario (1) is if there are a small number of false gaps as well as a low amount of backchannel communication. In the empirical study, the SHIP project falls in this category. This nominal situation means that there is good alignment between the project’s technical dependencies and role responsibilities, and that people are obeying the organizational structure; it may also suggest that backchannel communication is not needed due to the good alignment between a project’s technical dependencies and organizational structure.

A situation that is slightly worse (2) is if there are few false gaps but a lot of backchannel communication—this situation implies that the individuals are not respecting the communication structure despite the fact that the organizational structure is well-aligned. Individuals who are found to constantly break the guidelines may need to be disciplined.

If there is a large number of false gaps, as well as a high amount of backchannel communication (3), this implies that the organizational structure is not working for reasons such as delays in propagating information through the formal channels [57], but that people are compensating through their own means. This is the case of APP project in the empirical study. In this situation, the organizational structure is working against people and thus should be modified.

If there is a large number of false gaps, but low backchannel communication (4), then more information about the organization is needed. It would appear that false gaps would get in the way of individual productivity, but there are two reasons that
backchannel communication may not actually occur: there is actually no need for it; or individuals are adhering to the communication structure to the detriment of the project.

The identification of the organizational structure’s health in light of the coordination behavior has to be assessed with support of contextual information. Managers need to consider the influence and impact of organizational processes, policies, and guidelines to decide whether changes on the organizational structure are necessary. The Role-base socio-technical congruence measure only provides the means to inform the managers about detailed information on coordination behavior and its alignment with the organizational structure.

Table 8.6 summarizes the findings about alignment between coordination needs and actual coordination, and coordination needs and organization structure by project.

Table 8.6: Summary of findings about RCSNs alignment by project

<table>
<thead>
<tr>
<th>Finding</th>
<th>SHIP</th>
<th>APP</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extent of alignment between CN and AC</td>
<td>Mid</td>
<td>Low</td>
</tr>
<tr>
<td>Extent of alignment between CN and org structure</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Amount of misleading gaps</td>
<td>Few</td>
<td>Many</td>
</tr>
<tr>
<td>Amount of backchannel communication</td>
<td>Few</td>
<td>Many</td>
</tr>
<tr>
<td>Test team initiates backchannel communication</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Distance did not stop BCc of taking place</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Previous application knowledge was relevant for RN</td>
<td>-</td>
<td>Yes</td>
</tr>
<tr>
<td>Members seek for clarifications beyond org structure</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Team members overlook org structure to CC</td>
<td>-</td>
<td>Yes</td>
</tr>
</tbody>
</table>
Chapter 9

Final Considerations

This chapter presents the research validation strategy adopted throughout the research process, the contributions and implications of the research findings for the requirements engineering community, and some directions to future work.

9.1 Research Validation

I relied in three criteria proposed by Strauss and Corbin [126] to validate the quality (innovation, usefulness) and the credibility (trustworthy, reflection of the phenomenon characteristics) of the contributions of my study: fit, whether results resonate with the audience (researchers and/or practitioners) for whom the research was intended to; applicability or usefulness, whether findings offer new insights about the investigated phenomenon; and sensitivity, whether data and findings were derived from research questions or research questions were posed inspired on the analysis of data collected. Throughout the research process I adopted the following strategies suggested by Creswell [32] and reinforced in the software engineering field by Easterbrook et al. [47] to validate the three criteria. For each strategy, I provide a brief definition and description of the actions I took to put the strategy in place.

Triangulation. The use of different sources of data to confirm results and build a coherent outcome. To answer each research question, I collected data using multiple data collection methods and data sources. Data were triangulated before starting the analysis process aiming to assure its accuracy. Mainly, interviews were used to confirm data collected through document inspection and observations. For instance, there were small discrepancies about requirements dependencies among requirements
documents, project planning spreadsheets, and testing documentation. Thus, I conducted a series of interviews with development and test leaders as well as project managers in order to gather these dependencies. I then compared the two sets and conducted a few additional interviews to establish the final set of dependencies, which I used in my investigation. Also, communication data filled out in the work diaries by most of the team members were compared against communication data reported on the questionnaire. There was a second researcher on site. Although his research had a different goal than mine, most of the time we observed the same team members working at the same time. This allowed me to compare my notes with his seeking to identify if the actions we observed were similarly perceived.

**Member checking.** *When the researcher goes back to the participants to ensure that the interpretations of the data make sense from their perspective.* The three months I spent on site gave me the opportunity to consult with team members about data collected. Most of my inquiries regarded the understanding of the requirements specification and dependencies, as well as the task allocation plans. This information was used to construct the assignment networks, which worked as baselines for customizing the questionnaires and for asking about communication interactions. Hence, my concern in assuring that I understood and used the data properly.

Since the scope of the APP project consisted of enhancement requests for over one-hundred applications and the team was new to them, sometimes I collected incomplete data about requirements during observation sessions. I adopted the protocol of periodically interviewing team leaders or senior developers to complete or clarify the data. They would then provide me additional documents or show me the information on their computer screen and patiently explain it to me. These clarification interviews were voice recorded in order to allow me to listen to the explanation later on again if necessary. I also followed this clarification process in SHIP but I did it with less frequency because the requirements information obtained per observation session were mostly complete for this project.

**Interview to confirm findings accuracy and usefulness.** *When the researcher interviews participants of the case study for accuracy and usefulness of the results.* Over the years I had the chance to return several times to ORG in Brazil to discuss partial results of my investigation. In addition to interviews, I presented the results to the team members of both projects and to senior management. These presentations
were organized in two parts. First, I would present the results and answer clarification questions. Second, I would ask the participants to explain why certain collaboration patterns were found and use their insights to corroborate with my explanations and interpretation of the results. For example, in one of these presentations a member of the SHIP project suggested an alternative explanation about why little interaction was observed with the project system architect. He explained that despite the fact that the system architect was allocated to work on SHIP, he was also allocated to a new release of the Shipping system which was migrating the application to a new technology. Thus, most of his activities were concentrated on defining a new architecture for the Shipping system instead of maintaining the old architecture. He also explained that the Brazilian development leader acted as a backup of the system architecture, performing some of his tasks. This contextual information was missed during the data collection process but thank to the presentations I had the chance to correct it in time to change my interpretation of the results. This review and discussion sessions also worked as an indirected way of validating the observations and interviews conducted earlier on.

These presentations were valuable not only to confirm the accuracy of the findings but also to discuss their usefulness. Senior managers and project managers of the APP project were surprised to learn that most of the communication reported by APP’s members took place between roles that should not have communicated according to the structure they have defined for APP. This structure was intentionally centralized on the project leaders aiming to increase control and ensure that leaders were aware of what was going on in the project. Team members mainly ignored this structure claiming that they could not afford waiting for the leaders to propagate information and that it was easier to discuss the matter with the final target since they were collocated than risk adding noise to the conversation by going through the leaders. Team members were satisfied to hear from me that the team apparently functioned in practice despite the misalignment with the organization structure.

I annually conducted short interview sessions with representatives of each project and role to collect their opinion about which aspects of collaboration they would be interested on. For example, one APP manager asked me if it was possible to tell him how communicative the new hires and contractors were and how aware they were from the remaining of the team. He was interested in finding whether he had to take any action to better integrate the novices with the senior members to speed up productivity. My first thought was to run a degree centrality test in each requirements-centric
social network to identify the level of activity of each member per network. However, I added to the degree centrality results the core-periphery test which indicates which members are closely connected others. Thus, I also reported on the composition of the network cores in terms of the participation of the novice members on the cores. I avoided discussing specifics in individual interviews with managers to protect the members privacy and ensure that my findings were not being used to assess the members' performance. This request from one of the APP managers led me to learn about a new social network measure (core-periphery test), and as a consequence, I extended the set of measure proposed in the framework.

The chance to periodically visit and discuss the research and results with team members, and to speak freely with them is rare in the Software Engineering community. Team members are usually busy or are allocated to work on other projects. The constant feedback I received from ORG team members over the three subsequent years of the data collection was a valuable mechanism to assure the validity of the contributions.

**Rich, thick descriptions.** *The use of detailed descriptions to convey the setting and findings of the research.* Since I visited the team members on their work environment and stayed on site for three months, I had the chance to observe how the project teams collaborated in practice and to interview team members about project characteristics. Data collected through these two data collection techniques provided rich contextual information for the understanding of how requirements-driven collaboration took place in the two investigated projects. This rich contextual information was substantial in the interpretation of the patterns found when analyzing the requirements-centric social networks. The in-depth knowledge about the team members and their work style helped me to drawn conclusions about the results found in my investigation.

**Clarify bias.** *The use of honesty with respect to the biases brought by the researchers to the study, and the use of this self-reflection when reporting findings.* I am a former ORG employee, but although my past experience at ORG I have never directly worked with any of the research participants. Four years prior to starting the case studies investigation, I conducted a large research project which proposed a major organization change. It is likely that this successful previous research project influenced the decision of the senior managers in welcoming my research colleague and I to con-
duct a new research project at ORG. This previous research experience also created expectations that ORG would directly benefit from the research results. These expectations may explain why ORG team members were very open in receiving feedback and annually discussing findings with me.

I understand that my previous knowledge about the company and its processes facilitated the data collection process and the interpretation of results. Thus, I believe that this previous knowledge positively affected my research. To avoid jeopardizing my analysis, I was careful to not draw conclusions based solely on my previous experience as an employee. I took the practical action of verifying the influence of potential bias. I conducted a reliability test \[140\] of a sample of the findings with the second researcher present on site. I provided him with the plot of some random requirements-centric social network for both projects and asked him to report his interpretation of the reading of the sociograms. Next, I asked him to explain to me why he wrote down each result, and compared his findings with mine. I also applied some social network measures, such as brokerage, and asked him to explain why certain results were found. Once again I compared his explanations with mine. Although we did not agree one-hundred percentage of the time, we discussed the discrepancies together aiming to identify why we have interpreted the facts in divergent ways. These interpretation sessions took place over time and were intensified during periods where I was writing conference or workshop papers. All discrepancies were solved during these sessions.

**Prolonged contact with participants.** *When the researcher makes sure that exposure to the subject population is long enough to ensure a reasonable understanding of the issues and phenomenon under study.* My main visit on site lasted three months, which coincided with the beginning and closing phases of both projects. Not only the length of time visiting the team is longer than the average in Software Engineering research projects (e.g., Sharp and Robinson study lasted one week \[118\]) but also the relationship developed with the team members was deeper than traditionally expected. I was welcomed to observe the members for the entire work day, to attend all the meetings scheduled, and to join them at lunch time or afternoon coffee breaks. I spent three months walking around, from cubicle to cubicle, with my paper notebook and voice recorder without having any request of interaction rejected or having heard a complaint that I was disturbing the work environment. I was sensible enough to perceive when tension was in the air and excused myself without being asked to leave.
I periodically met with senior managers who were concerned in finding out whether the team members were being polite and giving me enough attention. The company is used to researchers visiting the Brazilian unit since ORG is located on a university campus and the company has a research agreement with the hosting university that was almost ten-years old at the time of the main data collection period.

Despite the fact that my visit was limited to the Brazilian site, I was welcomed to call and exchange e-mail messages with the team members located in the United States and India who accepted my invitation to participate on the research. The company even provided me with an access code to call the remote members. To compensate from not observing the distributed members in person, I interviewed them to profile their work preferences and learn about their work environment. The long stay and in-depth established relationships allowed me to understand the project context, to inspect documentation and to customize the questionnaire while on site, and to deliver the questionnaire and to face-to-face answer the respondents requests for clarifications.

**Peer debriefing.** *When a researcher has a peer debriefer to whom he can ask questions about the study and the assumptions present in the reporting of it, so that the final account is as valid as possible.* In addition to my supervisor, I discussed my findings with the second researcher on site as mentioned on the Clarify bias strategy item. Another person I discussed the results with was a researcher partner who is a professor associated to the university where ORG has its development center unit. This professor has been working on research projects in partnership with ORG and with my research laboratory for over five years. Discussions with this research partner allowed me to interpret the results from different angles. He also called my attention to important aspects that I was exploring in-depth in my discussion of the results.

**External auditor.** *The same as peer debriefing, except instead of using a person known to the researcher, an external auditor to review the research procedure and findings is used.* In order to have the research results reviewed by external auditors, I submitted papers to referred international conferences and workshops, as well as I wrote chapters for books reviewed by formal committees (see Section 9.2.1). Reviewers criticisms motivated me to self-reflect about the findings and aspects of collaboration that were under investigation. The majority of the reviewers’ suggestions of improvements were implemented and incorporated in this dissertation document.
9.2 Contributions

This dissertation brings several theoretical and empirical contributions to the areas of Requirements Engineering. In terms of theoretical contributions, this dissertation presented a framework for investigating requirements-driven collaboration. This framework consists of an approach based on a social structure that focuses on a requirement as the unit of work around which collaboration occurs. This structure represents a cross-functional team whose members' work activities are related to one or more interrelated requirements, as well as downstream artifacts. The framework also outlines a number of social network analysis measures to study collaboration aspects driven by the development of requirements and the team members social interactions. These measures are applied on the requirements-centric social networks which represent the collaboration behavior in requirements-centric teams. The proposed framework for studying requirements-driven collaboration provides the necessary conceptual instruments to examine patterns of communication and fleeting knowledge in software teams. It provides sufficient flexibility to be extended in terms of additional social network analysis measures and of requirements-driven collaboration aspects.

The second theoretical contribution is the proposed Role-based socio-technical congruence measure. Based on the current socio-technical congruence measure defined by Cataldo et al. [24], the Role-based measure aims at examining requirements-driven collaboration in the presence of a formal organization structure that prescribes communication channels in the organization. In other words, the proposed Role-based measure indicates the extent that actual coordination attends coordination needs that are aligned to the formal imposed communication channels.

The empirical application of this extended measure showed that the proposed measure has more explanatory power of coordination behavior with respect to influence of roles on amount and type of communication than Cataldo’s original measure. A missing communication between any pair of members is considered a congruence gap by Cataldo’s measure. In the Role-based measure, congruence gaps between members who play roles that should not directly communicate according to the organization structure are distinguished from the other gaps. These gaps are named false congruence gaps, or false gaps in short. The identification of false gaps is important because they highlight point-to-point direct coordination needs that might not have to be satisfied. The proposed measure also allows one to identify backchannel communication, which is communication that takes place between a pair of members
who play roles that should not directly communicate with each other. In addition, backchannel communication properties are also identified, such as who are the roles involved and what topics team members discuss when communicating "behind-the-scenes". Managers can benefit from the awareness that backchannel communication is happening in their projects, and use the detailed information about this type of communication to align or to supplement the formal organization structure.

In addition, the information revealed by the Role-based measure can be organized in a model that categorizes coordination activities. For each pair of people in a requirement-centric social network, one can examine the relationship between them and follow the chart to determine the type of coordination activity that connects this pair. This preliminary model reveals four different types of relationships between people in a project that allow the classification of coordination activities among team members. These relationships are as follows: False gap, where there is no actual coordination but roles were not supposed to talk to each other; Real gap, where there is no actual coordination but coordination needs exist; Backchannel communication, where there is actual communication between roles who are not supposed to talk to each other; and Aligned communication, where there is actual communication and this communication satisfies coordination needs.

Furthermore, results of the empirical investigation of the alignment between coordination needs and the organization structure suggest that false gaps and backchannel communication may be indicators of whether an organizational restructuring may lead to a better alignment of social and technical coordination. Thus, the Role-based measure can be used as a tool to assess the health of the organization structure. The identification of the organizational structure’s health in light of the coordination behavior has to be assessed with support of contextual information. Managers need to consider the influence and impact of organizational processes, policies, and guidelines to decide whether changes on the organizational structure are necessary. The Role-base socio-technical congruence measure only provides the means to inform the managers about detailed information on coordination behavior and its alignment with the organizational structure.

This dissertation also brings significant empirical contributions. A substantial initial body of knowledge about requirements-driven collaboration is developed grounded in empirical evidence. Although only two projects were investigated, this multiple case study research revealed that requirements-centric social networks are dynamic and involve considerable cross-sites and cross-teams interactions despite
of how new or experienced the team is. Team members exchanged information to support the development of requirements-related activities with people who are not assigned to work on the requirements, named emergent members but somehow had knowledge to contribute with their colleagues. Members also sought emergent members for help, engaging more people in the project than initially estimated.

This research also identified some interesting differences in the coordination behavior of novice vs. experienced teams. The novice requirements-centric social networks in the team were less fully decentralized than in the experienced teams, meaning that collaboration was more dependent on key people who are critical for the development of the project requirements than if the structure was fully decentralized. The more experienced team, which has an in-depth knowledge about how the product functions and is aware of how new requirements will impact the existing application, formed very decentralized network structures where team members collaborated more equally with each other. When requirements clarification is the topic of discussion, team members tend to seek help from colleagues of the same team thus forming tightly-coupled groups. However, when propagating notifications of changes, team members communicate with others outside their group aiming to inform their colleagues in a timely manner and avoid rework.

In addition, findings unveiled that there are key members, namely brokers, controlling the information flow in requirements-centric social network of dependent requirements. The power of controlling this flow lies within the hands of only a few members in the project. These members were identified as experts on the application for working over a long period of time in the project.

The application of the Role-based socio-technical congruence measure in the two investigated projects disclosed that backchannel communication does take place in requirements-driven collaboration meaning that team members go beyond the organizational structure to coordinate requirements-related work. Members of the test team are predominant in initiating backchannel communication. This finding suggests that testers should be more engaged in requirements-related activities in order to facilitate their work.

### 9.2.1 Published Papers

In support of the contributions of my research, the following papers have been published.
Book Chapters


Peer Reviewed Conference Papers


Peer Reviewed Workshop Papers


Marczak, S., Damian, D., Stege, U., Schröter, A., Kwan, I., ”Patterns of Infor-


**Peer Reviewed Extended Abstract and Poster Papers**


**Technical Report**

Marczak, S., Stege, U., "Graph Theory Applied to Social Networks on Requirements Engineering: An Investigation Based on an Industrial Case Study Conducted in Brazil", Department of Computer Science, University of Victoria, 19 pages, TR no. DCS-320-IR, December 2007.

**9.3 Implications**

This dissertation also brings implications for researchers, tool designers, and practitioners. A researcher using the proposed framework for studying requirements-driven collaboration can define network relationships and actor attributes that apply to a
specific case of interest and examine different patterns of requirements-driven collaboration. Tool designers can use the proposed framework to develop tools to support requirements-centric teams coordinate effectively. Practitioners can gain insights about collaboration behavior, communication and fleeting knowledge processes, and alignment of actual coordination with the organization structure by applying the proposed framework in their organizations.

9.3.1 Implication for Researchers

Researchers have available now a framework that can be used as a mechanism to learn fine-grained details about requirements-driven collaboration. Using a requirement as the unit of analysis, this framework proposes the investigation of collaboration of requirements-centric teams composed of cross-functional members. This approach allows the study of collaboration that spans the entire project life-cycle and the examination of collaboration beyond the relationships established among developers. The fine-grained requirements-driven collaboration patterns identified by using the framework in real case situations can bring insights to researchers of how to propose better tools and processes to support cross-functional teams’ collaboration.

To extend the study of requirements-driven collaboration, researchers would have to examine different types of cases of requirements-driven collaboration. I investigated two maintenance software projects with sets of two functional dependent requirements. The framework can be applied to larger projects that contain multiple dependent requirements. This will provide insight into the nature of requirements-driven collaboration over complex technical dependencies. Moreover, the framework can be applied to new software development to bring insights into requirements-driven collaboration patterns when the requirements and the application are new to the team. In addition, non-functional requirements can be examined in order to broaden the current knowledge developed in this dissertation about requirements-driven collaboration. Non-functional requirements may not have clear boundaries, thus it may be not as straight-forward to identify who is assigned to work on them, potentially making necessary to extend the proposal of how to construct the baseline requirements-centric social networks, named assignment-RCSNs.

The study of requirements-driven collaboration can also include in addition to project documentation and survey data the analysis of digital artifacts. These artifacts may include e-mail data, requirement databases, and source code that are related
to a requirement. This analysis will contribute to the understanding of collaboration driven by requirements and the traceability to their downstream artifacts.

The effect of roles on requirements-centric social network characteristics can also be studied in more detail. The two projects included interactions mainly among requirements analysts, developers, and testers, but the framework allows one to study interactions that include project managers, software architects, and any other stakeholders involved with the project as well. Also, a higher distribution of members per teams composed of diverse roles will allow the application of social network analysis measures that use the concept of group to calculate the network values, such as the E-I index measure [83].

### 9.3.2 Implication for Tool Designers

The paradigm of a requirements-centric team can be used to develop tools to support cross-functional teams coordinate effectively. Collaborative tools can also assist managers who wish to monitor and improve coordination processes within their organization.

A tool that can generate a RCSN automatically, perhaps using data-mining techniques [12] [139] and automated requirement-traceability tools [28] can identify who works on which artifacts, and trace these artifacts to requirements. Such a tool may be able to extract data from issue-tracking repositories, requirement repositories, mailing lists, and chat logs for example. These tools can be embedded into software development and management tools to support:

- **Expertise seeking.** Generating a requirements-centric social network based on assignment and communication interactions will indicate who is assigned to working on each requirement. Thus, someone who is seeking help will be able to identify who works and communicates on a particular part of the project and consult with that person accordingly.

- **Identifying emergent requirements-centric team members.** The automatic identification of who is collaborating to the development of certain requirements at a given time contributes to the team to cope with the dynamic aspect of collaboration. As I found that more people join the requirements-centric teams

---

1The E-I index measures the extent to which the members of a group are clustered within the group structure.
as the project goes by, distributed teams can specially benefit from such a tool because these teams lack informal communication that is often used to assist in expertise location and in the identification of who should receive notifications of changes.

- **Diagnosing collaboration behavior and its evolution throughout the project lifecycle.** A tool can compute social network properties and provide a manager with information to improve project performance. Measurements include calculating the number of additional people working on a set of dependent requirements (emergent members) and identifying critical members that would disrupt the exchange of information if absent from the network (cutpoints). The tool can also identify the most active members in communicating with others. Socio-technical congruence is an example of a technique that can identify gaps in coordination. A manager may decide to increase the alignment between the social structure of the organization and the technical dependencies among artifacts. Requirements-centric social networks can also be constructed periodically to show the evolution of collaboration behavior within a period of time. These networks can be contrasted against each other and highlight changes aiming to point out differences. These differences can unveil important and critical participation (or lack of) certain team members, or indicate which are the moments in the project that most require team members to communicate with each other.

- **Broker identification.** A tool can identify brokers mediating activity on different requirements to make a project manager aware of who is intermediating communication in the project. These people may be experts on the requirements or may introduce noise to the information being exchanged. Resources can be provided to these persons so they can better do their job and avoid creating misunderstanding situations. A backup person can be trained to cover for the broker when he is not available.

### 9.3.3 Implication for Practitioners

Practitioners can apply this framework in real-life projects and gain insights on how to offer better conditions and improve current processes that will facilitate requirements-driven collaboration. In addition, the framework also allows the identification of the extent of alignment between actual coordination behavior and the organization struc-
ture by the application of the Role-based socio-congruence measure. The measure permits managers to identify the amount of backchannel communication, which is an indicative that people have to compensate restricted access to others because of existing coordination needs created by technical dependencies. Managers then can use the measure as a mechanism to identify the health of the organization structure. More efficient organization structures may leverage collaboration among their contributors, potentially increasing productivity and avoiding rework.

Managers can also identify which requirements are likely problematic and deserve attention by applying the framework. For instance, a communication RCSVN with high density would suggest that the team members communicate a lot with each other person working on the requirement. If seeking requirements clarifications is the topic of discussion in the highly dense communication-RCSVN then one may conclude that the requirement is very ambiguous and problematic because it necessitates a lot of information exchange to clarify it. Similarly, a communication RCSVN drawn from messages about requirements change that has high density is indicative of a requirement that is highly volatile.

In addition, the framework allows the identification of members who broker communication between two otherwise unconnected members. The presence of brokers in requirements-driven collaboration indicates that those members whose communication was brokered did not use and possible had no direct way of communicating requirements information. Misunderstandings or information loss could occur in these mediated interactions. Hence the importance of identifying whether or not brokers are present in a project. Managers can also investigate the effects of distance on communication and fleeting knowledge, gaining insights of collaborative processes in their organizations. Furthermore, all tools proposed in the previous section can be used by practitioners in their organization to examine requirements-driven collaboration patterns aiming to improve coordination processes within the organization.

### 9.4 Future Work

This research proposed a framework for studying requirements-driven collaboration and used the framework to empirically examine communication and fleeting knowledge in requirements-driven collaboration in two industrial distributed software projects. Below I discuss some directions for future work that I identified during this research.
**Immediate work.** Before this research can be extended or replicated, to avoid labor work I aim to automate the data collection and analysis processes. Social network data was collected manually. Thus, respondents were not always consistent with their answers for the fixed choice questions, where I asked the respondents to nominate any additional person up to a certain number that they had communicated with or they were aware of. In addition, collected data was manually imported to a relational database to facilitate manipulation. The manual insertion of the social data into the database was not bug-free, thus two rounds of peer review were conducted to ensure correctness of the insertion process, one by the field researcher partner and one by the research assistant. Automation of the data collection process and integration with the database solution will not only minimize the chances of inserting wrong data but will also enforce the research respondents to be consistent throughout their set of fixed choice answers.

The steps to prepare the requirements-centric social networks was automated. To construct the networks, queries were written and automatically replicated for each combination of requirements dependencies and reason of communication. Once the data to compose a requirements-centric social network was queried from the database, a script transformed the data from a relational to a matrix format. Automation saved time up to this point. Next, the networks have to be imported one-by-one to the commercial social network analysis tool used in this research (UCINet 6.0) because the tool does not allow extensions or the development of additional features. Each measure calculated required the loading of the imported network file in the commercial tool. Moreover, the visual displaying of the networks required an additional loading of the imported files. The steps of the analysis process that interacted with the commercial tool were time consuming since over a hundred combination of networks were manipulated. Thus, the repetition of the measures calculation is expected to be automated and preferably integrated with the previous steps to facilitate analysis of large data sets.

Another immediate work is already under development. This research revealed that a significant amount of collaboration takes place with team members who are not directly assigned to development tasks but somehow contribute to the project, such as business partners and former team members who act as project stakeholders. Aiming to broaden the investigation to the entire scope of people that to a certain extent contribute to the project development, a research partnership has been recently established with a researcher whose expertise is to identify social networks of project
stakeholders. Her main concern is to ensure that these networks consider each and every person involved in requesting and sponsoring the project requirements. The intended goal of the recently establish new research project is two-folded: to extend the set of social network analysis measures used to define and characterize the stakeholders social networks in order to provide a fine-grained view of the relationships established by the stakeholders over time, and to identify whether changes on the conceptualization of the requirements-centric social networks are required in order to include the entire scope of people that contributes to the project. For example, the assigned network, which is used as a baseline to compare against the actual communication and awareness networks, may have to be conceptualized in a different way.

**Intermediate work.** Longitudinal social networks can reveal change in collaboration behavior. Having knowledge that requirements are volatile [36] [18], I believe that the study of requirements-driven collaboration would benefit from a longitudinal study where multiple data points to construct the requirements-centric social networks over time will be established. I suggest that such longitudinal study is planned and conducted if possible.

I also would like to learn where the empirical insights hold for different project settings, such as project type, organization structure, development methodologies, tools, processes, number of requirements dependencies, among other characteristics. Therefore, I list below some suggestions for the extension of this study. I suggest to investigate:

- **larger teams** to check if the project team size affects requirements-driven collaboration behavior as suggested by literature on collaboration in software projects [15];

- **larger number of requirements on a dependency set and of dependency sets itself** to identify to what extent a larger number of requirements in a same set of dependency and a larger number of dependency sets result in different requirements-driven coordination patterns, and to learn whether the examination of RCSNs of dependent requirements would suffer of an scalability issue;

- **higher physical distribution of team members** to further knowledge of the effect of distance on requirements-driven collaboration;
• new development projects to identify whether the research findings hold for different project types or are applicable to maintenance projects only;

• agile teams to learn how the ”agile way” of dealing with requirements corroborates or adds to the insights from this study. Agile teams use story cards and ”the wall” as mechanisms to support coordination [119], and documentation is reduced to the minimum necessary. These different practices from traditional development are likely to have an impact on requirements-driven collaboration patterns of agile teams; and

• non-functional requirements to learn whether the conceptualization of requirements-centric teams and requirements-centric social networks would have to be adjusted in order to capture collaboration driven by this type of requirement.

Long-term work. The development of the proposed framework was seeded in literature review but its actual set of social network analysis measures was inspired in the empirically-informed insights obtained by the case studies. It is likely that the study of requirements-driven collaboration based in projects with different characteristics will suggest the use of additional measures or tests. Thus, the ultimate goal of extending this study as described in the intermediate work section above is to reach the framework completeness aiming to exhaust the aspects of requirements-driven collaboration that can be investigated. At this moment the unexplored aspects of requirements-driven collaboration (if any) are unknown, thus the intention of conducting more empirical case studies. The development of a theory about requirements-driven collaboration is also of interest and could be accomplished as a consequence of the further exploration of other cases and project characteristics.

I believe that tools to automatically construct the requirements-centric social networks and to apply the measures to them would motivate and facilitate the use of the framework by practitioners. The challenge of developing such tools is rooted on the vast diversity of software development tools used by software development practitioners. An automated solution would have to be able to deal with any type of data format and to integrate with diverse technological market demands in order to be portable to a wide number of companies. A return-of-investment analysis of whether it is worth moving toward developing such package of tools has to be conducted before a decision is made. Therefore, the wish of offering practitioners an automated solution for the use of the framework is only an intended goal for now.
Appendix A

Questionnaire Sample

This appendix presents a sample of the questionnaire customized for a certain team member of the APP project. Alternatives in the demographic section were the only variance in relation to the SHIP project.

Figure A.1 presents the front page of the questionnaire where instructions were introduced to the respondents. Figure A.2 presents the demographic questions which characterize the team members’ attributes. Figure A.3 shows the communication questions customized according to the members assigned to work with the certain team member that the questionnaire belonged to, and with the requirements that one was assigned to work on. Note that question 11 collects social network data in the roster format, where a list of people is provided for the respondent’ selection. In contrast, question 12 collects social network data in the fixed choice format, where the respondent is asked to nominate additional people he communicated with. These additional people characterize the emergent members. Figure A.4 displays the current awareness questions also customized per team members and requirements that one was assigned to work on. Questions 18 and 19 follow the same roster and fixed choice formats presented in the communication section. Figure A.5 presents the list of requirements that the respondent was assigned to work on. This list is customized per respondent.
Questionnaire:
Identifying how project team members communicate and maintain awareness in practice

A. INTRODUCTORY NOTE
This questionnaire is designed to identify how project team members stay aware of events that occur within a project that are related to their work. This questionnaire application is part of a research conducted by SEGAL (Software Engineering Global InterAction Lab), a research group of University of Victoria (UVic), British Columbia, Canada, coordinated by Dr. Daniele Damiani. It is being developed in partnership with Pontifícia Universidade Católica do Rio Grande do Sul (PUCRS), Rio Grande do Sul, Brazil, and ORG Technology Center (Brazil IVI), under the ORG/PUCRS Agreement.

All the information you provide will be kept confidential. Data collected from this questionnaire will be used for research purposes only. In particular we have no intention of evaluating your answers personally. Project team members were recruited by Project Managers or directly by the Research group based on their involvement with the “APP” project.

Please, read instructions very carefully and provide answer for all questions. On average, it should take 45 minutes to complete the questionnaire. We thank for your collaboration with this research!

B. VOCABULARY
Local team: team you work locally - at the same building, city, and country.
Multi-site context: when a group of members actively collaborate on a common software/systems project separated by distance, time zone and culture, i.e., the project has a distributed scenario.
Remote team: team you work remotely, i.e. team who is located in a different country.
Project team: refers to a group of members working on the same project, for a period of time only. It does not matter if the members are located at the same local or are remote.
Rework: to modify the previous version of a software unit (e.g., requirement specification, code) in response to changes or to improvements opportunities identified during the project life cycle.

C. QUESTIONS

Instructions:
1. Answer all questions considering your involvement on “APP” project.
2. A list of requirements is provided in the Appendix (Section D) at the end of this questionnaire. Please, use this list as reference to answer questions asking about requirements.

Figure A.1: Sample of the questionnaire’s front page
1 - Demographic data

1. What is your full name? [ ]

2. How many years of professional experience working in multi-site context environment do you have?
   [ ] Over 7 years  [ ] 4 to 7 years  [ ] 1 to 3 years  [ ] Less than 1 year

3. What is your working relationship with ORG?
   [ ] Employee  [ ] Contractor  [ ] Trainee/Intern  [ ] Other: [ ]
   If you chose "Contractor", please identify your company.
   [ ] Contractor 1  [ ] Contractor 2  [ ] Contractor 3  [ ] Other: [ ]

4. How many years are you working on the current company?
   [ ] Over 7 years  [ ] 4 to 7 years  [ ] 1 to 3 years  [ ] Less than 1 year

5. Where are you located geographically?
   [ ] Brazil  [ ] US  [ ] Other: [ ]

6. What is your primary work location?
   [ ] ORG Office  [ ] Contractor 1 Office  [ ] Contractor 2 Office  [ ] Contractor 3 Office

7. Which is your primary role in the "APP" project? If you play more than one, indicate the roles by numbers. Use "1" for primary role, "2" for secondary role, and so on.

   [ ] Configuration Management Coordinator [ ] Requirements Analyst
   [ ] Development Leader [ ] System Architect
   [ ] Developer [ ] Technical Leader
   [ ] Environment Coordinator [ ] Test Leader
   [ ] Product Manager [ ] Tester
   [ ] Project Manager [ ] Other: [ ]

8. When did you join the project? Since:
   [ ] Envisioning phase
   [ ] Planning phase
   [ ] Developing phase
   [ ] Stabilizing phase

Figure A.2: Sample of the questionnaire’s demographic questions
2 - Communication

Instructions: For questions 11 to 17, please do not hesitate in acknowledging you have not communicated with someone.

11. Please identify the names of project team members that you communicate in connection with this project and provide details of interaction. For each name included in “Name of project team member” column, indicate if you communicate or not with this person marking “Yes” or “No” in “I communicated with this person” column. Please fill the remaining columns only for those people you answered “Yes”.

<table>
<thead>
<tr>
<th>Name of project team member</th>
<th>I communicated with this person</th>
<th>Frequency per week (indicate how frequently you contact this person)</th>
<th>Nature of interaction</th>
<th>Requirements (Indicate all requirements that apply: R1 and R2 as in Appendix provided)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Team member 1</td>
<td>[ ] Yes [ ] No</td>
<td>[ ] Less than once [ ] Once or twice [ ] 3-4 times [ ] 5 or more times</td>
<td>Communication of changes [ ] Coordination of activities [ ] Requirement clarification [ ] Requirement negotiation [ ] Other:</td>
<td>[ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2</td>
</tr>
<tr>
<td>Team member 2</td>
<td>[ ] Yes [ ] No</td>
<td>[ ] Less than once [ ] Once or twice [ ] 3-4 times [ ] 5 or more times</td>
<td>Communication of changes [ ] Coordination of activities [ ] Requirement clarification [ ] Requirement negotiation [ ] Other:</td>
<td>[ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2</td>
</tr>
<tr>
<td>Team member 3</td>
<td>[ ] Yes [ ] No</td>
<td>[ ] Less than once [ ] Once or twice [ ] 3-4 times [ ] 5 or more times</td>
<td>Communication of changes [ ] Coordination of activities [ ] Requirement clarification [ ] Requirement negotiation [ ] Other:</td>
<td>[ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2</td>
</tr>
</tbody>
</table>

12. Please indicate the names of other additional people that you communicate in connection with this project and provide details of interaction. The people in this list can be allocated in different project teams than yours. The names you provide should not have appeared in Question 11.

<table>
<thead>
<tr>
<th>Name</th>
<th>Role</th>
<th>Frequency per week</th>
<th>Nature of interaction</th>
<th>Requirements (Indicate all requirements that apply: R1 and R2 as in Appendix provided)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>[ ] Less than once [ ] Once or twice [ ] 3-4 times [ ] 5 or more times</td>
<td>Communication of changes [ ] Coordination of activities [ ] Requirement clarification [ ] Requirement negotiation [ ] Other:</td>
<td>[ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>[ ] Less than once [ ] Once or twice [ ] 3-4 times [ ] 5 or more times</td>
<td>Communication of changes [ ] Coordination of activities [ ] Requirement clarification [ ] Requirement negotiation [ ] Other:</td>
<td>[ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2 [ ] R1 [ ] R2</td>
</tr>
</tbody>
</table>

Figure A.3: Sample of the questionnaire’s customized communication questions
3 - Awareness

Instructions: For questions 18 to 26, please do not hesitate in acknowledging you are not aware of or you don’t know about something. Mark “N/A” only for those situations you really didn’t interacted with the person. For questions we request you to provide a list of names, there are extra pages you can use to provide more information if you need more space than we made available.

18. How aware are you of the current set of tasks that the following project team members are working on that is related to your work? Mark “N/A” if you believe you are not working on a specific requirement.

For example, if you are aware that “Team member 1” is working in the same tasks related to R1 that you are allocated to work on, select “Aware” option in “Awareness level” column for “R1”. And if you are not aware that “Team member 1” is working in “R2”, select “Not aware” in “R2” line for “Team member 1”.

<table>
<thead>
<tr>
<th>Name of project team member</th>
<th>Requirement</th>
<th>Awareness level</th>
</tr>
</thead>
<tbody>
<tr>
<td>Team member 1</td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
<tr>
<td>Team member 2</td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
<tr>
<td>Team member 3</td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
</tbody>
</table>

19. For the same additional people you listed on Question 12, please indicate how aware are you what the person is doing that is related to your work. Mark “N/A” if you believe you don’t work with this person in a specific requirement.

<table>
<thead>
<tr>
<th>Name</th>
<th>Requirement</th>
<th>Awareness level</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
<tr>
<td></td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
<tr>
<td></td>
<td>R1</td>
<td>N/A</td>
</tr>
<tr>
<td></td>
<td>R2</td>
<td>Very unaware</td>
</tr>
</tbody>
</table>

Figure A.4: Sample of the questionnaire’s customized awareness questions

D. APPENDIX

Requirements list from "APP" project.

This list is the subset of requirements that concerns your work.

<table>
<thead>
<tr>
<th>ID</th>
<th>Requirement name</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1</td>
<td>Requirement 1</td>
</tr>
<tr>
<td>R2</td>
<td>Requirement 2</td>
</tr>
</tbody>
</table>

Figure A.5: Sample of the questionnaire’s customized requirements list
Appendix B

Detailed Results for the Shipping System Project

This appendix presents the data analysis results for the SHIP project in details. For each measure, the results obtained for the combination of each reason of communication and each requirements dependency set is presented.

B.1 (RQ2) RCSNs Characterization

RCSN sociogram. The communication-RCSNs sociograms are organized by reason of communication. Figure B.1 displays the sociogram for the Requirements negotiation reason by requirements dependency set. Note that the sociogram for each reason of communication of the dependency set $D_1$ has been presented in Chapter 6, thus here $D_2$ to $D_5$ sets are presented. Figure B.2 presents the sociograms for the Requirements clarification reason, Figure B.3 for the Communication of changes reason, and Figure B.4 for the Coordination of activities reason.

The awareness-RCSNs sociograms for each set of requirements dependency is presented in Figure B.5. Similarly to the communication-RCSNs, the sociogram for the dependency set $D_1$ has been presented in Chapter 6.

Ties statistics based on team members attributes. The communication-RCSNs ties statistics per reason of communication by set of requirements dependency is presented in Figure B.6, and it is organized as follows. The distribution of ties between assigned members is presented in Figure B.6(a), and between an assigned and an
emergent member in Figure B.6(b). The distribution of ties within-sites is presented in Figure B.6(c), and cross-sites in Figure B.6(d). The distribution of ties within-teams is presented in Figure B.6(e), and cross-teams in Figure B.6(f).

The awareness-RCSNs ties statistics by set of requirements dependency is presented in Figure B.6, and it is organized as follows. The distribution of ties between assigned members, and between an assigned and an emergent member is presented in Figure B.7(a). The distribution of ties by location is presented in Figure B.7(b), and by team in Figure B.7(c).

### B.2 (RQ3) RCSNs Structures

**Core-periphery.** The list of team members belonging to the core and to the periphery of the communication-RCSNs for the Requirements negotiation reason is pre-
Figure B.2: SHIP’s communication-RCSN sociograms for the Requirements Clarification reason

presented in Figure B.8. The list for the Requirements clarification reason is presented in Figure B.9. The list for the Communication of changes is in Figure B.10, and the list for the Coordination of activities reason is in Figure B.11. The list of team members belonging to the core and to the periphery of the awareness-RCSNs is presented in Figure B.12.

Clique. The list of team members by each identified clique for the Requirements negotiation reason is showed in Figure B.13. The list for the Requirements clarification list is showed in Figure B.14. The list for the Communication of changes reason is in Figure B.15, and the list for the Coordination of activities reason is in Figure B.16.
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FIGURE B.3: SHIP’s communication-RCSN sociograms for the Communication of Changes reason

B.3 (RQ4) RCSNs Information Flow

Component. The list of team members by each identified weak component is presented in Figure B.17. Note that the Requirements negotiation reason is the only topic of discussion with multiple components in each network. The list of team members by each identified strong component for the Requirements negotiation reasons is presented in Figure B.18, followed by the list for the Requirements clarification in Figure B.19. The list for the Communication of changes is in Figure B.20, and for the Coordination of activities reason is in Figure B.21.
Figure B.4: SHIP’s communication-RCSN sociograms for the Coordination of Activities reason.
Figure B.5: SHIP’s awareness-RCSN sociograms
Figure B.6: SHIP’s communication-RCSN ties statistics by requirements dependency set
Figure B.7: SHIP’s awareness-RCSN ties statistics by requirements dependency set


>> Requirements dependency set "D1":  
Core:     AC (Dev Lead), EZ (Dev Lead)  
Periphery: JS (Tester), AM (Tester), DS (Developer), LS (Test Lead),  
           SB (Tester), BF (Project Manager), ML (Dev Lead)

>> Requirements dependency set "D2":  
Core:     AC (Dev Lead), LL (Developer), EZ (Dev Lead),  
          LS (Test Lead)  
Periphery: JS (Tester), AM (Tester), DS (Developer), SB (Tester),  
           JP (Developer), PR (Developer), BF (Project Manager),  
           ML (Dev Lead)

>> Requirements dependency set "D3":  
Core:     AC (Dev Lead), LL (Developer), EZ (Dev Lead),  
          LS (Test Lead)  
Periphery: JS (Tester), AM (Tester), SB (Tester), JP (Developer),  
           PR (Developer), BF (Project Manager), ML (Dev Lead)

>> Requirements dependency set "D4":  
Core:     AC (Dev Lead), EZ (Dev Lead), LS (Test Lead)  
Periphery: JS (Tester), AM (Tester), LL (Developer), SB (Tester),  
            JP (Developer), PR (Developer), BF (Project Manager),  
            ML (Dev Lead)

>> Requirements dependency set "D5":  
Core:     EZ (Dev Lead), LS (Test Lead), ML (Dev Lead), AC (Dev Lead)  
Periphery: JS (Tester), SB (Tester), JP (Developer),  
            BF (Project Manager)

Figure B.8: SHIP’s communication-RCSN core-periphery members’ list for the Requirements Negotiation reason
>> Requirements dependency set "D1":
Core:  JS (Tester), AM (Tester), AC (Dev Lead), EZ (Dev Lead),
DS (Developer), LS (Test Lead), SB (Tester)
Periphery: BF (Project Manager), ML (Dev Lead), LL (Developer),
SW (Business Analyst), AT (Logistic Manager)

>> Requirements dependency set "D2":
Core:  JS (Tester), AC (Dev Lead), LL (Developer),
EZ (Dev Lead), LS (Test Lead), SB (Tester), PR (Developer)
Periphery: AM (Tester), DS (Developer), JP (Developer),
BF (Project Manager), ML (Dev Lead),
AT (Logistic Manager), SW (Business Analyst)

>> Requirements dependency set "D3":
Core:  JS (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
LS (Test Lead), SB (Tester), JP (Developer),
PR (Developer)
Periphery: AM (Tester), BF (Project Manager), ML (Dev Lead),
AT (Logistic Manager), SW (Business Analyst)

>> Requirements dependency set "D4":
Core:  JS (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
LS (Test Lead), SB (Tester), PR (Developer)
Periphery: AM (Tester), JP (Developer), BF (Project Manager),
ML (Dev Lead), MG (Developer), AT (Logistic Manager),
SW (Business Analyst)

>> Requirements dependency set "D5":
Core:  JS (Tester), EZ (Dev Lead), SB (Tester), LS (Test Lead),
JP (Developer), AC (Dev Lead)
Periphery: BF (Project Manager), ML (Dev Lead),
AT (Logistic Manager), SW (Business Analyst)

Figure B.9: SHIP's communication-RCSN core-periphery members' list for the Requirements Clarification reason
>> Requirements dependency set "D1":
Core: AM (Tester), AC (Dev Lead), EZ (Dev Lead), DS (Developer),
     LS (Test Lead)
Periphery: JS (Tester), SB (Tester), BF (Project Manager),
          ML (Dev Lead), LL (Developer), AT (Logistic Manager),
          SW (Business Analyst)

>> Requirements dependency set "D2":
Core: AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
     LS (Test Lead), PR (Developer)
Periphery: JS (Tester), DS (Developer), SB (Tester), JP (Developer),
          BF (Project Manager), ML (Dev Lead),
          AT (Logistic Manager), MG (Developer), PW (Developer),
          SW (Business Analyst)

>> Requirements dependency set "D3":
Core: AM (Tester), AC (Dev Lead), LL (Developer),
     EZ (Dev Lead), LS (Test Lead), PR (Developer)
Periphery: JS (Tester), SB (Tester), JP (Developer),
          BF (Project Manager), ML (Dev Lead),
          AT (Logistic Manager), MG (Developer), PW (Developer),
          SW (Business Analyst)

>> Requirements dependency set "D4":
Core: AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
     LS (Test Lead), PR (Developer)
Periphery: JS (Tester), SB (Tester), JP (Developer),
          BF (Project Manager), ML (Dev Lead), RP (Developer),
          AT (Logistic Manager), MG (Developer), PW (Developer),
          SW (Business Analyst)

>> Requirements dependency set "D5":
Core: JS (Tester), EZ (Dev Lead), SB (Tester), LS (Test Lead),
     JP (Developer), AC (Dev Lead)
Periphery: BF (Project Manager), ML (Dev Lead),
          AT (Logistic Manager), SW (Business Analyst)

Figure B.10: SHIP’s communication-RCSN core-periphery members’ list for the Communication of Changes reason
>> Requirements dependency set "D1":
Core: JS (Tester), AM (Tester), AC (Dev Lead), EZ (Dev Lead), DS (Developer), LS (Test Lead), SB (Tester)
Periphery: BF (Project Manager), ML (Dev Lead), LL (Developer)

>> Requirements dependency set "D2":
Core: JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead), DS (Developer), LS (Test Lead), SB (Tester), PR (Developer), ML (Dev Lead), MG (Developer)
Periphery: JP (Developer), BF (Project Manager), PW (Developer), RP (Developer)

>> Requirements dependency set "D3":
Core: JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead), SB (Tester), JP (Developer), PR (Developer), ML (Dev Lead), MG (Developer)
Periphery: BF (Project Manager), PW (Developer), RP (Developer)

>> Requirements dependency set "D4":
Core: JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead), SB (Tester), PR (Developer), ML (Dev Lead), MG (Developer)
Periphery: JP (Developer), BF (Project Manager), PW (Developer), RP (Developer)

>> Requirements dependency set "D5":
Core: JS (Tester), EZ (Dev Lead), SB (Tester), LS (Test Lead)
Periphery: JP (Developer), AC (Dev Lead), BF (Project Manager), ML (Dev Lead), AM (Tester)

Figure B.11: SHIP’s communication-RCSN core-periphery members’ list for the Coordination of Activities reason
>> Requirements dependency set "D1":
Core:  JS (Tester), AM (Tester), AC (Dev Lead), EZ (Dev Lead),
       DS (Developer), LS (Test Lead), SB (Tester)
Periphery: LL (Developer), PW (Developer), PR (Developer)

>> Requirements dependency set "D2":
Core:  JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer),
       EZ (Dev Lead), DS (Developer), LS (Test Lead), SB (Tester),
       PR (Developer)
Periphery: JP (Developer), BE (Developer), RP (Developer), BF (Project Manager),
       SW (Business Analyst), MG (Developer), ML (Dev Lead), PW (Developer)

>> Requirements dependency set "D3":
Core:  JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer),
       EZ (Dev Lead), LS (Test Lead), SB (Tester), JP (Developer),
       PR (Developer)
Periphery: BE (Developer), DS (Developer), MG (Developer), RP (Developer),
       BF (Project Manager), SW (Business Analyst), ML (Dev Lead),
       PW (Developer)

>> Requirements dependency set "D4":
Core:  JS (Tester), AM (Tester), AC (Dev Lead), LL (Developer),
       EZ (Dev Lead), LS (Test Lead), SB (Tester), JP (Developer),
       PR (Developer)
Periphery: BE (Developer), DS (Developer), MG (Developer), PW (Developer),
       RP (Developer), BF (Project Manager), ML (Dev Lead),
       SW (Business Analyst)

Figure B.12: SHIP’s awareness-RCSN core-periphery members’ list
>> Requirements dependency set "D1":
Clique 1: AC (Dev Lead), LS (Test Lead), BF (Project Manager)

>> Requirements dependency set "D2":
Clique 1: AC (Dev Lead), LS (Test Lead), PR (Developer)
Clique 2: AC (Dev Lead), LS (Test Lead), BF (Project Manager)

>> Requirements dependency set "D3":
Clique 1: AC (Dev Lead), LS (Test Lead), PR (Developer)

>> Requirements dependency set "D4":
Clique 1: AC (Dev Lead), LS (Test Lead), PR (Developer)

>> Requirements dependency set "D5":
No clique found

Figure B.13: SHIP's communication-RCSN members' list by clique for the Requirements negotiation reason
>> Requirements dependency set "D1":
Clique 1: AC (Dev Lead), EZ (Dev Lead), DS (Developer), LS (Test Lead)
Clique 2: AM (Tester), AC (Dev Lead), EZ (Dev Lead), LS (Test Lead)
Clique 3: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 4: JS (Tester), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 5: LS (Test Lead), SB (Tester), SW (Business Analyst)

>> Requirements dependency set "D2":
Clique 1: AC (Dev Lead), LL (Developer), LS (Test Lead), SB (Tester), PR (Developer)
Clique 2: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 3: AC (Dev Lead), DS (Developer), LS (Test Lead)
Clique 4: AC (Dev Lead), PR (Developer), ML (Dev Lead)
Clique 5: AM (Tester), SB (Tester), PR (Developer)
Clique 6: JS (Tester), LL (Developer), LS (Test Lead), SB (Tester)
Clique 7: JS (Tester), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 8: LL (Developer), LS (Test Lead), SB (Tester), AT (Logistic Manager)
Clique 9: LS (Test Lead), SB (Tester), SW (Business Analyst)

>> Requirements dependency set "D3":
Clique 1: AC (Dev Lead), LL (Developer), LS (Test Lead), SB (Tester), PR (Developer)
Clique 2: LL (Developer), LS (Test Lead), SB (Tester), AT (Logistic Manager)
Clique 3: JS (Tester), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 4: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 5: LS (Test Lead), SB (Tester), SW (Business Analyst)
Clique 6: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), JP (Developer)
Clique 7: AM (Tester), SB (Tester), PR (Developer)
Clique 8: AC (Dev Lead), PR (Developer), ML (Dev Lead)

>> Requirements dependency set "D4":
Clique 1: AC (Dev Lead), LL (Developer), LS (Test Lead), SB (Tester), PR (Developer)
Clique 2: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 3: JS (Tester), EZ (Dev Lead), LS (Test Lead), SB (Tester)
Clique 4: LL (Developer), LS (Test Lead), SB (Tester), AT (Logistic Manager)
Clique 5: LS (Test Lead), SB (Tester), SW (Business Analyst)
Clique 6: AM (Tester), SB, (Tester), PR (Developer)
Clique 7: AC (Dev Lead), PR (Developer), ML (Dev Lead)

>> Requirements dependency set "D5":
Clique 1: EZ (Dev Lead), SB (Tester), LS (Test Lead), AC (Dev Lead)
Clique 2: EZ (Dev Lead), LS (Test Lead), AC (Dev Lead)
Clique 3: JS (Tester), EZ (Dev Lead), LS (Test Lead)

Figure B.14: SHIP’s communication-RCSN members’ list by clique for the Requirements clarification reason
>> Requirements dependency set "D1":
Clique 1: AM (Tester), AC (Dev Lead), EZ (Dev Lead), LS (Test Lead)
Clique 2: AC (Dev Lead), EZ (Dev Lead), DS (Developer)
Clique 3: EZ (Dev Lead), DS (Developer), LL (Developer)

>> Requirements dependency set "D2":
Clique 1: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead), PR (Developer)
Clique 2: AC (Dev Lead), LL (Developer), PR (Developer), ML (Dev Lead)
Clique 3: AM (Tester), AC (Dev Lead), LS (Test Lead), PR (Developer)
Clique 4: AC (Dev Lead), EZ (Dev Lead), US (Developer)
Clique 5: AM (Tester), LS (Test Lead), SB (Tester)
Clique 6: LL (Developer), PR (Developer), MG (Developer)

>> Requirements dependency set "D3":
Clique 1: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead), PR (Developer)
Clique 2: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), JP (Developer)
Clique 3: AM (Tester), AC (Dev Lead), LS (Test Lead), PR (Developer)
Clique 4: AC (Dev Lead), LL (Developer), PR (Developer), ML (Dev Lead)
Clique 5: AM (Tester), LS (Test Lead), SB (Tester)
Clique 6: LL (Developer), PR (Developer), MG (Developer)

>> Requirements dependency set "D4":
Clique 1: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead), PR (Developer)
Clique 2: AC (Dev Lead), LL (Developer), PR (Developer), ML (Dev Lead)
Clique 3: AM (Tester), AC (Dev Lead), LS (Test Lead), PR (Developer)
Clique 4: AM (Tester), LS (Test Lead), SB (Tester)
Clique 5: LL (Developer), PR (Developer), MG (Developer)

>> Requirements dependency set "D5":
Clique 1: EZ (Dev Lead), LS (Test Lead), JP (Developer), AC (Dev Lead)

Figure B.15: SHIP’s communication-RCSN members' list by clique for the Communication of changes reason
>> Requirements dependency set "D1":
Clique 1: JS (Tester), AM (Tester), LS (Test Lead), SB (Tester)
Clique 2: JS (Tester), LS (Test Lead), SB (Tester)
Clique 3: EZ (Dev Lead), DS (Developer), LS (Test Lead)
Clique 4: AC (Dev Lead), EZ (Dev Lead), DS (Developer)
Clique 5: EZ (Dev Lead), DS (Developer), LL (Developer)

>> Requirements dependency set "D2":
Clique 1: AC (Dev Lead), LL (Developer), PR (Developer)
Clique 2: AC (Dev Lead), EZ (Dev Lead), PR (Developer)
Clique 3: AC (Dev Lead), PR (Developer), ML (Dev Lead)
Clique 4: AM (Tester), LS (Test Lead), PR (Developer)
Clique 5: EZ (Dev Lead), LS (Test Lead), PR (Developer)
Clique 6: LL (Developer), LS (Test Lead), PR (Developer)
Clique 7: LL (Developer), PR (Developer), MG (Developer)
Clique 8: AC (Dev Lead), EZ (Dev Lead), DS (Developer)
Clique 9: EZ (Dev Lead), DS (Developer), LS (Test Lead)
Clique 10: JS (Tester), AM (Tester), LS (Test Lead), SB (Tester)

>> Requirements dependency set "D3":
Clique 1: AC (Dev Lead), LL (Developer), PR (Developer)
Clique 2: AC (Dev Lead), EZ (Dev Lead), PR (Developer)
Clique 3: AC (Dev Lead), PR (Developer), ML (Dev Lead)
Clique 4: AM (Tester), LS (Test Lead), PR (Developer)
Clique 5: EZ (Dev Lead), LS (Test Lead), PR (Developer)
Clique 6: LL (Developer), LS (Test Lead), PR (Developer)
Clique 7: LL (Developer), PR (Developer), MG (Developer)
Clique 8: JS (Tester), AM (Tester), LS (Test Lead), SB (Tester)
Clique 9: AC (Dev Lead), EZ (Dev Lead), JP (Developer)

>> Requirements dependency set "D4":
Clique 1: AC (Dev Lead), LL (Developer), EZ (Dev Lead),
     PR (Developer)
Clique 2: LL (Developer), EZ (Dev Lead), LS (Test Lead),
     PR (Developer)
Clique 3: LL (Developer), PR (Developer), MG (Developer)
Clique 4: AM (Tester), LS (Test Lead), PR (Developer)
Clique 5: AC (Dev Lead), PR (Developer), ML (Dev Lead)
Clique 6: JS (Tester), AM (Tester), LS (Test Lead), SB (Tester)

>> Requirements dependency set "D5":
Clique 1: JS (Tester), SB (Tester), LS (Test Lead)
Clique 2: EZ (Dev Lead), JP (Developer), AC (Dev Lead)

Figure B.16: SHIP’s communication-RCSN members’ list by clique for the Coordination of activities reason
>> Requirements negotiation, requirements dependency set "D1":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: DS (Developer)
Component 4: SB (Tester)
Component 5: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead),
BF (Project Manager), ML (Dev Lead)

>> Requirements negotiation, requirements dependency set "D2":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: DS (Developer)
Component 4: SB (Tester)
Component 5: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead),
JP (Developer), PR (Developer), BF (Project Manager),
ML (Dev Lead)

>> Requirements negotiation, requirements dependency set "D3":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: SB (Tester)
Component 4: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead),
JP (Developer), PR (Developer), BF (Project Manager),
ML (Dev Lead)

>> Requirements negotiation, requirements dependency set "D4":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: SB (Tester)
Component 4: AC (Dev Lead), LL (Developer), EZ (Dev Lead), LS (Test Lead),
JP (Developer), PR (Developer), BF (Project Manager),
ML (Dev Lead)

>> Requirements negotiation, requirements dependency set "D5":
Component 1: JS (Tester)
Component 2: SB (Tester)
Component 3: JP (Developer)
Component 4: EZ (Dev Lead), LS (Test Lead), BF (Project Manager),
ML (Dev Lead), AC (Dev Lead)

Figure B.17: SHIP's communication-RCSN members’ list by weak component
>> Requirements dependency set "D1":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: DS (Developer)
Component 4: LS (Test Lead)
Component 5: SB (Tester)
Component 6: BF (Project Manager)
Component 7: ML (Dev Lead)
Component 8: AC (Dev Lead), EZ (Dev Lead)

>> Requirements dependency set "D2":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: LL (Developer)
Component 4: DS (Developer)
Component 5: SB (Tester)
Component 6: JP (Developer)
Component 7: BF (Project Manager)
Component 8: ML (Dev Lead)
Component 9: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), PR (Developer)

>> Requirements dependency set "D3":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: LL (Developer)
Component 4: SB (Tester)
Component 5: JP (Developer)
Component 6: BF (Project Manager)
Component 7: ML (Dev Lead)
Component 8: AC (Dev Lead), EZ (Dev Lead), LS (Test Lead), PR (Developer)

>> Requirements dependency set "D4":
Component 1: JS (Tester)
Component 2: AM (Tester)
Component 3: AC (Dev Lead)
Component 4: LL (Developer)
Component 5: EZ (Dev Lead)
Component 6: LS (Test Lead)
Component 7: SB (Tester)
Component 8: JP (Developer)
Component 9: PR (Developer)
Component 10: BF (Project Manager)
Component 11: ML (Dev Lead)

>> Requirements dependency set "D5":
Component 1: JS (Tester)
Component 2: EZ (Dev Lead)
Component 3: SB (Tester)
Component 4: LS (Test Lead)
Component 5: JP (Developer)
Component 6: BF (Project Manager)
Component 7: ML (Dev Lead)
Component 8: AC (Dev Lead)

Figure B.18: SHIP's communication-RCSN members' list by strong component for the Requirements negotiation reason
Figure B.19: SHIP’s communication-RCSN members’ list by strong component for the Requirements clarification reason
>> Requirements dependency set "D1":
Component 1: JS (Tester)
Component 2: BF (Project Manager)
Component 3: ML (Dev Lead)
Component 4: AT (Logistic Manager)
Component 5: SW (Business Analyst)
Component 6: AM (Tester), AC (Dev Lead), EZ (Dev Lead), DS (Developer),
   LS (Test Lead), SB (Tester), LL (Developer)

>> Requirements dependency set "D2":
Component 1: JS (Tester)
Component 2: JP (Developer)
Component 3: BF (Project Manager)
Component 4: ML (Dev Lead)
Component 5: AT (Logistic Manager)
Component 6: MG (Developer)
Component 7: PW (Developer)
Component 8: SW (Business Analyst)
Component 9: AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
   DS (Developer), LS (Test Lead), SB (Tester), PR (Developer)

>> Requirements dependency set "D3":
Component 1: JS (Tester)
Component 2: BF (Project Manager)
Component 3: ML (Dev Lead)
Component 4: AT (Logistic Manager)
Component 5: MG (Developer)
Component 6: PW (Developer)
Component 7: SW (Business Analyst)
Component 8: AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
   LS (Test Lead), SB (Tester), JP (Developer), PR (Developer)

>> Requirements dependency set "D4":
Component 1: JS (Tester)
Component 2: JP (Developer)
Component 3: BF (Project Manager)
Component 4: ML (Dev Lead)
Component 5: RP (Developer)
Component 6: AT (Logistic Manager)
Component 7: MG (Developer)
Component 8: PW (Developer)
Component 9: SW (Business Analyst)
Component 10: AM (Tester), AC (Dev Lead), LL (Developer), EZ (Dev Lead),
   LS (Test Lead), SB (Tester), PR (Developer)

>> Requirements dependency set "D5":
Component 1: JS (Tester)
Component 2: AC (Dev Lead)
Component 3: BF (Project Manager)
Component 4: ML (Dev Lead)
Component 5: AT (Logistic Manager)
Component 6: SW (Business Analyst)
Component 7: EZ (Dev Lead), SB (Tester), LS (Test Lead), JP (Developer)

Figure B.20: SHIP’s communication-RCSN members’ list by strong component for
the Communication of changes reason

Reachability. The communication-RCSNs reachability matrices for the Requirements negotiation reason per dependency set is showed in Figure B.22, followed by
Figure B.21: SHIP’s communication-RCSN members’ list by strong component for the Coordination of activities reason

the Requirements clarification matrices in Figure B.23. The matrices for the Communication of changes reason is showed in Figure B.24 and for the Coordination of activities in Figure B.25.

Degree centrality. The communication-RCSNs outdegree and indegree centrality indexes by dependency set for the Requirements negotiation reason are presented
Figure B.22: SHIP’s communication-RCSN reachability matrices for the Requirements Negotiation reason per dependency set

in Figure B.26. The degree indexes for the Requirements clarification reason are presented in Figure B.27. The indexes for the Communication of changes reason are showed in Figure B.28, and the indexes for the Coordination of activities reason is in Figure B.29. The awareness-RCSNs outdegree and indegree centrality indexes by dependency set are presented in Figure B.30.
(a) Dependency set $D_1$

(b) Dependency set $D_2$

(c) Dependency set $D_3$

(d) Dependency set $D_4$

(e) Dependency set $D_5$

Figure B.23: SHIP’s communication-RCSN reachability matrices for the Requirements Clarification reason per dependency set
(a) Dependency set $D_1$

(b) Dependency set $D_2$

(c) Dependency set $D_3$

(d) Dependency set $D_4$

(e) Dependency set $D_5$

Figure B.24: SHIP's communication-RCSN reachability matrices for the Communication of Changes reason per dependency set
Figure B.25: SHIP’s communication-RCSN reachability matrices for the Coordination of Activities reason per dependency set.
Figure B.26: SHIP’s communication-RCSN degree centrality for the Requirements Negotiation reason per dependency set
Figure B.27: SHIP's communication-RCSN degree centrality for the Requirements Clarification reason per dependency set.
Figure B.28: SHIP’s communication-RCSN degree centrality for the Communication of Changes reason per dependency set.
Figure B.29: SHIP’s communication-RCSN degree centrality for the Coordination of Activities reason per dependency set
(a) Dependency set $D_1$

<table>
<thead>
<tr>
<th>Name</th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>EZ (Dev Lead)</td>
<td>9.000</td>
<td>5.000</td>
</tr>
<tr>
<td>AM (Tester)</td>
<td>6.000</td>
<td>6.000</td>
</tr>
<tr>
<td>JS (Tester)</td>
<td>5.000</td>
<td>4.000</td>
</tr>
<tr>
<td>SB (Tester)</td>
<td>5.000</td>
<td>3.000</td>
</tr>
<tr>
<td>AC (Dev Lead)</td>
<td>4.000</td>
<td>3.000</td>
</tr>
<tr>
<td>LS (Test Lead)</td>
<td>4.000</td>
<td>6.000</td>
</tr>
<tr>
<td>DS (Developer)</td>
<td>4.000</td>
<td>4.000</td>
</tr>
<tr>
<td>LL (Developer)</td>
<td>0.000</td>
<td>4.000</td>
</tr>
<tr>
<td>PW (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>PR (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(b) Dependency set $D_2$

<table>
<thead>
<tr>
<th>Name</th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>JS (Tester)</td>
<td>9.000</td>
<td>4.000</td>
</tr>
<tr>
<td>AM (Tester)</td>
<td>9.000</td>
<td>7.000</td>
</tr>
<tr>
<td>LS (Test Lead)</td>
<td>9.000</td>
<td>7.000</td>
</tr>
<tr>
<td>PR (Developer)</td>
<td>8.000</td>
<td>6.000</td>
</tr>
<tr>
<td>EZ (Dev Lead)</td>
<td>7.000</td>
<td>8.000</td>
</tr>
<tr>
<td>LL (Developer)</td>
<td>7.000</td>
<td>7.000</td>
</tr>
<tr>
<td>AC (Dev Lead)</td>
<td>6.000</td>
<td>8.000</td>
</tr>
<tr>
<td>SB (Tester)</td>
<td>6.000</td>
<td>4.000</td>
</tr>
<tr>
<td>DS (Developer)</td>
<td>4.000</td>
<td>2.000</td>
</tr>
<tr>
<td>JP (Developer)</td>
<td>2.000</td>
<td>4.000</td>
</tr>
<tr>
<td>BE (Developer)</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>MG (Developer)</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>ML (Dev Lead)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>PW (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(c) Dependency set $D_3$

<table>
<thead>
<tr>
<th>Name</th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>JS (Tester)</td>
<td>9.000</td>
<td>4.000</td>
</tr>
<tr>
<td>EZ (Dev Lead)</td>
<td>9.000</td>
<td>7.000</td>
</tr>
<tr>
<td>LS (Test Lead)</td>
<td>9.000</td>
<td>6.000</td>
</tr>
<tr>
<td>PR (Developer)</td>
<td>8.000</td>
<td>7.000</td>
</tr>
<tr>
<td>AC (Dev Lead)</td>
<td>8.000</td>
<td>7.000</td>
</tr>
<tr>
<td>SB (Tester)</td>
<td>6.000</td>
<td>7.000</td>
</tr>
<tr>
<td>DS (Developer)</td>
<td>6.000</td>
<td>4.000</td>
</tr>
<tr>
<td>MG (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>ML (Dev Lead)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>PW (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(d) Dependency set $D_4$

<table>
<thead>
<tr>
<th>Name</th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>JS (Tester)</td>
<td>9.000</td>
<td>4.000</td>
</tr>
<tr>
<td>EZ (Dev Lead)</td>
<td>9.000</td>
<td>7.000</td>
</tr>
<tr>
<td>LS (Test Lead)</td>
<td>9.000</td>
<td>6.000</td>
</tr>
<tr>
<td>PR (Developer)</td>
<td>8.000</td>
<td>7.000</td>
</tr>
<tr>
<td>AC (Dev Lead)</td>
<td>8.000</td>
<td>7.000</td>
</tr>
<tr>
<td>SB (Tester)</td>
<td>6.000</td>
<td>7.000</td>
</tr>
<tr>
<td>DS (Developer)</td>
<td>6.000</td>
<td>4.000</td>
</tr>
<tr>
<td>MG (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>ML (Dev Lead)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
<tr>
<td>PW (Developer)</td>
<td>0.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(e) Dependency set $D_5$

<table>
<thead>
<tr>
<th>Name</th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>EZ (Dev Lead)</td>
<td>9</td>
<td>4</td>
</tr>
<tr>
<td>LS (Test Lead)</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>SB (Tester)</td>
<td>5</td>
<td>3</td>
</tr>
<tr>
<td>JS (Tester)</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>JP (Developer)</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>AC (Dev Lead)</td>
<td>0</td>
<td>3</td>
</tr>
<tr>
<td>AM (Tester)</td>
<td>0</td>
<td>3</td>
</tr>
<tr>
<td>DS (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>LL (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>MG (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>PR (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

Figure B.30: SHIP’s awareness-RCSN degree centrality per dependency set
Appendix C

Detailed Results for the Support Applications Project

This appendix presents the data analysis results for the APP project in details. For each measure, the results obtained for the combination of each reason of communication and each requirements dependency set is presented.

C.1 (RQ2) RCSNs Characterization

RCSN sociogram. The communication-RCSNs sociograms are organized by reason of communication. Figure C.1 displays the sociogram for the Requirements negotiation reason by requirements dependency set. Note that the sociogram for each reason of communication of the dependency set $D_1$ has been presented in Chapter 7, thus here $D_2$ to $D_4$ sets are presented. Figure C.2 presents the sociograms for the Requirements clarification reason, Figure C.3 for the Communication of changes reason, and Figure C.4 for the Coordination of activities reason.

The awareness-RCSNs sociograms for each set of requirements dependency is presented in Figure C.5. Similarly to the communication-RCSNs, the sociogram for the dependency set $D_1$ has been presented in Chapter 7.

Ties statistics based on team members attributes. The communication-RCSNs ties statistics per reason of communication by set of requirements dependency is presented in Figure C.6, and it is organized as follows. The distribution of ties between assigned members is presented in Figure C.6(a), and between an assigned and an
Figure C.1: APP’s communication-RCSN sociograms for the Requirements Negotiation reason

Figure C.2: APP’s communication-RCSN sociograms for the Requirements Clarification reason

emergent member in Figure C.6(b). The distribution of ties within-offices is presented in Figure C.6(c), and cross-offices in Figure C.6(d). The distribution of ties within-teams is presented in Figure C.6(e), and cross-teams in Figure C.6(f).
Figure C.3: APP’s communication-RCSN sociograms for the Communication of Changes reason

Figure C.4: APP’s communication-RCSN sociograms for the Coordination of Activities reason

The awareness-RCSNs ties statistics by set of requirements dependency is presented in Figure C.7, and it is organized as follows. The distribution of ties between assigned members, and between an assigned and an emergent member is presented in Figure C.7(a). The distribution of ties by office location is presented in Figure C.7(b), and by team in Figure C.7(c).
C.2 (RQ3) RCSNs Structures

**Core-periphery.** The list of team members belonging to the core and to the periphery of the communication-RCSNs for the Requirements negotiation reason is presented in Figure C.8. The list for the Requirements clarification reason is presented in Figure C.9. The list for the Communication of changes is in Figure C.10, and the list for the Coordination of activities reason is in Figure C.11. The list of team members belonging to the core and to the periphery of the awareness-RCSNs is presented in Figure C.12.

**Clique.** The list of team members by each identified clique for the Requirements clarification list is showed in Figure C.13, and the list for the Communication of changes reason is in Figure C.14. Note that no cliques were found for the Requirements negotiation and for the Coordination of activities reasons.

C.3 (RQ4) RCSNs Information Flow

**Component.** The list of team members by each identified weak component for the Requirements negotiation reasons is presented in Figure C.15, followed by the list for the Requirements clarification in Figure C.16. The list for the Communication of
Figure C.6: APP’s communication-RCSN ties statistics by requirements dependency set

changes is in Figure C.17, and for the Coordination of activities reason is in Figure C.18.

The list of team members by each identified strong component for the Requirements negotiation reasons is presented in Figure C.19, followed by the list for the Requirements clarification in Figure C.20. The list for the Communication of changes is in Figure C.21, and for the Coordination of activities reason is in Figure C.22.
Figure C.7: APP’s awareness-RCSN ties statistics by requirements dependency set
>> Requirements dependency set "D1":
Core: RF (Developer), AC (Requirements Analyst)
Periphery: FS (Tester), MM (Tester), RS (Developer),
        PB (Requirements Analyst)

>> Requirements dependency set "D2":
Core: RF (Developer), AC (Requirements Analyst)
Periphery: FS (Tester), MM (Tester), PB (Requirements Analyst)

>> Requirements dependency set "D3":
Core: RF (Developer), AC (Requirements Analyst)
Periphery: MM (Tester), FS (Tester), RS (Developer),
        PB (Requirements Analyst)

>> Requirements dependency set "D4":
Core: AT (Developer), AS (Requirements Analyst), EP (Test Lead),
        PF (Developer)
Periphery: RS (Tester), WR (Dev Lead)

Figure C.8: APP’s communication-RCSN core-periphery members’ list for the Requirements Negotiation reason

>> Requirements dependency set "D1":
Core: FS (Tester), RF (Developer), MM (Tester)
Periphery: AC (Requirements Analyst), RS (Developer), LB (Developer),
        AS (Requirements Analyst), PB (Requirements Analyst)

>> Requirements dependency set "D2":
Core: FS (Tester), RF (Developer), MM (Tester)
Periphery: AC (Requirements Analyst), LB (Developer),
        AS (Requirements Analyst), PB (Requirements Analyst)

>> Requirements dependency set "D3":
Core: FS (Tester), RF (Developer), MM (Tester)
Periphery: AC (Requirements Analyst), RS (Developer), LB (Developer),
        AS (Requirements Analyst), PB (Requirements Analyst)

>> Requirements dependency set "D4":
Core: AT (Developer), AS (Requirements Analyst), EP (Test Lead),
        PF (Developer), RS (Tester)
Periphery: WR (Dev Lead)

Figure C.9: APP’s communication-RCSN core-periphery members’ list for the Requirements Clarification reason
Figure C.10: APP’s communication-RCSN core-periphery members’ list for the Communication of Changes reason

>> Requirements dependency set "D1":
Core: FS (Tester), RF (Developer), MM (Tester), AC (Requirements Analyst)
Periphery: RS (Developer), EP (Test Lead), AS (Requirements Analyst),
           NF (Dev Lead), PB (Requirements Analyst)

>> Requirements dependency set "D2":
Core: FS (Tester), RF (Developer), MM (Tester), AC (Requirements Analyst)
Periphery: EP (Test Lead), AS (Requirements Analyst), NF (Dev Lead),
           PB (Requirements Analyst)

>> Requirements dependency set "D3":
Core: FS (Tester), RF (Developer), MM (Tester), AC (Requirements Analyst)
Periphery: RS (Developer), EP (Test Lead), AS (Requirements Analyst),
           NF (Dev Lead), PB (Requirements Analyst)

>> Requirements dependency set "D4":
Core: AT (Developer), AS (Requirements Analyst), EP (Test Lead),
      PF (Developer), RS (Tester)
Periphery: WR (Dev Lead)

Figure C.11: APP’s communication-RCSN core-periphery members’ list for the Coordination of Activities reason
Figure C.12: APP’s awareness-RCSN core-periphery members’ list

Figure C.13: APP’s communication-RCSN members' list by clique for the Requirements Clarification reason
Figure C.14: APP’s communication-RCSN members’ list by clique for the Communication of Changes reason

Figure C.15: APP’s communication-RCSN members’ list by weak component for the Requirements Negotiation reason
Figure C.16: APP’s communication-RCSN members’ list by weak component for the Requirements Clarification reason

Figure C.17: APP’s communication-RCSN members’ list by weak component for the Communication of Changes reason
Figure C.18: APP’s communication-RCSN members’ list by weak component for the Coordination of Activities reason

Figure C.19: APP’s communication-RCSN members’ list by strong component for the Requirements Negotiation reason
Figure C.20: APP’s communication-RCSN members’ list by strong component for the Requirements clarification reason
Reachability. The communication-RCSNs reachability matrices for the Requirements negotiation reason per dependency set is showed in Figure C.23, followed by the Requirements clarification matrices in Figure C.24. The matrices for the Communication of changes reason is showed in Figure C.25 and for the Coordination of activities in Figure C.26.

Degree centrality. The communication-RCSNs outdegree and indegree centrality indexes by dependency set for the Requirements negotiation reason are presented in Figure C.27. The degree indexes for the Requirements clarification reason are presented in Figure C.28. The indexes for the Communication of changes reason are showed in Figure C.29, and the indexes for the Coordination of activities reason is
Figure C.22: APP’s communication-RCSN members’ list by strong component for the Coordination of Activities reason

in Figure C.30. The aware-RCSNs outdegree and indegree centrality indexes by dependency set are presented in Figure C.31.
Figure C.23: APP’s communication-RCSN reachability matrices for the Requirements Negotiation reason per dependency set.

(a) Dependency set $D_1$  
(b) Dependency set $D_2$

(c) Dependency set $D_3$  
(d) Dependency set $D_4$

Figure C.24: APP’s communication-RCSN reachability matrices for the Requirements Clarification reason per dependency set.

(a) Dependency set $D_1$  
(b) Dependency set $D_2$

(c) Dependency set $D_3$  
(d) Dependency set $D_4$
Figure C.25: APP’s communication-RCSN reachability matrices for the Communication of Changes reason per dependency set

Figure C.26: APP’s communication-RCSN reachability matrices for the Coordination of Activities reason per dependency set
Figure C.27: APP’s communication-RCSN degree centrality for the Requirements Negotiation reason per dependency set

(a) Dependency set $D_1$  
(b) Dependency set $D_2$

(c) Dependency set $D_3$  
(d) Dependency set $D_4$

Figure C.28: APP’s communication-RCSN degree centrality for the Requirements Clarification reason per dependency set

(a) Dependency set $D_1$  
(b) Dependency set $D_2$

(c) Dependency set $D_3$  
(d) Dependency set $D_4$
Figure C.29: APP’s communication-RCSN degree centrality for the Communication of Changes reason per dependency set

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>5.000</td>
<td>4.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>2.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(a) Dependency set $D_1$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>5.000</td>
<td>4.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>2.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(b) Dependency set $D_2$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>4.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>1.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>2.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(c) Dependency set $D_3$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>4.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>2.000</td>
<td>2.000</td>
<td>2.000</td>
<td>0.000</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
</tr>
</tbody>
</table>

(d) Dependency set $D_4$

Figure C.30: APP’s communication-RCSN degree centrality for the Coordination of Activities reason per dependency set

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>3.000</td>
<td>1.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
</tbody>
</table>

(a) Dependency set $D_1$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>3.000</td>
<td>1.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>1.000</td>
<td>1.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
</tbody>
</table>

(b) Dependency set $D_2$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>1.000</td>
<td>0.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>1.000</td>
<td>0.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
</tbody>
</table>

(c) Dependency set $D_3$

<table>
<thead>
<tr>
<th>MM (Tester)</th>
<th>FS (Tester)</th>
<th>AC (Requirements Analyst)</th>
<th>RS (Developer)</th>
<th>EP (Test Lead)</th>
<th>AS (Requirements Analyst)</th>
<th>NF (Dev Lead)</th>
<th>PB (Requirements Analyst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>OutDegree</td>
<td>1.000</td>
<td>0.000</td>
<td>1.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
<tr>
<td>InDegree</td>
<td>1.000</td>
<td>0.000</td>
<td>2.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
<td>0.000</td>
</tr>
</tbody>
</table>

(d) Dependency set $D_4$
### (a) Dependency set $D_1$

<table>
<thead>
<tr>
<th></th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM (Tester)</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>FS (Tester)</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>RF (Developer)</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>AC (Requirements Analyst)</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>RS (Developer)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>EP (Test Lead)</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>LB (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>AS (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>NF (Dev Lead)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>PB (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>CP (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

### (b) Dependency set $D_2$

<table>
<thead>
<tr>
<th></th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM (Tester)</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>FS (Tester)</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>RF (Developer)</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>AC (Requirements Analyst)</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>RS (Developer)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>EP (Test Lead)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>LB (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>AS (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>NF (Dev Lead)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>PB (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>CP (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

### (c) Dependency set $D_3$

<table>
<thead>
<tr>
<th></th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM (Tester)</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>AC (Requirements Analyst)</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>RS (Developer)</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>EP (Test Lead)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>LB (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>AS (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>NF (Dev Lead)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>PB (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>CP (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

### (d) Dependency set $D_4$

<table>
<thead>
<tr>
<th></th>
<th>OutDegree</th>
<th>InDegree</th>
</tr>
</thead>
<tbody>
<tr>
<td>MM (Tester)</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>FS (Tester)</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>RF (Developer)</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>AC (Requirements Analyst)</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>RS (Developer)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>EP (Test Lead)</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>LB (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>AS (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>NF (Dev Lead)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>PB (Requirements Analyst)</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>CP (Developer)</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

Figure C.31: APP’s awareness-RCSN degree centrality per dependency set
Appendix D

The Complete Framework for Studying Requirements-Driven Collaboration

This appendix presents the complete and revisited version of the framework for studying requirements-driven collaboration aiming to allow its independent use for researchers or practitioners.

Requirements-driven collaboration is collaboration that occurs during the elicitation, definition, specification, implementation, testing, and management of requirements. To study requirements-driven collaboration, I propose a framework that uses concepts and measures from social network analysis [135] to obtain insights about the communication and awareness patterns of those involved in requirements-driven collaboration. The framework defines an investigative approach based on a social structure that focuses on the requirement as the unit of work around which collaboration occurs. I term this structure a requirements-centric team. The framework then consists of two parts:

- Part 1 defines the requirements-centric team and requirements-centric social network concepts, and
- Part 2 defines a number of social networks analysis measures to study aspects of requirements-driven collaboration.
D.1 Part 1. Defining the Concepts

D.1.1 Defining Requirements-Centric Teams

A requirements-centric team (RCT) is a cross-functional group whose members’ work activities are related to one or more interrelated requirements, as well as downstream artifacts such as database design, source code and test cases. By related to I consider relationships such as assigned to and communicating about.

The membership of an RCT contains individuals that have a relationship to a requirement or multiple interrelated requirements. Such relationships also include relationships to downstream artifacts that trace to the requirement. Thus, the RCT membership includes individuals who work on project artifacts such as database design, source code and test cases, as well as individuals who send and receive communication artifacts such as e-mail and instant messages. As an example, consider a project team comprised of team members Bob, Eva, Frank, Geoff, Lisa, Ron and Todd, and a number of requirements $R_1$, $R_2$ and $R_3$. The following activities and relationships have been recorded: Lisa, a software designer, is writing a design specification implementing $R_1$, as well as test cases for $R_1$. Todd has written source code that implements $R_1$. Eva exchanged an e-mail message with Todd during their work about $R_1$. Consequently, the RCT associated with $R_1$ ($R_1CT$) contains Lisa, Todd, and Eva. This is illustrated in Figure D.1 that shows $R_1$ on the requirement plane, its associated project and communication artifacts on the artifact plane, and the $R_1CT$ on the requirements-centric teams’ plane.

A requirement-centric team can also provide a view of people who are working on multiple related requirements. If a requirement is related to another through requirement dependencies such as structural (e.g., refined-to, changes-to and similar-to dependencies), constraining (e.g., requires, and conflict-with dependencies) or cost/value (e.g., increases/decreases cost of dependencies) [38], the requirements-centric team associated to the interrelated requirements comprises all project members whose work activities relate to these requirements and their related downstream artifacts. Figure D.1 also illustrates the RCT associated to $R_2 \& R_3$ ($R_3$ depends on $R_2$), so the $R_2\&R_3 \ CT$ contains Eva, Todd, Ron, Bob, Geoff and Frank.

The RCT also applies to non-functional requirements. As non-functional requirements often have a relationship to functional requirements, and cross-cut many artifacts, an RCT can identify people who should collaborate because their work on
non-functional requirements influence those working on functional requirements.

D.1.2 Defining Requirements-Centric Social Networks

To analyze the collaboration within requirements-centric teams, I define a requirements-centric social network. A requirements-centric social network (RCSN) is a social network [135] that represents the members, also called actors, and relationships, also called ties, in a RCT. The actors in an RCSN are among the members of the RCT, and the ties in the network are representations of different relationships during these members’ collaboration. For example, a tie can represent project members’ requirements-related communication, assignment to work on the same requirements, contributions to the development of a requirement, or awareness of another’s requirements-related work.

Representations such as social networks allow one to capture information about the real world relationships that form among people whose work is related to a requirement, and investigate questions such as "Who has worked on artifacts related to particular requirements?", "How does this compare to the project plan?", "Who
communicated or coordinated about these artifacts?", and "Who are central people in the requirements-based communication and thus are key people in the processes of expertise seeking?".

Given specific research interests, one can define which types of relationships to represent in an RCSN, and collect appropriate data with to generate RCSNs containing different relationships. Examples of RCSNs that represent relationships include but are not limited to the following (Figure D.1 is used for illustration).

**Technical dependency RCSN.** A technical dependency RCSN contains members that should coordinate because there are technical dependencies among the artifacts they work on, e.g., those that contribute to the requirement and related downstream artifacts up to the current moment in time. This network is assumed to be fully connected, and ties are non-directional. In Figure D.1, there is a technical dependency between $R_2$ and $R_3$. Because Eva, Todd, Ron, and Bob are assigned to work on $R_2$, and Geoff on $R_3$, the technical dependency network contains all five team members. Such a network can be constructed using repository mining that identifies relationships between artifacts, such as call graphs and trace links.

This network can be useful for identifying how many project members have been involved in modifying the requirement or associated downstream artifacts. The information captured in this network can be used to propagate change information to members working on the requirement, and, more significantly, members working on dependent requirements. If one’s work is affected by a dependent requirement, one has to receive information of changes about the related artifacts. Other uses for this network include expertise seeking to find members who recently worked on an artifact related to the requirement, and monitoring the amount of activity in the development, to identify requirements that may require additional resources.

**Assignment RCSN.** An assignment RCSN contains members from the RCT that have been assigned to work on the requirement or on its associated downstream artifacts. The network is assumed to be fully connected because it reflects technical dependencies among members who should coordinate with each other, and ties are non-directional. For example, in Figure D.1, Lisa is assigned to work on the design for $R_1$, and Todd is assigned to coding the modules related to $R_1$. Consequently, Todd and Lisa appear in the assignment–$R_1$ CSN. Such a network can be constructed by extracting data from project planning or bug-tracking systems that contain informa-
This network can be useful for identifying the expected scope of involvement and coordination in the development of a requirement. When constructed over a period of time, this network can show changes on allocation of members in a certain requirement and this information can be used by senior project management to restructure functional allocation of members in a department or in the company.

**Communication RCSN.** A communication RCSN contains members from the RCT that have communicated about the requirements or its associated downstream artifact. A directional tie is drawn if one person communicates about the requirement with another person. To construct a communication network, data can be automatically extracted from communication repositories such as mailing lists, online forum systems, instant messenger logs, and comments on bug-tracking systems, or self-reported by team members through daily log diaries and questionnaires.

This network can be useful for identifying communication activity generated around a requirement, and an indication of behaviors such as asking for clarifications on requirements and communication of changes. This network can be quite larger than the technical-dependency or assignment-RCSN in that it may include members who emerge as relevant to the coordination driven by the particular requirement – for instance, by having provided technical expertise – but who do not belong to the technical network because they have not modified any technical artifact or to the assignment network because they were not assigned to work on the related requirements or downstream artifacts. Frank is, for example, an emergent person in the communication–$R_{2\&3}$CSN in Figure D.1 because Geoff is communicating with him and he was not assigned to work on $R_2$ or $R_3$. Similarly, fewer members than those in a technical-dependency or assignment relationship may be communicating during the project, indicating a possible lack of coordination in the development of the requirement. Figure D.1 shows Bob and Eva as not having communicated in a technical dependency relationship. Because there may be different reasons for communication, such as communication of changes [39], coordinating activities [107], and requesting clarification [108], one can construct and analyze networks that capture only a particular reason for communication. These reasons can be extracted from repositories or explicitly asked to members when data is collected through self-reported methods. It is important to be precise in the relationships mapped to clearly understand communication patterns and be able to improve collaboration [34].
**Awareness RCSN.** An awareness RCSN contains members from the RCT that have been identified to have awareness about other members and their work in the RCT. Awareness is the knowledge that one has about others and their working activities. Examples include knowledge of what is going on in a task in areas that affect that member's work [39] [136]; knowledge of which team members are around, where and when, as relevant for the task [52]; knowledge of how other members can help one in his work [48]; or knowledge of changes made on a project documentation artifact such as requirements specification. In the RCSN a directional tie is drawn if one person has awareness about the other, using the different types of awareness. To construct an awareness-based network, data can be collected through interviews or questionnaires. A question of the form "Are you aware of this project member’s current tasks?" or "Are you aware of how can these project members help you in your work on requirement R?" can be asked of individuals in a project team. Data can also be collected through observation of team members in their work environment.

This network can be useful for identifying who in the organization is knowledgeable about activities that surround one’s work. Since coordination of activities is a critical component of collaboration in requirements-centric teams, and awareness plays an important role in facilitating coordination, information about the extent to which members in an RCSN have awareness of each other’s work is useful in diagnosing the collaboration ability of members in RCSNs. This network can be different than the communication network because people may become aware through other means than communication. For example, members developing code related to a requirement may stay aware of progress by subscribing to the code repository notification feature. On the other hand, a project manager may stay up-to-date about what is going on in the project by reading status report of member’s activities.

**D.2 Part 2. Defining Social Network Analysis Measures to Study Requirements-Driven Collaboration**

Having defined requirements-centric social networks, a number of measures and tests from social network analysis was selected as mechanisms to explore the different aspects of requirements-driven collaboration. Table D.1 summarizes the questions
and insights that can be obtained by each measure adopted, and is organized by distinct aspects of requirements-driven collaboration that can be examined.

D.3 Analysis to Characterize Communication and Fleeting Knowledge in RDC

The measurements of RCSN network properties I propose can answer questions such as "What types of requirements require communication-based coordination?", "Which requirements required high amount of clarifications and may be then problematic because of unclear description?", and "Which requirements required high amount of coordination potentially because of changes to them?". In addition, characteristics of the members, such as role in an organization, level of experience and geographical location, may influence relationships observed in a RCSN. These characteristics are called actor attributes. By analyzing the attributes of RCSN members one can partition the network into smaller and more specific groups. By studying how information flows within and across groups one can study, for example, how frequently project RCT members communicate with those outside their team, or how frequently they communicate across distance.
Table D.1: Summary of measures by requirements-driven collaboration aspect

<table>
<thead>
<tr>
<th>Characterization of Communication and Fleeting Knowledge in RDC</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Measure</strong></td>
</tr>
<tr>
<td>RCSN visualization</td>
</tr>
<tr>
<td>RCSN size</td>
</tr>
<tr>
<td>RCSN density</td>
</tr>
<tr>
<td>Ties statistics</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Communication and Fleeting Knowledge Network Structures in RDC</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Measure</strong></td>
</tr>
<tr>
<td>Centralization</td>
</tr>
<tr>
<td>Core-periphery</td>
</tr>
<tr>
<td>Ties reciprocity</td>
</tr>
<tr>
<td>Clique</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Information Flow Patterns in RDC</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Measure</strong></td>
</tr>
<tr>
<td>Component</td>
</tr>
<tr>
<td>Reachability</td>
</tr>
<tr>
<td>Cutpoints</td>
</tr>
<tr>
<td>Degree</td>
</tr>
<tr>
<td>Brokerage</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Alignment among Coord. Needs, Actual Coord., and Org. Structure in RDC</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Measure</strong></td>
</tr>
<tr>
<td>Alignment</td>
</tr>
<tr>
<td></td>
</tr>
</tbody>
</table>
One can view the requirements-centric social network as consisting of different functional groups located at different geographical locations, or as groups of experts and novices. The actor attributes thus provides a useful dimension of analysis of “distance” between members in a RCSN. The geographical distance is an obvious one, but here I present other types of distance such as functional distance or level of experience. If two members are close in one dimension, they may consider themselves quite distant in other dimensions and make decisions about information sharing behavior. For example, a developer may exchange communication more frequently with geographically-distant senior developers than with novice developers in the same office. Thus, one can study relationships between attributes such as distance and functional role on patterns of information flow in RCSNs.

Visual composition of the entire RCSN and its members’ attributes. A RCSN sociogram is a visual representation of the requirements-driven collaboration relationships established by members of a certain requirements-centric team. In addition to the RCT members (nodes) and relationships (ties) between them, a RCSN sociogram can also display its members attributes. The visualization of a sociogram that shows attributes can reveal patterns of relationship behavior among requirements-centric team members, bring hidden structural features to light, and help on the understanding of the communication and fleeting knowledge patterns that generated the network structure. For example, the node shape can represent the member’s role, the actor color can indicate the member’s location, and the actor size can indicate the time that the member is working in a project. The examination of a communication RCSN in terms of the three attributes allows one to partition the RCT into those who communicate within their teammates versus those who seek out outsiders’ help (role attribute), those who discuss requirements issues with people abroad (location attribute), and those who go to seniors members to clarify requirements (time working in the project attribute).

RCSN size. RCSN size is the number of members in each RCSN and helps convey the amount of coordination required for each requirement. The proportion of RCT members involved in a particular requirement out of the total members in the project indicates the requirement relative size and suggest how big is the scope of a requirement.
**RCSN density.** RCSN density is the proportion of ties that exist in the RCSN out of the total possible ties. In requirements-driven collaboration, it is a measurement of how tightly-coupled the requirements-centric team is, and reflects the ability of the team to distribute knowledge about the changes in requirements or clarifications about requirements. For example, a communication-RCSN with high density suggest that the RCT members communicate a lot with others working on the requirement. If seeking clarifications is the topic of discussion in the highly dense communication-RCSN then one may conclude that the requirement is ambiguous and problematic because it necessitates a lot of information exchange to clarify it. Similarly, a communication-RCSN drawn from messages about requirements change that has high density is indicative of a requirement that is highly volatile.

**Ties statistics based on RCT members attributes.** Another way to reveal patterns of requirements-driven collaboration in a RCSN is to provide statistics about the relationships established by RCT members based on their personal characteristics (attributes). This kind of analysis makes explicit, for example, how many ties are cross-sites or cross-teams characterizing whether collaboration takes place beyond physical and team boundaries.

**D.4 Analysis of Communication and Fleeting Knowledge Network Structures in RDC**

Network structure – the arrangement of a set of ties linking the actors in the network [111] – is important in the study of requirements-driven collaboration because it allows one to examine patterns of behaviour of those in positions to send information about requirements, or of the entire network making decisions about requirements. I regard a requirements-centric social network as a conduit for propagation of information or the exertion of influence. Each RCT member’s place in the overall pattern of relationships, largely determined by personal attributes such as location, experience and role, determines what information that member has access to, and who that member is in a position to influence. Thus, patterns of information flow affect the individual’s capabilities in the project and as such there is an important relationship between members’ attributes, capabilities and the network structure.
**RCSN centralization.** RCSN centralization is an expression of how tightly the network is organized around its most central nodes. Network centralization increases as one member (or a few members) have connections to many others while the rest of the RCT is connected to only a few members, thus those in central positions are the ones who most collaborated and potentially acted as project focal points. Degree centrality can reveal who are these members, and contextual information about the project can help understand whether these members are experts on the requirements. Moreover, in requirements-driven collaboration a highly centralized RCSN suggests that knowledge is centralized in few team members, and that the team may be dependent on them to propagate requirements information. This dependency may impact the speed and efficiency that a requirements-centric team discusses and solves requirements-related problems, as well as propagate notifications of changes to requirements.

**Core-periphery.** The core-periphery test indicates the extent to which the structure of a RCSN consists of two classes of members: the core, in which members are connected to each other in some maximal sense; and the periphery, a class of members that are more loosely connected to the core. In requirements-driven collaboration, the core-periphery test reveals whether the requirements activities turn around a core of RCT members, instead of being centralized in few members like indicated by the network centralization measure. Core members may be those who have most knowledge about the requirements, and that are key for the project progress. A large core indicates that more members are available to propagate requirements information, thus reducing the risk of the team facing collaboration issues because few members are overloaded with work and act as bottlenecks of information exchange. In contrast, peripheral members are to some extent isolated. They may not be receiving the information necessary to complete their requirements-related work. For instance, the test may reveal that newcomers to a project are peripheral in the structure, and their isolation is caused by their lack of familiarity with colleagues and of knowledge on how to work their way inside the team.

**Ties reciprocity.** Another way to study the structure of a RCSN is to examine where ties, in a directed network, are reciprocal. The higher the index of reciprocal ties, the more stable or equal a RCSN is expected to be is because the members are assumed to mutually exchange information. Moreover, a high reciprocity index sug-
gests a more horizontal structure while the opposite, a low reciprocity index, suggests a more hierarchical structure [66]. For example, the low reciprocity index of a directed awareness-RCSN may be associated with the roles played by the team members and with the restricted interaction channels imposed by a formal organization structure. Project managers may be aware of what testers are working on because the test leader weekly reports the test team progress status, but testers may not have knowledge of what managers are doing. A high reciprocity index in a communication-RCSN suggests that team members seek each others help to develop requirements-related activities and equally discuss requirements-related issues.

Clique. A clique consists of a subset of at least three RCT members of a RCSN in which every possible pair of members is directly connected by a tie and this clique is not contained in any other clique. In requirements-driven collaboration, a clique reveals a set of members who are more closely and intensely tied to one another than they are to other members of the network. In a communication-RCSN, a clique suggests that this set of members are more intensively discussing or negotiating the requirement. It is likely that the members of a clique are the first source of information for each other, thus helping one to understand why certain members are isolated or are less sought by others. Members of a clique may also share working behavior patterns such as they have the preference for the same communication media to discuss a requirement at a distance, thus facilitating collaboration among these members. These members may group together, for example, because of the level of expertise they have about the requirement, because they are physically collocated, or because they play the same role in the project. This measure is of special interest in the study of large requirements-centric social networks that may be found in projects that implement large requirements or that have many dependencies among requirements. A network that contains a high overlap of members in its several cliques suggests a well integrated team, therefore coordination of activities should be facilitated.

D.5 Analysis of Information Flow Patterns in RDC

Each type of RCSN defined in the framework lends itself to the analysis of key actors in the RCSNs. Using the following measures, one can identify patterns of information flow and knowledge sharing within requirements-centric social networks. One can determine whether all members are reachable, whether there are mediators of infor-
information flow in communication networks, who are the members most aware of what others are doing, among other characteristics of requirements-driven collaboration within the boundaries of individual requirements-centric social networks.

**Component.** In requirements-driven collaboration it is important that all members receive notification of changes to requirements, for instance. Notification of changes will not reach isolated members. Thus, it is important to know whether or not a RCSN is connected to identify whether information can flow to all members. A RCSN is connected if there is a path between every pair of members in the network. Otherwise the RCSN is disconnected. The members in a disconnected network are partitioned into two or more subsets in which there are no paths between the members in different subsets. The connected subsets in a RCSN are called *components*. Note that the component test differs from the clique test in the sense that the former indicates whether there is a group of members connected to each other (and disconnected from the remaining members) and the latter indicates whether a subset of members is completely connected.

**Reachability.** A RCT member is reachable by another RCT member if exists any set of ties that connects both members, regardless of how many others fall between them. A communication requirements-centric social network where members cannot be reached may impair the team’s ability to share information and engage its members in the requirements-related activities. On the other hand, increasing connectedness in the team may signal increased knowledge sharing and collaboration. One can contrast reachability in different communication networks. For example, there may be a communication path between member A and member B in a network where the topic of discussion is *requirements changes* but A and B may not be connected when it comes to *negotiating requirements*. This difference may indicate that the roles that members play in the project may influence their communication behavior. If some members in a RCSN cannot reach others, there is a potential division in the network. It can also suggest that the team is composed of more than one group. The extent of this division or organization in groups is measured by the *Component* measure.

**Cutpoints (or cutsets).** In contrast to finding which members are at the core of the network, one can identify which members are weak points in the RCSN and if they are removed along with their connections, the network would become divided
into unconnected parts. If there is one such member, he is called a cutpoint [135]. However, if there is a set of actors that fit this criteria, then one would call them a cutset. In a communication requirements-centric social network, a team member who is a cutpoint is critical because if he leaves the company or is allocated to work on another project the network will become disconnected and information will not flow between the two disconnected groups, at least until this former member is replaced and his connections are reinstalled. This test reveals how well connected and vulnerable to disruption a requirements-centric social network is.

**Degree centrality.** Centrality is the extent to which an actor is the centre of a network. Central people tend to have more influence in the network than others. For instance, in a communication-RCSN, a member who is central sends and receives messages to a large number of members in the network. Measures of centrality include degree, betweenness, and closeness centrality. The degree centrality indicates the number of ties of a member and is indicative of activity.

**Brokerage.** Brokerage indicates when an actor, named broker, connects two otherwise unconnected actors or subgroups [61]. Brokerage occurs when, in a triad of actors A, B, and C, A has a tie to B, and B has a tie to C, but A has no tie to C. In other words, A needs B to reach C, and therefore B is a broker. The broker actor is in a position to manage or broker information flow. A broker can be problematic if intentionally or unintentionally the actor introduces misunderstandings or limits exchange of information. To calculate brokerage first it is necessary to divide actors into mutually exclusive groups. This partition must be meaningful in accordance to the context of the studied network [10].

To study the flow of information in communication requirements-centric social networks of dependent requirements, one should divide the team members by the requirement that they were assigned to work on. For instance, in the case of a dependency between two requirements, three groups are identified: the group of members who work on the dependent requirement, the group of people who work on the dependee requirement, and those who work on both requirements. Thus, consider that a member s sends information to a receiver member r through a broker member b, and the three requirements group mentioned above. The possible brokerage information flow can be identified: outgoing flow, which investigates the presence of brokers who mediate information from the dependee to the dependent requirement; incoming
flow, which investigates the presence of brokers who mediate information from the dependent to the dependee requirement; and consulting flow, which investigates the presence of brokers who mediate information either from the dependent or from the dependee requirement, and is omitted here to avoid duplication. Information flow brokers are usually the most knowledgeable members of a team regardless of geographical distance [96]. In requirements-driven collaboration, brokers are essential for enabling effective flow of information between RCTs of dependent requirements.

D.6 Analysis of the Alignment among Coordination Needs, Actual Coordination, and Organization Structure in RDC

Because requirements-centric social networks capture communication and work relationships, one can compare different types of networks to learn how similar the collaboration behavior is among the networks, or the effects of one type of relationship on another.

Alignment of RCSNs. The alignment between coordination needs and the teams actual ability to coordinate work (actual social interactions) can be examined by applying the socio-technical congruence (STC) measure [24]. To compute STC one calculates the ratio of actual social interactions over the expected coordination needs informed from the technical dependencies in the project. In the study of requirements-driven collaboration, the assignment- and technical-RCSNs can be used to calculate the coordination needs. Similarly, the communication- and awareness-RCSNs constructed from data on social interaction reflect actual coordination behavior and the team’s ability to coordinate, respectively. A STC index can be computed by dividing the number of relationships in a coordination needs RCSN by a social interaction RCSN\(^1\). In requirements-driven collaboration, a low STC index is a symptom of a larger problem, for example, not coordinating a requirements change with others who work on interrelated requirements or not involving stakeholders owners of dependent features in negotiations of the project scope.

\(^1\)The formal definition of this measure has been presented in Chapter 4 and will not be presented here again to avoid duplication.)
In the presence of a formal imposed organization structure that prescribes communication channels between project roles, one can examine the extent to which requirements-driven collaboration patterns are aligned with the organizational structure. To compute such alignment, one should use the Role-based socio-technical congruence measure, which indicates the extent that actual coordination attends coordination needs that are aligned to the formal imposed communication channels. The Role-based socio-technical congruence is calculated in a similar way than in the original Cataldo’s congruence measure, however a Role-Role network is considered in the calculation\(^2\).

In addition, the Role-based measure also identifies \textit{false congruence gaps} (false gaps in short), which represent a missing communication between any pair of members who should not directly communicate according to the organization structure. The identification of false gaps is important because they highlight point-to-point direct coordination needs that might not have to be satisfied. Furthermore, the Role-base measure also identifies \textit{backchannel communication}, which is communication that takes place between a pair of members who play roles that should not directly communicate with each other. In addition, backchannel communication properties are also identified, such as who are the roles involved and what topics team members discuss when communicating ”behind-the-scenes”. Managers can benefit from the awareness that backchannel communication is happening in their projects, and use the detailed information about this type of communication to align or to supplement the formal organization structure.

The Role-based measure has more explanatory power of requirements-driven coordination behavior with respect to influence of roles on amount and type of communication than Cataldo’s original measure. In summary, the information revealed by the Role-based measure can be categorized as presented in Figure D.2. For each pair of people in a requirement-centric social network, one can examine the relationship between them and follow the chart to determine the type of coordination activity that connects this pair.

This categorization reveals four different types of relationships between people in a project that allow the classification of coordination activities among team members. These relationships are as follows: \textit{False gap}, where there is no actual coordination but roles were not supposed to talk to each other; \textit{Real gap}, where there is no actual

\(^2\)The formal definition is also not presented here to avoid duplication, thus please refer to Chapter 4.
coordination but coordination needs exist; Backchannel communication, where there is actual communication between roles who are not supposed to talk to each other; and Aligned communication, where there is actual communication and this communication satisfies coordination needs.

False gaps and backchannel communication can be indicators of whether an organizational restructuring may lead to a better alignment of social and technical coordination. Thus, the Role-based measure can also be used as a tool to assess the health of the organization structure. The scheme presented in Table D.2 can be used to support this assessment. The best-case scenario (1) is if there are a small
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Figure D.2: Flow chart to classify coordination activities

Table D.2: Scheme to assess the organization structure's health

<table>
<thead>
<tr>
<th>Few false gaps</th>
<th>Many false gaps</th>
</tr>
</thead>
<tbody>
<tr>
<td>Few backchannel communications</td>
<td>Possible problem situation (4): people may not be communicating enough.</td>
</tr>
<tr>
<td>Nominal situation (1): Organizational structure aligns with technical dependencies and people are following prescribed communication channels.</td>
<td>Possible problem situation (2): people are breaking communication structure arbitrarily despite alignment of communication structure with technical dependencies.</td>
</tr>
<tr>
<td>Many backchannel communications</td>
<td>Possible problem situation (3): poor organizational structure is causing people to compensate using back-channel communication.</td>
</tr>
</tbody>
</table>
number of false gaps as well as a low amount of backchannel communication. This nominal situation means that there is good alignment between the project’s technical dependencies and role responsibilities, and that people are obeying the organizational structure; it may also suggest that backchannel communication is not needed due to the good alignment between a project’s technical dependencies and organizational structure. A situation that is slightly worse (2) is if there are few false gaps but a lot of backchannel communication—this situation implies that the individuals are not respecting the communication structure despite the fact that the organizational structure is well-aligned. Individuals who are found to constantly break the guidelines may need to be disciplined.

If there is a large number of false gaps, as well as a high amount of backchannel communication (3), this implies that the organizational structure is not working for reasons such as delays in propagating information through the formal channels [57], but that people are compensating through their own means. In this situation, the organizational structure is working against people and thus should be modified. If there is a large number of false gaps, but low backchannel communication (4), then more information about the organization is needed. It would appear that false gaps would get in the way of individual productivity, but there are two reasons that backchannel communication may not actually occur: there is actually no need for it; or individuals are adhering to the communication structure to the detriment of the project.

The identification of the organizational structure’s health in light of the coordination behavior has to be assessed with support of contextual information. One needs to consider the influence and impact of organizational processes, policies, and guidelines to decide whether changes on the organizational structure are necessary.
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