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ABSTRACT

The Development of software across multiple sites called global software development [GSD] is the norm of industry. Various factors like monetary benefits, desire to tap into a pool of skilled workers and the proximity to customers, has led to its growth. However, GSD suffers from various challenges, with communication being the biggest. It is difficult to divide complex software into independent modules such that to minimize the communication requirements. Development of these interdependent modules takes place across different sites that are separated by different time zones, cultures and languages. These differences create difficulty in communication and collaboration which is essential for the success of GSD. Scrum, an agile methodology, has shown to mitigate some of these challenges by enforcing structured communication. This report presents a case study of students working in the development of mobile application in distributed scrum setting. The aim of this report is to see if students following scrum methodology learn task assignment to reduce cross team and cross-site dependencies.
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Chapter 1

Introduction

The Global Software Development [GSD] is the development of software across multiple sites. Various factors like: the cost benefit of software development in low-income countries, the proximity to customer, the desire to tap pool of skilled workers and the development of high-speed communication links has contributed to the growth of GSD [1]. Previous studies have shown the importance of effective communication in GSD [3][5]. However, effective communication is also one of the biggest challenges in GSD [12]. Different time zones and cultural differences alleviate the problem of ineffective communication. Paasivaara et al. [15] found that scrum can mitigate some of the challenges of GSD. Scrum is an agile approach for developing innovative products and services [17]. In scrum, development takes place in small intervals called iterations. It enforces specific workflow in agile methodology and promotes communication. Studies of teaching scrum in GSD have received positive feedback from students [19]-[16].

Software development takes place by dividing work into small portions called work items. Dependency arises when one work item is dependent on another work item. Dependencies in work items increase the need for communication and coordination [3]. Hence, less dependency of work items across teams and across sites is desirable as communication is a big challenge across teams and across sites [12]. This report describes a study of scrum as a methodology that enables students to learn effective task division and dependency management in globally distributed software development projects. This report presents the analysis from a subset of a bigger research project that describes the experience of teaching global software development using scrum practices [14].
Figure 1.1: Study Design. This figure has been borrowed from Passivaara et al. paper [14].

1.1 Study Setup

The analysis presented here was conducted with data collected during a course on Global Software Development offered in the spring term of 2014. The course was jointly setup between the University of Victoria (UVIC), Canada and the Aalto University, Finland. Students of the class worked on developing a mobile client\(^1\) for Agilefant\(^2\) (a backlog management software). The course at UVIC included lectures, class discussions and blogging on research papers whereas the course at Aalto University was a capstone project. There were 15 Canadians and 8 Finnish students. The Finnish students started working in September 2013 and the Canadians joined in January 2014.

The Finnish professor along with the product owner and two students travelled to Canada to help the Canadian students become accustomed to the codebase, practices and tools. Hence, the first couple of sprints were used for training and were not included in the analysis. There were four sprints, each approximately two weeks long. Every sprint had 4 scrum teams with 4-6 members in each team. To give the experience of working in both co-located and distributed teams, the students were divided into two distributed teams, one local Canadian team and one local Finnish team in the first two sprints. For the next two sprints, local teams were split to make two distributed teams and the distributed teams were split to make one local team at each site. Each team had a scrum master who was responsible for enforcing scrum rules, principles and practices. The scrum master was changed every sprint. The

---

product owner was situated in Finland.

Each sprint began with sprint planning in which the product owner presented a prioritized list of work items, called stories. Story assignment to teams was done on a voluntary basis. After gathering stories, the teams were given different rooms to perform sprint planning within the team. Each team breaks the stories into smaller work items called tasks, estimate story points and the time required to complete the stories and assign the stories to different team members. The product owner joined different teams using Google Hangouts3 for clarification of the stories with the teams.

During a sprint, teams had two 15 minute weekly meetings. These meetings were similar to a daily standup of scrum in which every team member has to talk about 3 things:

1. What they did,
2. What they plan on doing next and
3. If they are stuck or blocked by someone’s work.

Instead of daily meeting prescribed by scrum, two weekly meetings were conducted as the students were expected to work only 10-12 hours a week. While working on stories, the students were encouraged to contact the product owner for any clarifications. All of the code was hosted on GitHub (a web-based project hosting service for distributed revision control Git)4. The students followed the Git workflow5, which included the submission of pull requests6 on GitHub. Any student could review and merge the pull request. The students were allowed to defer any story to the next sprint if they are unable to complete it in the current sprint. Demos were conducted at the end of each sprint to show the work done by each team. This was followed by retrospectives to have a look at what worked, what didn’t work and if any modifications are needed in the process. The whole process of demo, retrospectives and sprint planning took 2.5 hours. The most commonly used tools during the course were Google Hangouts (VoIP), GitHub (version-control), Flowdock7 (IM) and Agilefant (backlog management).

3https://plus.google.com/hangouts
4https://github.com/
5https://help.github.com/articles/what-is-a-good-git-workflow/
6https://help.github.com/articles/creating-a-pull-request/
7https://www.flowdock.com/
1.2 Methodology

The aim of this project was to answer the research question: “Do students following the Scrum methodology learn to self assign stories in time to reduce cross team and cross site dependencies in a distributed software project?” The methodology being employed was a case study of students’ work in the development of a mobile application called Mobilefant. Quantitative analysis was conducted on the data collected from GitHub and Agilefant. The data was used to calculate logical dependency between files, which was then mapped to users and stories to contrast dependencies across teams and across sites. If the dependencies across teams and across sites reduced over time, we can say that students learned to self-assign work items.

1.3 Contribution

The contribution of this project is the empirical evidence that shows that the students following scrum methodology learned efficient task assignment in a distributed setting. The results show effective task allocation in time to keep cross-team and cross-site dependencies in check which can be attributed to scrum. Hence, Scrum methodology in distributed setting is an effective way to teach GSD.

1.4 Report Outline

This chapter briefly introduced goal, motivation, methodology and course structure of case study. The remaining sections are organized as follows:

Chapter 2 mentions reasons for the growth of GSD, challenges of GSD and introduces scrum methodology. It also talks about the previous studies conducted on teaching GSD and ways of calculating dependencies in codebase.

Chapter 3 mentions in detail the methodology being employed, various levels of dependency and the procedure being employed for their mapping.

Chapter 4 presents results and contrasts co-located vs. distributed dependencies and inter-team vs. intra-team dependencies.
Chapter 5 discusses results to draw conclusions and mentions limitations of this study.
Chapter 2

Literature Review

It is quite common to see software development being distributed across multiple geographic locations [1], referred to as Global Software Engineering. Various reasons have led to the growth of GSD [1]: -

- **Difference in cost** - There is a huge disparity between wages of a software engineer from USA and a software engineer from Asia or South America with equivalent skills. Development of high-speed communication links has made it easier for companies to outsource software development to lower-cost economies.

- **Tapping the pool of skilled workers** - GSD makes it possible for companies to tap highly skilled developers irrespective of their location.

- **Proximity to Customer** - Sometimes companies wants to develop software closer to the location of their customers. This helps them to better understand customers and markets needs.

2.1 Challenges of Global Software Development

Despite many advantages that come with GSD, it also suffers from various challenges: such as the lack of overlapping work hours, different languages, different cultures, the lack of trust, the lack of frequent contact and the lack of coordination and communication [12]. Communication across different sites is considered to be one of the biggest challenges of GSD [12]. Previous studies have found that ineffective or lack of communication leads to software failures and broken builds [3] [5].
The dependency of work items require greater communication for the success of a project [3]. Modularization seems to be the solution to reduce dependencies [3]. However, it is difficult to modularize components in software development especially because requirements are known over time and keep on changing [3].

Different cultural backgrounds on different sites alleviate the problem of communication. Employees on different sites could have different training, education, native language and style. These differences make it difficult to initiate communication on different sites. Differences in language and style could make people appear vague or rude [12].

Lack of unplanned contact also hampers communication across sites [12]. If employees are on same site, they are more likely to engage in unplanned contact in hallway, lunch, coffee, etc. From previous study [10], we know that unplanned or informal communication is vital as it could help to solve various problems, which could otherwise turn out to be quite costly [10]. Different time zones also alleviate the problem of communication. Nonexistent overlap in working hours leads to the reliance on asynchronous communication like email [12].

Different cultural backgrounds, lack of unplanned contact and different time zones contribute to the lack of communication between sites, which can lead to lack of awareness across sites. Awareness is defined as an understanding of activities of others, which provides a context for one’s own activities [5]. All these factors contribute to difficulty in clarification of simple questions and lack of knowledge about who is the expert for a specific module of software. [12].

2.2 Scrum

Scrum is an agile approach for developing innovative products and services [17]. According to scrum, work is done in small intervals of time called iteration. Each iteration (also called as sprint) starts with a product backlog, which is a list of items sorted according to the priority. Hence, any uncompleted work at end of sprint has lower priority than completed work. Scrum also enforces a specific workflow.

2.2.1 Scrum Roles

There are three roles in scrum - Product owner (PO), Scrum master and development team. The product owner has a leadership role. The PO is responsible for creating a
list of work items for every sprint and also to sort work items according to the priority. There should be a clear communication between the PO, the scrum master and the developers to convey the product vision and answer any clarification questions about work items. The Scrum master is responsible for enforcing scrum rules, principles and practices. The Scrum master also resolves team issues and makes improvements to the scrum. The Developers work on work items from the backlog. They can interact with the scrum master or the PO for clarifications.

2.2.2 Scrum Workflow

Each iteration starts with a product backlog, which is a list of work items sorted by their priority. The PO creates this list. In Sprint planning, the development team estimates the amount of time for every work item and decides which items can be completed in that sprint. Items are being worked upon in sprint execution. During sprint execution, daily standups are conducted to give an update about what every team member has completed since the last standup, what they plan to work next, and if they have any obstacles in completing their work. Next, Sprint demos are conducted to demo completed work items to the product owner. A sprint review is conducted to adapt the product according to feedback from team members. Retrospectives are conducted just before sprint completion to have a look at what worked, what didn’t work and if any modifications are needed in the process. Scrum of scrums meeting is used to improve inter-team coordination especially when several teams are working on same project [17].

![Figure 2.1: Workflow in Scrum Iterations](image)
2.2.3 Scrum mitigates some problems of GSD

Agile development methods and especially scrum is gaining popularity [11][8]. Literature review of case studies show successful agile GSD for distributed teams [8]. Scrum has been shown to mitigate some of the challenges in GSD by improving communication, trust, motivation and quality [15]. Paasivaara et al. [15] reports the increase in quality and frequency of communication along with improvement in collaboration attributed to scrum.

The frequent communication introduced by scrum has a positive effect on the level of trust between different development sites [15]. Improved communication and trust also has a motivating effect on team members [15]. A working demo at the end of each sprint helps maintain the quality of the product closer to release quality [15]. As a process, scrum has reflection build in through retrospectives, which can help team members to learn from their mistakes.

2.2.4 Teaching Global Software Engineering

It is common to see development of software being distributed across multiple sites [1]. Training and education in GSD has become quite important due to the growth of GSD [13]. Teaching GSD to students should involve practical component through which students can learn by doing things [13]. Systematic mapping of 19 GSD courses found that only one of the GSD course was purely theoretical [6].

There are various challenges in teaching GSD [13], [2]. GSD is a broad field and it is difficult to cover all problems of GSD in one course [13]. Students studying at the university have different schedules that alleviate the problem of scheduling for the course [13]. Students suffer from lack of motivation [13] and most of the projects end with the end of the course [2]. Instructors are also faced with the challenge of figuring out architecture and design of software that could work in a distributed setting [2]. Another challenge is to make communication effective among different sites [2]. Some of the traditional models like the waterfall are not designed for distributed settings [2].

Using scrum in a distributed setting has received positive experience from students [19]-[16]. Daily scrums have been found to be successful at detecting issues [19]. Students have mentioned about the importance of scrum as it gave them a structured approach and objectivity on the work they could achieve [18]. Scrum has shown to mitigate some of the typical challenges of GSD like effective distributed
communication, collaboration, teamwork, trust, cultural difference, etc [16].

2.3 Dependencies

It has been mentioned in section 2.1 that communication is the biggest challenge in distributed software development. High dependency between work items increases communication requirement for the success of the project [3]. A study by Sosa et al. [21] shows a strong co-relation between inter-dependence of work items and communication frequency. For successful distributed software development, module independency is essential [9]. Also work assignment should be done on the basis of independency of modules [9]. Hence, it becomes quite logical to assign independent tasks across different sites.

There are two ways of computing dependencies in codebase: logical and syntactical. Syntactical dependencies are computed on the basis of relationships like #include directives and functions calls [20][5] from the codebase which can be huge [7]. Whereas logical dependencies are computed from change release history, which is usually smaller than full codebase [7]. Syntactic dependencies do not uncover hidden dependencies like dynamic dependencies [7] and have shown to be less reliable [7][4]. A case study by Cataldo et al. [4] found that software failure is impacted by high logical dependency rather than high syntactical dependency and there is very little overlap between the two.
Chapter 3

Methodology

This chapter describes the methodology used to answer research question: Do students following the Scrum methodology learn to self assign stories in time to reduce cross team and cross site dependencies in a distributed software project? A case study was done on students working in the development of a mobile application called Mobilefant. Data was collected from the source-control software (GitHub) and backlog management software (Agilefant) was analyzed to calculate dependencies across-teams and across-sites. Figure 3.1 gives a brief overview of methodology being employed.

3.1 Data Sources

GitHub GitHub is a web-based project hosting service for Git repositories (a distributed version control system)[13]. Apart from web hosting, it provides several
features like bugging tracking, task assignments, etc. It also promotes social coding by providing features like following other users activities, starring and watching Git repositories, etc. GitHub is a web app and it also has desktop and mobile clients.

The Mobilefant project used GitHub for source code management. Students used Git branches and GitHub’s pull-request feature to merge their local code to the master. GitHub’s data for Mobilefant project was required to calculate the technical dependencies on the basis of source code.

Agilefant\(^1\) - It is an open source backlog management software for agile development. It provides a desktop website. Agilefant was used for backlog management throughout the project. It contains various information about the project such as iterations, teams, users, stories, tasks, effort spent, state of story (started, deferred, in progress), team burndown, story points, responsibles and timestamp. The Agilefant dataset provided information on sprints, teams and stories to compute technical dependencies between users and stories.

### 3.1.1 Extraction of Datasets

**GitHub**

GitHub provides a public API\(^2\) to fetch data from a GitHub repository. GitHub-Mirror\(^3\) tool was used to fetch the Mobilefant repository data from GitHub. It is a ruby gem that fetches data of a given repository and loads it into MongoDB\(^4\). A subset of the data is also stored in MySQL database. The MySQL database contained tables for pull requests, commits, users, pull-request commits, etc. A YAML file was configured for using this tool. YAML is shorthand for YAML Ain’t Markup Language\(^5\). It is a human-readable data serialization format. The credentials of the GitHub account, the MySQL database and the MongoDB database are mentioned in this YAML file. The YAML file can also contain the number of historical pages for API calls and number of requests per hour. A schema of database is given in Appendix A.1.

The MySQL database, as created with the GitHub-mirror tool, contained limited

---

1[^1]
2[^2]
3[^3]
4[^4]
5[^5]
information about commits (commit table). To find technical dependencies, more information about a commit was needed, such as the name of files that were committed in the version control system and associated commit messages. As MongoDB database contained all information about a commit, a PHP script was used to extract the needed information from MongoDB database and load it into the MySQL database (code snippet to be added appendix). MySQL database was preferred because of its familiarity and ability to run set-based queries. NoSQL database like MongoDB would have resulted in additional learning curve.

The PHP script created two new tables - `commit_files` and `commit_msg`. Schema of these two tables are described in Table 3.1 and Table 3.2.

**Schema of commit_files:**
The field `sha` represents hash of a commit. The field `filename` specifies the name of file including the path. The fields `addition` and `deletion` provide the number of lines added or deleted.

**Schema of commit_msg:**
The `sha` field is hash of the commit as mentioned in the table 3.2. The commit message of each commit is mentioned in the `message` field. The field `commit_id` is the identifier for the commits. The fields, `additions` and `deletions` contain the number of lines added or deleted in a specific commit.

**Agilefant**
The Agilefant database was requested by the Software Business and Engineering In-
stitute (SoberIT) of Helsinki University of Technology. The dataset for the Mobilefant project was provided as a MySQL dump. The database dump was easily imported into the MySQL client without any processing. A schema of the database is given in Appendix A.2.

### 3.2 Calculation of Dependencies

To see if teams became intelligent in picking stories to reduce cross-team and cross-site dependencies, a comparison of intra-team vs. inter-team dependencies and co-located vs. distributed intra-team dependencies was made.

#### 3.2.1 Intra-team vs. Inter-team dependencies

If dependencies exist between user stories, the teams responsible for those stories must coordinate their work, introducing additional coordination overhead. If there are dependent stories, then those stories should go to the same team. Hence, a comparison between the dependencies within a team (intra-team) and across the teams (intra-team) was made to see if the students learned to assign dependent stories to the same team and reduced cross-team dependencies. For this comparison, the dependency between the stories was needed. Firstly, file-level dependency was calculated from the source code and then mapped to the stories to get dependency at user-level and at story-level.

**File-level dependency** - Two methods for computing dependencies using source code were used: syntactic dependency and logical dependency, as described below.

**Syntactic Dependency** - Syntactic dependency identifies dependencies only through relationships like `#include` directives, function calls, etc. It does not uncover other dependencies like dynamic relationships [7].

*Example of Syntactic dependency* The sample code of a C++ file has `#include` directive. This header files allows to make interface. Hence, this file is syntactically dependent on `myclass.h` header file.

```
#include "myclass.h"

int main()
```
The sample of code of Java shows two java class files Foo.java and Bar.java. We can see from line bar.display(); that main method of Foo class depends on display method of Bar class. Hence, Foo is syntactically dependent on Bar class.

```java
public class Foo {
    public static void main(String args[])
    {
        Bar bar = new Bar();
        bar.display();
    }
}
```

```java
public class Bar {
    int data = 1;
    public void display()
    {
        System.out.println("Value of data is "+data+"\n");
    }
}
```

It is difficult to compute syntactic dependency between files of different languages and files containing code in dynamic languages like JavaScript. Tools identified for syntactic analysis were able to find dependency of only JavaScript files. The Mobilefant codebase consisted of HTML, CSS, XML and JavaScript files. Hence, syntactic dependencies were not considered for the analysis.

**Logical Dependencies** - Logical dependency keeps track of the files that have been checked-in or committed together to identify semantic relationships. These were computed by analyzing change history of codebase [7].
For example - If file1.js and file2.js are edited in the same commit, they are logically dependent on each other. For this analysis, files present in hooks and plugins directory were not considered as developers of this project did not edit these files. Hash tables were used to store name of files, name of files dependent on it and the count of number of times those two files are committed together.

**Story Level Dependency** Computation of logical dependencies revealed dependency between files. Files were then mapped to stories to compute dependency between stories. For this mapping, a bottom up approach was followed as depicted in Figure 3.4. The code related to a story was merged in the master source branch using pull-requests. A pull-request may contain one or more commits. A commit consists of one or more file changes. Hence, files were mapped to commits, commits were mapped to pull requests and pull requests were mapped to stories.

![Figure 3.2: Process of mapping of dependencies from Source Files to User Stories](image)

Once the dependency between files is calculated, the dependency between commits was calculated by finding which files were changed in a commit. This information was available from the commit_msg table. The relation between pull-request and commits was also available from the pull_request_commits table.

The relation between pull-requests and stories was not apparent. Only one team used the protocol to mention story ID in pull requests and pull request ID in story. Hence mapping of pull-requests to stories was done manually by reading pull-request and its associated commit messages and relating them with the story description. The time-stamp when a pull-request was created and merged was readily available from the SQL database. This timestamp was used to find the sprint in which the pull-request was created. This helped in reducing the number of stories, as pull requests were matched with stories of only relevant sprint. A member from each team was also contacted to confirm mapping of commits and pull-requests to the stories.
3.2.2 Co-located vs. distributed Intrateam dependencies

As mentioned in the introduction section, there were two co-located and two distributed teams in every sprint. The course instructor provided the information about the location of users separately. The teams were responsible for assignment of stories between team members. It has been mentioned in the literature review section that dependencies between work items increases the need for communication and coordination, which is difficult across sites. There was a time difference of 10 hours between the two locations, which can further dampen communication. Hence, lower distributed dependencies as compared to co-located dependencies within team were desired for the success of the project. User-level dependency is calculated for comparison of co-located vs. distributed dependencies.

**User Level Dependency** - Two users are dependent on each other if they worked on same story or if they worked on stories that are dependent on each other. List of users responsible for a story was available directly from backlog management database. Users were considered responsible for a story if they have made a commit for its completion even if they are not the assignee of the story in Agilefant. After computing dependent stories, stories were mapped to the users to compute user level dependencies. Every pair of dependent user is counted as one dependency.

3.2.3 Consideration of deferred stories

If a story cannot be completed in one sprint, developers deferred it to the subsequent sprint. For story dependency analysis, three different approaches can be used -

- Counting stories in all the sprints from creation to completion.
- Counting stories only in the sprint they were created.
- Counting stories only in the sprint they were completed.

In sprint planning sessions, the students had the opportunity to pick stories when they are created and presented by product owner. Hence, it made sense to count stories only in the sprint they are created to reflect the learning of students in task assignment.
Chapter 4

Analysis and Results

This chapter presents the quantitative analysis and results to examine if students became intelligent in work assignment to reduce cross-team and cross-site dependencies in the globally distributed project.

4.1 Inter-team vs. Intra-team dependencies

As mentioned in methodology section, for computing inter-team vs. intra-team dependencies, file level dependency was computed first and then mapped to stories to compare dependencies across teams and dependencies within teams.

4.1.1 Logical Dependency of Files

To find logical dependencies in source-code files, code was written in Java. It connects to the MySQL database to retrieve commits and related source files and then computes dependencies in the source files.

For computing logical dependency of files, a threshold of 4 commits was used. Hence, files were considered to be logically dependent on each other if they have been committed together at least 4 times. This threshold was used to identify pairs of files that have strong interdependency. Also, without any threshold almost every file was dependent on each other. This can be attributed to the fact that most of the developers were using Git for the first time and might have made small changes in files unintentionally. Every pair of dependent files was counted as one dependency. Number of files grew in subsequent sprints and reached 187 by the last sprint. Hence there can be at most n!/(n-2)!*2!) dependencies, where n is number of files).
<table>
<thead>
<tr>
<th>Sprint Number</th>
<th>Total Stories</th>
<th>Dependent Stories</th>
<th>Percentage of Dependent Stories</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>27</td>
<td>11</td>
<td>40.74%</td>
</tr>
<tr>
<td>3</td>
<td>40</td>
<td>15</td>
<td>37.5%</td>
</tr>
<tr>
<td>4</td>
<td>33</td>
<td>12</td>
<td>36.33%</td>
</tr>
<tr>
<td>5</td>
<td>56</td>
<td>19</td>
<td>33.92%</td>
</tr>
</tbody>
</table>

Table 4.1: Dependent Stories in each Sprint

4.1.2 Logical Dependency of Stories

Every pair of dependent story was counted as one dependency. There were 156 unique stories in 4 sprints. So, in total 12090 dependencies are possible as $156!/(154!*2!) = 12090$.

Stories which took less than 240 minutes for completion were not included in the analysis as we assume that coordination requirement for these stories is very low. For computing logical dependency of stories, files were mapped to commits, commits were mapped to pull requests and pull requests were mapped to stories as mentioned in methodology section.

Table 4.1 shows that the number of dependent stories increased with increase in total stories and decreased with decrease in total stories. The number of stories in each sprint varies. Because of this reason, simply looking at the number of dependencies does not give any conclusive results. The percentage of dependent stories is more informative. We observe that the percentage of dependent stories decreased in subsequent sprints. As the PO was responsible for creation of stories, hence it can be concluded that the PO became smart in creating a higher fraction of loosely coupled stories.

4.1.3 Inter-team vs. Intra-team dependency at story level

Table 4.1 already shows that even though the PO created a higher fraction of loosely coupled stories the number of dependent stories decreased across sprints. As the students had the power to self-assign stories, the students assigned dependent stories in the same team to reduce the need for cross-team coordination.

Table 4.3 shows the total number of dependencies as well as the number of intra-team and inter-team dependencies in each sprint. The table also presents the percentage of intra-team and inter-team dependencies in each sprint. It can be observed from
<table>
<thead>
<tr>
<th>Sprint Number</th>
<th>Total Dependencies</th>
<th>Intra-team Dependencies</th>
<th>Percentage of Intra-team Dependencies</th>
<th>Inter-team Dependencies</th>
<th>Percentage of Inter-team Dependencies</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>43</td>
<td>6</td>
<td>14%</td>
<td>37</td>
<td>86%</td>
</tr>
<tr>
<td>3</td>
<td>106</td>
<td>24</td>
<td>23%</td>
<td>82</td>
<td>77%</td>
</tr>
<tr>
<td>4</td>
<td>44</td>
<td>12</td>
<td>27%</td>
<td>32</td>
<td>73%</td>
</tr>
<tr>
<td>5</td>
<td>142</td>
<td>74</td>
<td>52%</td>
<td>68</td>
<td>48%</td>
</tr>
</tbody>
</table>

Table 4.2: Inter-team and Intra-team Dependencies

<table>
<thead>
<tr>
<th>Sprint Number</th>
<th>Number of co-located dependencies</th>
<th>Number of distributed dependencies</th>
<th>Percentage of distributed dependencies</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>9</td>
<td>3</td>
<td>25%</td>
</tr>
<tr>
<td>3</td>
<td>16</td>
<td>6</td>
<td>27%</td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>6</td>
<td>43%</td>
</tr>
<tr>
<td>5</td>
<td>8</td>
<td>2</td>
<td>20%</td>
</tr>
</tbody>
</table>

Table 4.3: Co-located and Distributed intra-team dependencies

the table that the percentage of inter-team dependencies decreased and the percentage of intra-team dependencies increased across sprints. This suggests that students learned to pick stories to minimize their need for cross-team coordination.

### 4.2 Co-located vs. distributed intra-team user-level dependencies

As mentioned in the methodology section, a comparison between co-located and distributed intra-team dependencies was made by calculating user-level dependencies. Dependent stories were mapped to users to find user-level dependencies.

Table 4.3 does not show any pattern in the number of intrateam user-level distributed dependencies. An increase in the percentage of intrateam distributed dependency after sprint 2 can be attributed to the splitting and joining of teams. Interviews with the students revealed that there was some confusion in the assignment of new stories that were similar to deferred stories as their original assignees now belonged to different teams. Table 4.3 also shows that intra-team distributed dependencies are always less than half of total intra-team dependencies. Hence, it we can be concluded that teams intelligently assigned tasks within teams to keep intra-team cross-site
dependencies in check.
Chapter 5

Discussion

This chapter discusses how the results of the analysis reported here relate to the existing literature, how they answer the research question and what are the possible threats to validity of these results.

Work mentioned in this report is a subset of a bigger project [14], which describes experience of teaching GSD using scrum practices. It has already been mentioned in the literature review section that communication is the biggest challenge of GSD. Modularization is difficult to achieve and dependency of work items increase the need for coordination. Hence, assignment of dependent stories to the same team and on same site within the team is more desirable. Table 4.2 shows better task allocation over time to reduce the percentage of inter-team dependencies and table 4.3 shows good task allocation within team to keep a check on intrateam cross-site dependencies. Hence, it can be concluded that students learnt to self-assign stories in time to reduce cross-team dependencies and kept a check on intrateam cross-site dependencies.

Students’ learning can be attributed to the usage of scrum. It has been mentioned in the literature review section that scrum enforces structured communication, which can mitigate some of the typical challenges of GSD [15]. Some of the results mentioned in Paasivaara et al. [14] also support this claim: -

• High level of satisfaction among students in using scrum practices for both co-located and distributed members.

• High level of satisfaction in using communication practices for both co-located and distributed members.

• Increase in teamwork quality in subsequent sprints.
• Better fulfillment of communication requirement in subsequent sprints.

Scrum helped the students' to learn better task assignment. This claim is strengthened by interview results mentioned in the case study by Paasivaara et al. [14]. The students had positive opinion about usage of scrum for distributed teams as it increased project engagement and kept everybody on track.

5.1 Threats to Validity

The research presented in this report has some limitations. One of the biggest threats to validity of this research is the small dataset. There were only 4 sprints in the course. Clearly, more sprints would have strengthened the argument that students learned to self-assign stories in time to reduce cross-team dependencies and kept a check on intra-team cross-site dependencies.

There were also some confounding variables. The number of students across different sites was not same (15 Canadian and 8 Finnish students) which undermines comparison of co-located vs. distributed intra-team dependencies. The duration of every sprint was not same and the number of stories in every sprint was also varying. Also, the PO created a higher fraction of independent stories, which could have helped students in efficient story assignment. Another confounding variable is the split of teams after sprint number 3. It was found that this split lead to confusion of assignment of deferred stories and newly created stories that were similar to deferred stories. Some of these confounding variables can be argued to be responsible for lack of any pattern in co-located vs. distributed user level dependencies. The course at the University of Victoria had lectures and in-class discussions where as at the Aalto University, it was a capstone project-based course without lectures. Also, the Finish students started course in September 2013 whereas the Canadians joined in January 2014. These factors are bound to have some effect on learning of the students.

It cannot be claimed that logical dependency calculation is perfect and it uncovers all dependencies. Although manual mapping of stories to commits was performed carefully and members of different teams were also contacted for verification, a small human error cannot be discarded.
Appendix A

Additional Information

A.1 Schema of MySQL database of Github dataset
A.2 Schema of MySQL database of Agilefant dataset
Figure A.1: Schema of GitHub-Mirror MySQL dataset. Borrowed from ghtorrent.org
Figure A.2: Schema of Agilefant MySQL dataset
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