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ABSTRACT

Modern software organizations produce increasingly complex and sophisticated products that build on the effort of multiple individuals and teams. This reality highlights the critical importance of collaboration and the support of its various facets, which are still central concerns for software engineering research and practice. Software organizations also aim to motivate their developers and teams and help them be productive. Knowledge work research highlights the importance of autonomy in work design for satisfaction and happiness. The now pervasive adoption of agile methods and advocacy of self-organization have made autonomy and its challenging practical application a mainstream focus for software engineering research and practice.

Employee autonomy and effective collaboration are thus essential for software companies to motivate developers and help them deliver successful software products. Yet, essential as it might be for organizations to combine them, autonomy and collaboration seem conceptually and practically at odds with one another; is it possible for people or teams that are working together on something be autonomous? One can imagine teams finding it challenging to organize the development work of autonomous developers. Furthermore, on the organizational level it can be difficult to align autonomous agents towards a desirable company strategy. Finally, management
may need to be revisited as a function when individuals or teams have autonomy in their work.

Given the complex landscape that software teams are part of in today’s modern organizations, we need to understand how they collaborate in the context of their environment. This dissertation builds on three substantial, diverse case studies based in industry, capturing various ways that several software organizations organize collaborative development work. In the first study I examined how 24 commercial software teams in different companies organize their development work through their use of GitHub. In the second study I probed how Atlassian scales the practices of its rapidly growing development teams and enacts a culture that keeps them aligned to the strategic goals. In the third study I explored the role of engineering managers at Microsoft and how they support software developers and teams to organize their own work and generate quality outcomes that meet organizational goals. The studies are primarily qualitative and I have used a variety of data collection methods including interviews, observations, documentation review, and surveys.

Tension between autonomy and collaboration surfaced in the studies and it became the central challenge I investigate in this dissertation. By understanding the meaning of autonomy for the studied organizations, the definition and characteristics of autonomy evolved and, upon synthesis of the findings, I argue that autonomy is not incompatible with collaboration but rather that the two concepts build on each other.

I articulate and propose a conceptual framework of collaboration via aligned autonomy for software companies in this dissertation. This represents a holistic view of organizations and includes four areas to consider when making autonomy the foundation of collaboration: team collaboration practices, scaling strategies, cultural values, and manager roles. The framework has implications for the study of collaborative software development by proposing to look beyond the combination of independence and coordination as the basis of collaboration. At the same time, the framework can guide commercial software teams and organizations on how to empower development teams, yet not compromise strategic vision.
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Chapter 1

Introduction

“Come, Watson, come!” he cried. “The game is afoot. Not a word! Into your clothes and come!”

Sherlock Holmes – The Adventure of The Abbey Grange

Two important elements for creating success in software companies today are collaboration and autonomy. Modern software companies are geared toward supporting teams to collaborate, to build complex and sophisticated products [64]. At the same time, providing knowledge workers with autonomy in their work makes them happier and more satisfied [124]. Effectively combining individuals’ autonomy and teams’ collaboration can help improve software quality, increase teams’ productivity, and boost employee motivation and organizational engagement [20].

How can modern software companies realistically tap into the potential unleashed by combining collaboration with autonomy? Such concerns are attracting attention in software engineering research [152], and are discussed by practitioners 1.

Some software development environments have successfully balanced autonomy with collaboration. Open source software development for example is known for building on the contributions of loosely-coupled volunteers to deliver high-quality software. In recent years organizations have been looking to replicate the success of open source software development by following similar development principles, a trend known as Inner Source [191]. Despite the progress, organizations are still looking to provide autonomy to their development teams in meaningful ways while they build software collaboratively.

Another example of infusing autonomy in the collaborative software development

process is the case of agile software development methodologies, which are increasingly being adopted in software organizations [207]. The Agile Manifesto [13] directly advocates self-organizing teams while it highlights that not much guidance is needed for individuals besides providing them with the environment and support they need. However, agile software development methods have often been scrutinized for having limited applicability to large-scale projects. Recent software engineering research is proposing and exploring ways in which software companies can achieve organizational agility [75], and more studies are needed on how the proposed solutions may apply in practice.

Looking at collaborative development in modern software companies, there are some notable trends that reveal conflicting issues at play:

First, some modern development tools (such as GitHub or BitBucket) offer means to decentralize development work but it is unclear how they fulfill the requirements of building software collaboratively. Is it possible to work independently and collaboratively? 

**What practices do commercial software teams use to balance collaboration with autonomy?**

Second, when a software organization grows it may be unclear if and how to adjust its development process to a larger scale. One can imagine that scaling autonomy beyond a few people or teams may result in misdirected work in the organization and jeopardize its strategic goals. **Are there risks involved in scaling autonomy? What work practices do software teams and organizations use to address the risks?**

Finally, organizations need great managers to make teams successful but increasingly today we hear about a push toward self-management and self-directed individuals and teams. **What are the attributes that are perceived to make great engineering managers in an environment that values autonomy?**

In this thesis I address these questions and propose a conceptual framework that enables teams to achieve collaboration via aligned autonomy, highlighting those areas that require consideration and providing actionable strategies for software teams and organizations to apply. While this is the outcome of synthesizing the findings of multiple case studies, the studies themselves did not start off as investigations of autonomy. Rather, the necessity and challenge of balancing autonomy and collaboration surfaced in the studies and with that my understanding and definition of the concept of autonomy evolved. As a result, the questions I address with the thesis emerge from the particular research questions of each study. By presenting the stud-
ies, questions, and findings I hope to guide the reader in following the interpretations and understanding the proposed framework and its parts.

The participating software teams and organizations in the studies use practices that are in line with agile methods. The discussion of collaboration and autonomy in this dissertation is thus scoped on agile teams and companies that seek organizational agility. Such a focus is timely and appropriate. First, agile methods are becoming pervasive in industry, as shown by a recent large-scale industry survey reporting that 94% of respondent organizations follow an agile approach [207]. Second, agile methods are often tailored in practice [73] and there are even frameworks proposed for their appropriation [30]. This creates a need for a deeper understanding of the interplay between the agile practices and other organizational factors. Finally, there are questions about if and how agile practices apply to large projects [56] and scale to entire organizations [75], and additional studies can provide further insight.

The components that make up this thesis and what they bring into the investigation are listed below:

**Chapter 2: Background**

This chapter includes a review of empirical studies of collaborative software engineering in commercial and open source software development settings, agile software development, as well as work in organizational psychology and behaviour that explain the benefits and need for software developers to be autonomous.

**Chapter 3: Methodology**

In this chapter I present the epistemological stance I have taken in developing this thesis, and my approach for drawing insights from the case studies I have conducted. I also provide an overview of methodological choices for the case studies, while the details for each study are presented in the corresponding chapter.

**Chapter 4: Autonomy as independence — The GitHub study**

The study presented in this chapter focuses on 24 commercial companies using GitHub as their collaborative development platform. Alongside the use of GitHub’s features I collected the practices the teams used to collaborate. The case’s findings show that teams, either collocated or distributed, want to be able to function in the same decentralized way. That includes independence during development, lightweight communication, transparency/visibility of status, and agile development; all these are supported by coordination points clearly marked by pull requests.

The chapter discusses how software teams can collaborate while having autonomy, and results in a series of team collaboration practices for the framework of
collaboration via aligned autonomy.

Chapter 5: Aligned Autonomy — The Atlassian study

The study presented in this chapter focuses on understanding the challenges that software companies face when following agile practices at a large scale, and the work practices used to overcome them. I report a study of teams at Atlassian, and how they balance agility and strategy under conditions of rapid growth. The findings show that alongside the practices that enable autonomy, teams follow practices that support alignment with organizational strategy, ensuring that the autonomous effort is channeled in the right direction. The combination of the two — autonomy and alignment — is an imprinted culture in the organization, and acts as its unwritten but agreed on process.

The chapter discusses the risks involved in scaling autonomy and the work practices that can help avoid or address the risks. The study results in scaling strategies and cultural values for the framework of collaboration via aligned autonomy.

Chapter 6: Autonomy as empowerment — The Microsoft study

The study presented in this chapter focuses on identifying and understanding the attributes of great engineering managers. I report a study of engineering managers at Microsoft, and their perceived role and attributes in a modern software company that seeks to empower its developers. The case study shows that enabling autonomy and ensuring alignment are considered part of great management and that managers are seen as coaching and motivating engineers, while also acting as a conduit between them and the organization. The chapter discusses the attributes that are perceived to make great engineering managers in an environment that values autonomy. The study results in a set of manager roles for the framework of collaboration via aligned autonomy.

Chapter 7: A framework of Collaboration via Aligned Autonomy

This chapter synthesizes the case studies’ findings, discusses how they relate, and summarizes them in a conceptual framework of collaboration via aligned autonomy. I discuss the framework in light of existing work in several research domains, present implications for research and practice, and discuss the validation and limitations of the research.

Chapter 8: Conclusions and future direction

In this final chapter I summarize the main points of the thesis and the potential avenues it opens for future work.

The proposed conceptual framework aims to contribute to the knowledge about
collaborative software engineering and generates testable hypotheses about its effects, which could serve as a basis for further research. The work I present in the chapters offers insights that can help software companies and projects to empower developers and improve collaboration to generate better organizational outcomes. Software companies can also use the thesis results to formulate their own interventions.
Chapter 2

Background

“It is not so impossible, however, that a man should possess all knowledge which is likely to be useful to him in his work, and this, I have endeavoured in my case to do.”
Sherlock Holmes — The Five Orange Pips

In this chapter I review empirical studies and literature that relates to the concepts of autonomy and collaboration, to create ground for understanding how the concepts are discussed in the dissertation. Literature is also introduced in the rest of the thesis chapters as needed, in line with interpretivist research (I elaborate more on this in Chapter 3).

Autonomy has been advocated in multiple bodies of the literature. For software engineering, it is most associated with agile software development methodologies, which are increasingly becoming a norm in software companies and beyond. I present theoretical and empirical work that explains why organizations (should) strive to have autonomous individuals and teams, ways that autonomy has been enacted, and the concerns about its implementation and scalability. The majority of the literature relates to software engineering, but I draw from a diverse set of research fields — after all, autonomy is not a new concept and comes in many guises. Throughout the chapter I link the literature to the questions that set the stage for the empirical work presented and discussed in the rest of the dissertation.

2.1 Toward a definition of Autonomy

Dictionaries define autonomy by means of self-governance and independence; Merriam-Webster expresses it as “the quality or state of being self-governing” but also as
“self-directing freedom and especially moral independence” \(^1\). The Oxford Dictionary defines autonomy as “the ability to make your own decisions without being controlled by anyone else” \(^2\).

For the scope of the thesis, I am discussing employee autonomy, either individuals or teams. It is safe to assume that employees don’t go about their day-to-day work having a dictionary definition of autonomy in mind. Instead they attach meaning to it (or may inherit it from the organization they work in) and enact it. We may hypothesize that autonomy is a familiar concept to all, and that the word evokes similar understanding for everyone. However, as Janz et al. \([107]\) and Hoda et al. \([102]\) point out, in the literature autonomy is interchangeably referred to as empowerment, self-direction, or self-management, depending on the discipline. This signals to me that the concept is not universally agreed on but a malleable one, and it should be interpreted in context.

In my search of the literature I suspected that concepts such as empowered teams, autonomous teams etc. may have different names and appear as different terminology, especially between disciplines. To test and address the issue I used multiple search terms on Google Scholar (e.g. “autonomous teams”, “self-organized teams” etc.) to get an indication about possible different terms. At the same time I consulted with researchers and academics with knowledge of domains outside strictly software engineering. Starting with the journal articles by Janz et al. \([107]\) and Hoda et al \([102]\), which mentioned different terms that autonomous teams appear under in different literatures, I loosely followed a backward and forward snowballing technique, to gather more papers and build an understanding of the terminologies and the characteristics that different disciplines assign to the particular type of work team. I opted out of the systematic version of snowballing and literature review because the goal was understanding the concept, rather than mapping the knowledge.

Management literature sees autonomy as “the extent to which an individual or group has the freedom, independence, and discretion to determine what actions are required and how best to execute them” ([107], p. 47). In the context of work, this definition means that an autonomous entity is one with decision making-capacity, without the need to seek approval from others. Janz et al \([107]\), go a step further and include responsibility in autonomy. That is, autonomous entities do not only have the capacity to make their own decisions, but also the responsibility to carry them out.

\(^1\)http://www.merriam-webster.com/dictionary/autonomy
\(^2\)http://dictionary.cambridge.org/dictionary/english/autonomy
Organizational theory agrees with this, and sees self-organizing teams as responsible for scheduling, hiring and task assignment [160]. The inclusion of responsibility when talking about autonomy is an important one because the afforded freedom is usually what skeptics criticize about autonomy.

Even reviewed literature does not necessarily provide a single-sentence definition of autonomy. Instead a contextual characterization of autonomy emerges from the way it is captured and/or discussed in studies; I present a number of those in the rest of the chapter. In the dissertation I have taken the same approach; I have built my understanding of autonomy, its meaning and characteristics, and its implications for organizing collaborative software development work from each study’s findings and context. Therefore, the definition and understanding of the concept of autonomy evolves throughout the thesis. I discuss the evolution in each study (Chapters 4, 5, and 6), and as part of the synthesis (Chapter 7).

### 2.2 Why Autonomy is desirable

The literature offers a variety of reasons why autonomy is desirable and why it works — in theory at least — in the favour of organizations and institutions that enact it. The concept of autonomy transcends professions so I am not limiting the work I discuss in this chapter to just software engineering organizations; the discourse and findings are similar across industries and in many cases were discussed in other domains first before software development. While some cases are discussed here as well, I am focusing more on the software engineering research area from section 2.3 onwards. Below I provide a high-level view of the discourse relating to employee autonomy, before going into details about the effects of autonomy in sections 2.2.2 and 2.2.3.

#### 2.2.1 A bit of history

To discuss the advocacy in favour of autonomy, it is necessary to consider the evolution in management thinking. Originally, organizations followed top-heavy hierarchical and management structures to organize and carry out work. Pearce and Manz [166] reviewed the historical foundations of leadership and noted that in the 20th century management and leadership — termed “scientific management” — were focused on how to make workers as productive as possible by optimizing their tasks.
was no autonomy or employee decision making to speak of in this setting; workers were there to provide manual labor, and their tasks were predesigned down to the last movement. Workers were thus considered interchangeable, since what they were contributing were essentially hand and feet movements that “scientific” managers had decided for them. Management and worker responsibilities were separated; managers identified precise work protocols, and workers followed the dictates [166], which set the tradition of command and control in organizational life.

Between the 1920s-1950s the field of management turned its attention to how workers think and feel about their work (see [42] for a detailed overview) aiming to motivate employees to identify with organizational goals [116], and improve performance [180]. Two milestones have been key to shifting the focus of management. The first milestone was the introduction of psychology and sociology theories in management, researching factors that affect employee needs [139] and engagement [95]. Second, the rise and increased mobility of knowledge workers turned attention toward the behavioural aspects of employees [113]. Peter Drucker [61] in 1959 led management thinkers to see the corporation as a social institution and workers as assets, challenging existing management principles as fit only for manual labour. Especially after the 1960s — that were considered the modern era of management — the focus is on employee work attitudes and motivation [141] and the recognition of people management as separate from work organization or project management [165].

These developments and the recognition of knowledge work as different enough from manual labor to warrant different organizational treatment, brought the empowerment of employees — by giving them autonomy in designing their work — in focus for both researchers and practitioners. As Crainer [42] and Pearce and Manz [166] note in their review of management history, global market pressures led organizations to look for better ways to compete; through a flexible workforce, reduction in organizational response time, and full use of organizational knowledge.

Software organizations are, of course, part of this landscape; strict, upfront planning doesn’t work in rapidly changing conditions [66] and instead interventions are needed from all. Rigid hierarchies and top-down management structures can stifle creativity and innovation, however. Tore Dyba [66] likened organizations responding to market changes to jazz bands improvising, arguing that strict adherence to enforced processes can limit developers when creating their own understanding of the situation to which they have to respond. Takeuchi and Nonaka [197] advised that when it comes to new product development the higher levels of hierarchy’s involvement should
be limited to providing guidance, money, and moral support. In self-organizing agile teams, informal and transient roles emerge [102] to provide guidance. Such conclusions, coupled with the notion that today’s employees desire from work more than a paycheck [61], create questions about hierarchical structures, and set the stage to not only talk about but also try to find ways to enact self-management, shared leadership and autonomy.

Overall, increased employee autonomy has been linked to improvement in organizational outcomes. In some cases this is seen as a direct link to, for example, the productivity of individuals or teams. Mostly, however, the effect is second-order; employees that are autonomous are more motivated, more satisfied with their work, and report a higher quality of work life [107]. It is these psychological and behavioural factors that, in turn, have a positive effect on productivity, performance, and success [15]. I discuss these effects below.

### 2.2.2 Job satisfaction, motivation, and engagement

Autonomy is described as a strong motivator for employees in a variety of research domains, but has applicability in software engineering as well. In a systematic literature review, Beecham et al. [15] discussed motivation in software engineering and reported that motivation has the single largest impact on practitioner productivity and software quality management. Alas, the authors concluded that motivation continues to be problematic to manage, in part due to the resistance or slowness of software companies to make changes that contribute to a sense of positive motivation. The literature review from Beecham et al. lets two things come to the surface. First, autonomy and empowerment are definite motivators for software engineers; this is a strong signal about why software organizations should make a real effort to build on them. Second, autonomy is linked to organizational outcomes; autonomy affects how long it takes developers to deliver software, their retention by the organization, their productivity, their absenteeism, and project success.

Janz et al. [107] link autonomous teams to business process improvement by showing that autonomous teams have a positive impact on the quality of work life and ultimately the performance of workers. Tata [199] mentions that companies use autonomous teams with reported benefits of increased performance, higher quality products, less absenteeism and reduced turnover. Studies in the domain of psychology and organizational behaviour see autonomy as a job characteristic, as the extent to which
a job provides the employee with the discretion to choose how their work is done. According to job characteristics theory [93] more autonomy means more responsibility for the individuals or the teams, which puts them in a “critical psychological state” (p. 160) that translates to increased motivation and satisfaction, and results in better individual and team performance. Van Mierlo et al. [204] reported that individuals in teams with high levels of autonomy (i.e. the team works as a self-governing unit, separate from other groups) are less likely to report emotional exhaustion and are more keen to learn on the job. Pritchard and Karasich [1] conducted a study in multiple organizations, statistically analyzing factors in how they promote autonomy, and brought empirical evidence that organizational climate has a significant effect on organizational performance and employee satisfaction.

These findings are consistent with previous work discussing the merits of autonomy and bottom-up decision making in organizations to fight the lack of employee engagement — a plague for modern organizations as reported in studies by Gallup³ researchers [95, 98]. Janz et al. [107], looking at autonomy as a business process improvement, brought evidence from multiple organizations that flattening organizational hierarchies, empowering bottom-up decision making, reducing checks and controls, and transforming managers to coaches led to increased job satisfaction and internal motivation — what the authors refer to as quality of work life. They also pointed out that these positive effects of autonomy have been advocated before them but that organizations are not necessarily adopting the guidelines.

Notice here that most work that discusses autonomy and empowerment reflects employee perceptions, i.e. how employees perceive the degree of autonomy they are afforded. This is important for a variety of reasons. First, work in organizational psychology has established that employee perceptions about work conditions affect organizational outcomes, such as customer loyalty and the financial performance of the organization [97]. Second, it is not uncommon for organizations to claim autonomy and empowerment but practice symbolic self-management [148]; assessing developers based on what they produce and having them compete for resources. Third, there are signs in management [68] and entrepreneurial literature [28] (and software engineering is catching on [16]) that the attitudes of employees and whether they identify with organizational values (or culture) has strong impact on their motivation and output.

In software engineering research, autonomy and self-management have been dis-

³http://www.gallup.com/home.aspx
cussed in the same breath with agile software development methodologies. I will talk more about agile software development methods in section 2.4.2, although they probably don’t need much introduction nowadays; it suffices to say that they represent an approach to software development that focuses on flexibility through short development iterations that include all stages of the work from requirements engineering to testing and deploying. The agile methods came about with the promise of dynamic adaptation [155] for companies facing rapid change [185]. The goal behind the methods is — as the name reveals — to achieve agility; under conditions of agility teams have the capacity to efficiently and effectively respond to changes in user requirements or market conditions. Keeping up with change is a real problem for software (and other) organizations, with very low percentages being able to keep up and many companies experiencing financial loss [125]. To achieve agility, individuals and teams need autonomy [125] — discretion and independence granted to them, leading to decentralized decision making. In the agile rhetoric, autonomy increases the speed and effectiveness of problem solving because it brings decision-making authority to those who face and handle problems every day [123].

Autonomy is also discussed as part of a new way of developing products. Takeuchi and Nonaka [197], the leading figures in lean manufacturing principles — where, incidentally, agile methods have originated — identified six characteristics of the new product development approach. Among them, self-organizing project teams were described as critical to achieve speed and flexibility in product development. One of the critical points made in the work of Takeuchi and Nonaka is the importance of transparency and the free flow of information. This is in complete agreement with the literature on self-management (see [92] for an excellent review) where the major risk of autonomy is recognized as isolation of entities, and the antidote is the access to external information, and transparency. The empirical study I present in Chapter 5 focuses on the risk of isolation posed by scaling autonomy to a growing organization, and discusses the role of open communication and culture in mitigating the risk.

2.2.3 Knowledge worker productivity

One of the main realizations that is shaping how organizations operate and how employees have been managed in the past 60 years, is that the nature of work has changed, shifting from manual to intellectual labor. Both research and practice have been investigating the characteristics of knowledge work and workers to understand
their role and motivation, and drive their productivity. The differentiating factor of knowledge work is that the basic task of knowledge work is thinking; knowledge workers process non-routine problems that require non-linear and creative thinking [174]. More recently, the globalization of markets and corporations brought on an intense need for innovation in organizations and knowledge workers are regarded as important elements for organizations’ survival and prosperity [146]. Globalization applied to the workforce too though, making knowledge workers mobile, and able to find work that fit their distinct sense of purpose and motivation [61]. The retention of knowledge workers is critical for organizations nowadays, making it important to understand their motivation and what can help them be productive.

Let’s start with what doesn’t motivate knowledge workers. Earlier the literature on what alienates knowledge workers finds that centralization and formalization have a negative influence on how engaged knowledge workers feel [159]. While Quntanilla and Wilpert reported that increasing autonomy for knowledge workers led them to find more meaning in their work [171], more recently Donnelly questioned that claims of increased flexibility and autonomy for knowledge workers are true [60]. The results are still in line with the argument in favour of autonomy though; Donnelly found that knowledge workers (in this study, consultants) were not able to exercise greater control of their working arrangements because the narrow views of their employer on what constitutes professional behaviour restricted them. Thomas Davenport [54] and Frank Horwitz [103], both prominent figures in the literature about knowledge worker management, have repeatedly brought evidence that knowledge workers resist command-and-control styles of working and, instead, seek autonomy in their work. That means that hierarchical, top-down management structures need to be reconsidered in today’s companies that mostly rely on knowledge workers.

There is agreement in the literature that the way to make knowledge workers productive relies on finding ways to motivate them. Because knowledge workers are in demand and — due to the global workplace — highly mobile, they are in a position to pick jobs they feel strongly about. Mládková points out that for work to be motivating for knowledge workers it needs to provide them with a sense of purpose and pride [146]; if these needs are not met, employees are not committed to the organizations they work in. Ehin [68] explains that knowledge workers need different management because generating knowledge is essentially a voluntary process. These findings agree with what Peter Drucker — the first to talk about knowledge workers — argued in 1959 is a shift from a universe of mechanical cause to one of purpose
and process, where people of knowledge and high skill can organize themselves for joint effort and performance. Unfortunately, Blacker [21] concludes that although the determinants for knowledge worker productivity are known, a way to integrate them still eludes organizations.

Software engineers belong to the category of knowledge workers. The ongoing research into developer productivity and motivation [144], and the concerns of practitioners on how to manage developers ⁴ indicate that Blacker’s conclusions are still valid today and organizations are looking for ways to motivate knowledge workers to have them be productive.

2.3 Collaboration challenges in software engineering

The Cambridge Dictionary defines collaboration as “the situation of two or more people working together to create or achieve the same thing” ⁵. For software teams in particular, the creation or achievement in the definition would be about producing software. While the need and potential benefits of introducing autonomy in an effective way are relevant to software engineering as in other knowledge work domains, collaborative software engineering has its own difficulties that making the combination of autonomy and collaboration and interesting challenge — one that is not yet resolved for research or practice. In this section I review well-known challenges of collaboration in software engineering teams, before moving to discuss autonomy in software engineering, in section 2.4 below.

In his PhD thesis in 2010, Jorge Aranda [6] focused on communication and coordination as the most critical challenges of software engineering. He argued in favour of a shared understanding of the foundation of coordination — plans, goals, and context — rather formalizing its process. His review of earlier work showed a disconnect between the principles of process engineering — planning, stability and repeatability — and those of agile software development which focus on flexibility and self-organization. This is important for two reasons. First, the widespread use of agile methodologies in software organizations today signals that the industry itself is showing disagreement or incompatibility with the ideals of process engineering. Second, a number of reports
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⁵http://dictionary.cambridge.org/dictionary/english/collaboration
from industry published after Aranda’s thesis ([161, 119, 205, 106] to name a few), show that even agile practices are not prescriptions, demonstrating the industry’s desire for flexibility and ability to make the best choices for them rather than following process instructions.

Collaborative software development projects bring together the interdependent efforts of team members, coordinated toward a common goal [211]. Malone and Crowston [135] view collaboration as building on efficient coordination of direct or indirect actions needed to manage interdependencies. Communication and coordination are considered among the critical challenges in collaborative software engineering. Cataldo and Herbsleb [33] showed — using the concept of socio-technical congruence developed earlier by Cataldo et al. [34] — that coordination breakdowns are harmful to product development outcomes, but that they are not the only challenges. Maintaining awareness of interdependencies is also challenging; tools — such as Tesseract [183] or Palantir [181] — can provide alerts of potential coordination needs and recommend communication between interdependent developers [194], but it is not without overhead [32]. Especially in the last few years, developers use an even wider variety of communication channels to maintain awareness and manage knowledge. Storey et al. [192] recently reported the multitude of challenges that come bundled with the benefits of socially-aware communication channels; developers often are overwhelmed and find that information is fragmented due to the simultaneous use of multiple communication channels. Such an account shows that building and offering more tools is not the solution to awareness, and that integration of tools is an important aspect to manage information overload.

Conflicts occur even in the presence of awareness tools and teams spend effort to resolve them [182]. Efficient task division and scheduling can help to minimize, but not eliminate, coordination overhead and code conflicts [111]. Modularization of tasks is an accepted way to minimize interdependencies [215], but it is impossible to remove them altogether.

Such collaboration challenges are typical in software development, and they are accentuated when teams are distributed. Collaborative Development Environments (CDEs) integrate source code management tools and bug trackers with collaborative development features [122] and have been suggested as a solution to the communication and coordination challenges of distributed software projects in organizations [4]. Yet, these challenges persist and projects old [99] and new [177] report them. For the purposes of this thesis, I operationalize a team’s collaboration through the practices
they use to handle coordination through communication, awareness, task division, and conflict resolution, facilitated by tools. I refer to these aspects as the collaboration elements — they are prominently featured in Chapter 4.

2.4 Autonomy in software engineering teams

As we saw, autonomy has been discussed in many domains and in various forms that are not software-engineering-specific. Yet, there is growing interest in it in software engineering research too nowadays. Below I discuss two prominent appearances of the concept of autonomy in the software engineering literature: open source software (OSS) development, and agile development.

2.4.1 Autonomy and open source software development

OSS development has been an intriguing research domain for well over a decade now. Studies of developer motivation and project organization were the first attempts of the research community to understand and explain the presence and evolution of OSS development, and to try to predict its future as a software development trend analyzing its viability as an economic and business model (for example [127]). Interest in the collaboration model that supports OSS development has also been considerable, given that OSS developers are highly distributed and mostly don’t engage in face-to-face communication. Due to the pragmatic constraints they face, it has been considered surprising that OSS projects achieve smooth coordination and consistency in design and innovation.

Given the special characteristics of OSS development and the interest in how OSS developers coordinate their work, research has shown interest in the tools and practices that facilitate OSS development. Version control was initially a centralized mechanism for coordinating and synchronizing development [55]. Today, with the advent of decentralized version control systems like Git and code management platforms like GitHub, the degree of independence of the participants is higher. Studies have found that decentralized version control systems can change development processes [10] and influence developer behavior [168]. Especially GitHub — as the platform of choice for many large and well-known OSS projects — has received research attention regarding the models of development it has popularized [84], and the OSS ecosystem it’s creating [206].
Ducheneaut [63] found that OSS developers coordinate their work almost exclusively through three information spaces: implementation, documentation and discussion. The versioning system provides the backend of the implementation space, keeping track of changes made to the project related files and corresponding versions. The internet is used as the documentation space with wikis, mailing list archives, most recently also peer-developed resources like Stack Overflow. Because of the distributed and informal nature of OSS projects, discussions between project members, associates and users are done and tracked in mailing lists and online forums, more recently shown to also take place in the issue repository [91].

The voluntary nature of OSS development means that developers need to be loosely-coupled; self-organization is a main characteristic of OSS development. As pointed out earlier, self-organization does not mean that developers are irresponsible or make arbitrary contributions. In the end, contributions are peer-reviewed and judged on merit; Yamauchi et al. [218] found that OSS programmers are biased toward action rather than coordination and follow a rational decision-making process where the technologically-superior options are always chosen.

Walt Scacchi [184] thoroughly discussed collaboration affordances that facilitate work in OSS projects based on insights from several empirical studies on the work practices followed by OSS teams. First, OSS projects nurture the motivations of developers, and give them the responsibility to organize and manage themselves to fulfill their motivations. OSS projects provide an environment of shared beliefs in freedom regarding software, speech and choice [69], trust and social accountability. Beliefs, values and norms form part of the developer’s mental model [71] and serve as affordances that enable collaboration and teamwork, while the failure to enact these beliefs can drive developers apart [70]. Finally, artifacts that developers use to prescribe or question what is happening in an OSS project (called software informalisms) are also considered collaboration affordances, creating a healthy environment for discourse in the project.

Autonomy has been a premise and necessity for OSS projects due to their nature, and it is one of the motivating factors for contributors [120]. Software organizations too, however, have realized that software developers — as knowledge workers — are motivated by autonomy and the chance to self-manage. The birth of agile development methodologies in 2001 articulated some guidelines for software companies about why and how to organize development in a way that it empowers software developers to make decisions, as I discuss below.
2.4.2 Self-management in agile software teams

The concept of empowering development teams by providing them freedom to make decisions about their work content and schedules is discussed in the software engineering literature most often in relation to agile software development teams [8]. Although a comprehensive history or a comparison is not in scope for the dissertation, it is important to note that the concept of empowering software teams was not invented with the advent of agile methods; it has been mentioned before in connection with expert engineering teams [167], for example.

The agile perspective entered the world of software development in 2001 through the Agile Manifesto [13] and challenged the view of software development, from an activity focused on prediction, verifiability and control, to one focused on flexibility and responsiveness to change [149]. In the agile approach teams are self-managed in that they decide how work is coordinated. This is usually contrasted to plan-driven approaches of coordinating work through a top-down style of management [155]. While a plan-driven approach has a clear separation of roles and sequence of actions between them, in the agile approach the team can decide on roles and change them as they see fit depending on their needs [102].

Even though the agile practices were first brought to light by software engineering practitioners, they are consistent with theories and principles found in organizational behaviour. Cao and Ramesh [31], reviewed agile practices in light of the Dynamic Capabilities Theory and Coordination Theory, to find that all common agile practices are congruent with the premises of the theories. While this is important to provide more credibility to agile practices from a theoretical perspective, the industry is not really looking for the theoretical foundations. The authors acknowledge that and propose that it is more useful to understand the conditions under which specific agile practices are likely to be effective. In their in-depth study of self-organizing roles in agile teams, Hoda et al. [102] found that roles emerged in agile teams in an informal and implicit way. The identification of roles revealed the needs of self-organizing teams, ranging from mentoring, to coordinating interactions with customers, to removing members that posed a threat to the teams’ self-organization.

The self-organization of agile teams is seen as facilitating the responsiveness and management of changes [147]. Besides handling change, however, Moe et al. [147] found that autonomy has a positive effect on the team members, creating involvement, participation, motivation, and the desire for responsibility. The paper points out that
management is tricky where self-management is involved; on the one hand direction and checkpoints can make self-management effective, but on the other hand rigidity can undermine autonomy. This trade-off shows a balance that is a challenge for organizations, how to balance autonomy with direction?

Self-management is not without problems, of course. In a different study, Moe et al. [148] identified barriers to self-management due to conflicting goals and competitive behaviour. Drury et al. [62] examined how agile software teams make decisions, and found that conflicting priorities, not taking ownership of decision despite team autonomy, and unwillingness to commit to decisions were among the obstacles agile software teams face. These findings speak to the necessity for autonomy to have a company’s full support, and the difficulty of applying self-management without it. As I describe below, the discourse in the agile literature seems to point to autonomy and agility being more than mere practices for teams and organizations to follow.

2.4.3 Autonomy and agility as mindsets

Reading on empirical studies of agile development in software companies makes it clear that autonomous teams (agile or otherwise) are not leaderless or uncontrolled [102]. Augustine et al. [8], reporting on industry experience, argued that self-managing teams have minor communication and coordination cost because internally they have optimal channels of communication. In their framework for managing agile teams they identify six factors: organic teams, guiding vision, simple rules, open access to information, lightweight management styles, and adaptive leadership. Augustine et al. ([8], p.86) place special importance on vision, stating that:

“Agile managers guide their teams by defining, disseminating, and sustaining a vision that influences the internal models of individual agents. The vision should be a simple statement of project purpose and communicated to all team members, which has been shown to have a powerful effect on individual behaviour”.

The description seems to elevate “being agile” to a mindset rather than a formal process, which agrees with discussions in the software engineering community pointing to a realization that “to be agile is a cultural thing” ([131], p. 203).

Notice that in the description above a vision is not a directive or an order. More and more literature finds that agile teams need to be involved in business strategy
more and have information about organizational goals. Van Waardenburg and Van Vliet [205] found that agile teams with no business involvement found it challenging to be successful. This suggests a needed change in business mindset, where information and knowledge is channeled to agile teams, and business alignment is part of their management. As a result, when agile teams plan their upcoming actions they have information about short and long-term goals and can decide on ways to achieve them [188].

Unfortunately, as much as Augustine et al. in 2005 stretched the importance of vision to guide autonomous action [8], years later Martini et al. [138] and others [205] still pointed out that agile teams lack strategic information and objectives, which hinder their awareness and appropriateness of decisions. They sadly concluded that (p. 45):

“Leaders’ mindset is not open to listen and they are not able to recognize strengths and weaknesses. This hinders the development of improvements”.

Autonomy cannot be effective in providing agility if it is not embraced as a mindset and supported holistically in an organization [131]. In a recent systematic literature review, Dikert et al. [56] reviewed challenges and success factors of following agile practices in large organizations. Their findings — in the vast majority coming from practitioners’ experience reports — indicate that companies still find it hard to implement agile and they resist the change. At the same time, the companies that have successfully embraced agile development cite management support for self-organization, and mindset and alignment as critical success factors. While the utility of autonomy is undisputed, however, it is still not incorporated holistically as the foundation of how work is done, and companies are not sure how to do so.

There is also an identified need for management to operate in a way that establishes and communicates vision to agile teams, while leaving them room to make decisions. These are the main issues I discuss through the empirical studies presented in Chapters 4, 5, and 6.

2.5 Autonomy is not the whole story

A synthesis of the literature I described in the previous sections points to autonomy being a desirable state for individuals and teams in software (and also other types of)
organizations today. It is not a panacea, however, and it comes with concerns and implications for organizations. Early on, theorists such as Cummings [49] proposed that self-regulating work groups should have “responsible autonomy” (p. 632) and an organic organizational context. This is not very different from more recent studies still advocating autonomy as a job characteristic for software developers and providing evidence that it is difficult to find a balance between flexibility and rigour in the organizational context [212].

Autonomy is even more difficult to implement effectively when it involves more and more people and teams, i.e. when it is implemented at scale. Not surprisingly, autonomy and agility at scale are current concerns for both research and practice. Reinventing software development work to incorporate more autonomy also creates questions about how management should function. I describe these concerns in the sections below.

2.5.1 Do autonomy and agility scale?

Agile software development methods were originally conceived for small, collocated development teams [22]. However, large organizations are also attracted to the benefits of agile development but find that the principles are a poor fit for them [163]. Whether and how agile software development — and its self-organizing principles — can be applied on a large scale has become of interest to both research and practice. A workshop at the International Conference on Agile Software Development (XP2013) in 2013 focused on large-scale agile development research challenges, in an effort to form a research agenda that guides researchers toward the areas that would be of use to practitioners. As experts voted, the top-ranking topic requiring more investigation was coordination of work between teams in large-scale agile development [57]. Knowing which agile practices scale and which not was another topic for more research; this related to issues about how knowledge sharing might be served better when a company grows.

Some reports from industrial experience indicate that autonomy and agility can work at scale. Kettunen and Laanti [112], drawing on the experiences in Nokia, identify enablers of agility at scale (resources, training, and empowerment). In their view, not all parts of an organization are set for agile operations, and that is affected more by human factors rather than the development process. For example, the authors highlight that if the hiring process in an organization is not one that attracts suitable
people, there can be problems with having software projects be agile. This points toward the culture and mindset behind agility, that needs to be nurtured and pre-existing for agile interventions to grow and be effective. Learning from their findings in multiple agile projects inside Nokia that follow agile principles in a fragmented way, Kettunen and Laanti argued for the need to view the organization holistically when talking about agility. Recent research [75] explores how a holistic approach to organizational agility might work, advocating the close connection of development to business goals (in what the authors coin as BizDev).

In a sense, the scaling of agility is facilitated by empowerment and decentralized decision making. By having teams own and make their own decisions handovers are reduced [119], and speed can remain high because it’s not bogged down by communication and coordination overhead [138]. However, as Martini et al. point out [138] awareness of strategic information is critical. This indicates that the dissemination of information from executives and the ability to elicit and internalize bottom-up feedback are means to autonomy being effective and delivering the promised benefits; these learning are especially important for leadership and management. Companies like Spotify ⁶ and Atlassian ⁷ frequently share their experiences and opinions (see for example blog posts ⁸, ⁹) on how agility can work at scale through a culture of empowerment and decentralization.

Earlier research has pointed out that typical agile team roles, such as the product owner, can scale, although with difficulty [161]. What I have presented in this section points to the need for typical organizational roles, such as managers and leaders, to behave differently so that they understand and embrace autonomy before they can show teams and individuals how to enact it. I discuss autonomy and agility at scale in Chapter 5 where I investigate the related challenges, and the culture that can help overcome them.

### 2.5.2 Management and autonomy

How does one manage autonomous entities? If individuals and teams assume a major part of the decision making for functions such as task definition and assignment, it indicates that the manager’s role may be changing. In their study of management of
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virtual teams, Liu et al. [133] pointed out a distinction between strategy formulation and strategy execution; the organization defines the strategy and the team implements it. This sounds like a clean line between what is management responsibility and individual/team responsibility. Yet, the authors go on to say that the alignment between the two areas of responsibility becomes critical and that is the new challenge for organizations that want to empower their employees.

From an organizational theory perspective, self-organizing teams are closely discussed with the concept of *minimum critical specification*: senior management needs to define only the critical factors that are needed to direct the team and place as few restrictions on the team as possible (Hoda et al. [102], quoting Morgan’s book *Images of Organizations* [150]). Morgan, in his book [150], emphasized the need for what he called bounded or responsible autonomy, a term that comes from the work of sociologist Andrew Friedman. Friedman’s work [79] investigated worker resistance and managerial counter-pressure as a process that moulds the organization, and analyzed models of responsible autonomy and direct control. In Friedman’s view the *direct control* approach, with high degrees of restraint and direction on the actions of employees, comes from Taylor’s scientific management and does not fit knowledge work. Alternatively, a strategy of “responsible autonomy” (p. 47) is needed, which aims to:

“...allow individual worker or groups of workers a wide measure of discretion over the direction of their work tasks, and the maintenance of managerial authority by getting workers to identify with the competitive aims of the enterprise so that they will act ‘responsibly’ with a minimum of supervision”. (p. 48)

Self-directed teams are not leaderless or uncontrolled; instead leadership is adaptive and light [37], focused on setting direction [5], aligning people [35], obtaining resources and motivating the teams [197]. Companies with autonomous teams tend to have flatter structures [157] and have managers act as leaders [5] that create and communicate a vision, and empower others to act on the vision. In the software engineering literature, agile managers are described as guides of their teams by defining, disseminating and sustaining a vision that influences the internal models of individual agents [8], a concept that sounds similar to the minimum critical specification.

For agile projects, a product owner is the person that sets the direction through managing customer requirements and creating a prioritized backlog [161]. Managers
of agile development teams do not themselves deliver software (as that is done by
the team) but their role is that of giving the team a clear view of their goal and
direction [5]. For software companies that do not build products at a client’s re-
quest, the strategic direction is decided by executives that have goals they would like
the organization to achieve. Increasingly, organizations are replacing or complement-
ing financial organizational goals with goals of offering superior customer value and
satisfaction [121], recognizing it as the source of competitive advantage [216].

These new realities seem to require managers of development teams to move away
from producing technical output or making technical decisions, and step into a lead-
ership role where they motivate and inspire their developers, while they coach them.
I discuss the emergent attributes of engineering managers in a software organization
that values and enacts autonomy, in Chapter 6.
Chapter 3

Methodology

“You know, a conjurer gets no credit when once he has explained his trick; and if I show you too much of my method of working, you will come to the conclusion that I am a very ordinary individual after all.”

Sherlock Holmes – A Study in Scarlet

In this chapter I discuss the overarching methodological choices behind the studies presented in the next three chapters. Each case’s methodology is described in detail in the corresponding chapter. Here, however, I give an overview of my research approach and explain my epistemological stance. My goal behind doing this is twofold. On the one hand, I separate the research approach – which is in spirit the same for all the studies I conducted – from the low-level details of data collection and analysis that are particular for each case. On the other hand, by explaining my research rationale I also frame how I wish the studies, evidence, and conclusions to be read. For example, readers who identify with the positivist epistemology – extremely common in computer science and software engineering – might disagree with (or even altogether disregard) the way I have collected and analyzed data, or the inferences I draw from analyzing it. The same readers would probably look closely for a formalized problem statement, hypotheses and testing thereof, or other elements of deductive reasoning. They may not do so, however, if they identify with approaches – long established in other domains – that aim to provide answers about different types of problems. Hopefully what I present in this chapter explains the nature of the research problem in this thesis, why the selected methods are a good fit to address it, and how to interpret the results.
3.1 Research approach

Creswell [43], in his book about research design, describes research approaches as plans that encompass formulating research questions and procedures for collecting, analyzing and reporting findings. The overall decision has to do with which approach should be used to study a topic; this means that the topic/problem/question takes precedence and all other decisions follow. Provided the researcher has at least a working version of the research topic they are investigating, according to Creswell there are three elements to a research approach: the worldview assumptions of the researcher, the research design relating to this worldview, and the specific methods to translate the approach into practice [43]. I elaborate on each of these elements below.

3.1.1 The research problem

This thesis addresses the problem of effectively combining autonomy and collaboration in modern software teams and organizations, and is scoped on the use of practices in line with agile methods. For reasons I presented in Chapters 1 and 2, the investigation of this topic is timely and significant for both the software engineering research field and practice. Software organizations are increasingly using agile methods [207], which advocate self-organization. The software industry is knowledge work-driven and, as such, can capitalize on autonomy’s appeal for the motivation of knowledge workers. The practical, cultural, and managerial aspects of how to accomplish this, however, are underexplored and unclear. In addition, the software engineering field has long studied, modelled, and tried to support the collaboration of software teams. As a research field we are still looking for solutions to collaboration breakdowns though, and besides the shining examples of OSS development and some agile methodologies, the field hasn’t tried to make autonomy the basis of collaboration. There lies the research topic I focus on in this thesis – which serves the role of Creswell’s [43] research problem: how can development teams in software organizations collaborate effectively when individuals and teams have autonomy in their development work?

An additional issue — as I mentioned in Chapter 2 — is that autonomy itself is a malleable concept. Incorporating autonomy in how teams and organizations perform their work goes beyond following a dictionary definition; it becomes a matter of what it means in particular circumstances and people, and how it is enacted. Understanding such aspects, therefore, becomes a parallel goal while we explore autonomy’s implications for collaborative software development work and how the two can be
combined. The research I present in the rest of the dissertation did not start with the explicit goal of studying autonomy. My primary interest was to investigate how several software teams and companies organize collaborative development work and how their use of tools, principles, and practices help them overcome various collaborative challenges. I gradually realized, however, that a number of choices the teams and organizations made related to incorporating autonomy in their work, and that there were implications from doing so on various levels. At the end the learning I have gained — and that I communicate through this dissertation — relates to the challenges and implications of combining autonomy with collaboration in software teams and organizations. That creates two different points of focus throughout the thesis; what I studied in the cases, and what I discuss in this dissertation. I elaborate more on this in 3.3.

Characterizing a way of working collaboratively is, of course, a complex problem. One needs to understand in-depth how software development is carried out in teams and organizations. It is also necessary to understand the context and rationale behind the observed practices; only then can we distinguish between what can apply to other teams and organizations and what is rooted in the realities of only one, or a few. Finally, how individuals and teams collaborate in an organizational setting is influenced by the philosophy and habits of the organization (reflected in its culture), and manifests in how it manages itself. Studying the hows and whys behind a phenomenon requires designs and methods for contextual understanding of a plethora of perspectives [43]; these are mostly associated with qualitative research designs, which is what I have followed in my line of inquiry.

3.1.2 Worldview, design, and methods

Worldview

The philosophical ideas behind research may not always be made explicit [187] but they nonetheless have an influence on methodological choices. Creswell [43] believes providing such information helps explain why a particular research approach is selected, however, and suggests that researchers should be explicit about their worldview. Although Creswell uses the particular term, worldviews come by other names too; epistemology is another popular name [44], while they are also referred to as paradigms [130]. In any case, worldviews represent “a basic set of beliefs that guide action” ([88], p. 17); this means that although they are a philosophical orientation,
the researcher brings them into their study by using them as their belief about the world and the nature of research.

Discussing the different worldview that exist is not in scope for this chapter or thesis; there is literature on the subject and usually any textbook on research design devotes at least one chapter to them (for example, [43, 44, 85]). It is in scope, however, to present my own worldview (following Creswell’s advice), which has influenced the methodological choices behind the research described in this thesis.

I subscribe to the constructivist or social constructivist worldview (usually combined with interpretivism). Social constructivists believe that individuals develop subjective meanings of their experiences, through which they understand the world in which they live and work [44]. The meanings are varied and multiple, and hence researchers look for the complexity of the views and the context within which they have developed [43]. As a result, the goal of the research is to rely as much as possible on the participants’ views of the situation being studied. The questions are broad in nature to allow participants to construct meaning; the more open-ended the questioning the better. It is important to point out that in such a view, researchers recognize that their own backgrounds shape their interpretation, and their intent is to make sense of the meanings others have about the world. Rather than starting with a theory (as is the norm in the positivist worldview), researchers generate or inductively develop patterns of meaning, or theories. Crotty [44] identified that for constructivists the basic generation of meaning is always social and arises out of interaction with a human community. In line with this, the process of qualitative research is largely inductive, where the researcher generates meaning from the data collected in the field.

Such a worldview is almost the norm in social sciences; fields like anthropology and psychology have made their discoveries through research that is congruent with this view. At the same time, this view is in stark contrast to the positivist view which is almost the norm in computer science. There is some level of dissonance here, in my view. The deterministic philosophy of positivism – where causes determine effects – is in line with the mathematical training of the software engineering community, but not necessarily the socially complex demands of some problems of software engineering practice. Is the worldview that is the foundation of the natural sciences the only fitting way to research software engineering? Or should we, when discussing software development teams, their communication, coordination, workflows etc., remember that we study people operating in social and organizational environments, and hence
employ methods and techniques that capture aspect of these environments? I discuss this further in section 3.2.

Research design

Given the worldview I described and the nature of the studies, it is not a surprise that my mode of enquiry has been mostly qualitative. Qualitative research designs have stemmed from anthropology, sociology and the humanities and are a good fit for studies that focus on people and their habits, culture, beliefs, or interaction with their environment. Of the different available qualitative research designs I have selected the case study design of enquiry. Case studies look at bounded systems, and allow researchers to develop an in-depth analysis of an activity, process, or group [43]; this is the result of collecting detailed information using a variety of data collection methods over a sustained period of time [221]. At the same time, I have borrowed elements from other qualitative research designs; I have organized and processed data borrowing from grounded theory’s principles, and I have collected descriptions and configured them into stories borrowing from narrative research.

At different points in the case studies presented in Chapters 4, 5, and 6, I used methods of analyzing results that come from quantitative modes of enquiry. There were practical reasons for doing so, and I explain the specific details in the corresponding chapters. However, I do not consider my research approach to have been quantitative in nature, although it could be argued that it resembles a mixed methods design at times [85], combining qualitative and quantitative data. I do still consider my approach largely qualitative, driven by the type of research topic and the contextual nature of concepts. This is another demonstration that the choices between different designs and approaches do not always fall neatly in mutually exclusive categories [43].

Research methods

Research methods involve the forms of data collection, analysis, and interpretation for studies. Usually with qualitative methods researchers allow behaviours and perspectives to emerge, and the data collection and analysis methods reflect that. As I discuss in detail in each of the following three chapters, I collected data through observations, interviews, questionnaires with mostly open-ended questions, and review of different types of documentation. I analyzed the data by using
qualitative coding and processing techniques that grounded theory has developed for organizing unstructured data. On occasion, data collection and processing were happening in parallel, and the emerging findings informed the next steps in data collection.

Once data reached saturation, in my interpretations, I have looked for themes and patterns – typical in case studies and grounded theoretic work. In my analysis, I have been cautious to not just categorize and group similar concepts, but to note and understand perspectives that came from isolated accounts too. In an inductive manner, I have generated meaning from the data I collected, I have used the literature as an aid to understand and/or explain the emerging patterns, and I offer a theoretical construct – a framework – that can have wider reach than the individual cases I studied. In my synthesis of the case studies (Chapter 7) I have followed analogical inference, whereby noting the shared properties of two or more things, one can infer they also share some further property [136]. This process is very frequent in the humanities and is similar to case-based reasoning [3].

As Creswell points out [43], the worldviews, the designs, and the methods all contribute to a research approach that tends to be quantitative, qualitative, or mixed. I used this section to explain the worldview that has informed my choice of particular designs and methods, in line with the nature of my enquiry. Given the focus on people and the way they work, as well as my constructivist worldview, I have followed a (mostly) qualitative approach, through a design based on case studies that have allowed me to collect rich, contextual information about the participants, their perspectives, their practices, and their environment.

3.2 The spectrum between a quantitative and qualitative approach

In one way or another, textbooks and articles on research methodologies explain that choosing between a quantitative and a qualitative approach is not really a dichotomy (for example [12]). Researchers are urged to not entirely discard the one or the other approach but rather to consider, in a continuum between strictly quantitative and strictly qualitative approach, what better fits the research problem they are addressing. Most research in the software engineering discipline leans toward the
quantitative end of the continuum. Although there are traditional and legitimate reasons for doing so, one thing to consider is what may be dangers of only relying on designs and methods of a quantitative nature to draw ones conclusions. This, I feel, is even more important when we discuss the human aspects of software engineering and we study developers, teams, and organizations or communities.

One potential danger is that the phenomena under study may not lend themselves well to be studied in a laboratory setting or other controlled environment [6] (citing [67]). In my case, to understand the context and nuances of software development work it is critical to get information about the natural setting or that work as it undoubtedly is part of the decisions and practices development follows. Through the case study methodology and the interviews I conducted I was able to discuss and zoom in on concepts that would be hard or impossible to capture in a closed-ended questionnaire or a controlled experiment. I was also able to better understand interactions in and between development teams through observations.

A related danger is that, for matters that involve people operating in social contexts, methods such as quantitative data mining or lab experiments can give questionable results. This is not because the methods themselves are questionable, of course, but because the loss of context may hide factors that are potentially more important than the ones mined. I have raised this concern previously in another study [110]; there we identified a series of perils that researchers may face when mining GitHub because of the way the data is organized. The perils were not explicitly known but, nonetheless, presented a risk of making erroneous inferences if they were not accounted for. By contrasting mined information with information obtained through a questionnaire and interviews, we found that the interpretations from mined data alone did not always reflect the real purpose of projects or the degree to which they were collaborative. The conclusion was that while data mining techniques are helpful to uncover information about developers’ activity and projects’ evolution, to make inferences about collaboration we need qualitative data. The work in [110] and the knowledge I gained from it has influenced the particular methodological decisions I describe throughout this chapter.

A final danger is that strictly quantitative approaches scarcely (if at all) capture the perceptions of participants in a study. Perceptions are extremely important in the study of social or organizational events, activities, or other phenomena, and they increase the researcher's understanding of underlying conditions [86]. What is more, perceptions are the participants’ reality; the beliefs the participants hold about their
environment and the practices around them end up affecting their behaviour [175], and the way they perform within the organization [104]. Software engineering has started taking into account the software developers’ perceptions to further understand their productivity [144] and the role of their disposition in accepting new development methodologies [16]. This is an improvement over a strictly positivist view on software engineering, and in my studies I have used a variety of qualitative methods to elicit the perceptions of those involved in the software development process.

3.3 Overview of studies

Each study in the dissertation corresponds to a chapter, but I provide an overview here. While there is a sense that all research questions were formally defined and decided upon at the outset of the research, this has not been so. As is characteristic with qualitative research, the research design evolved as I gained knowledge from the results, and as important issues emerged that were previously unknown to me.

As I mentioned before, the research I present and reason about in this dissertation did not start off as an explicit study of autonomy. My focus was on exploring how teams and organizations incorporate various trends in how they organize software development work and what that means for the way they collaborate. Autonomy surfaced in various forms in the studies, and it revealed implications for how entities collaborate. For the narrative of the dissertation that means two things. One, that as I understood more about the meanings attached to autonomy from study to study the associations about it changed; I have signalled this in the titles of the corresponding chapters and I address it in the text. Two, that the questions the chapters address are abstractions of the research questions the studies investigate; I provide some initial information below, but leave the specifics to describe in the corresponding chapters. In short, there is a distinction between what I studied and what I discuss in the thesis. In the end I have synthesized the findings to generate learning about how autonomy and collaboration can be combined effectively, given they are both important to software organizations today.

3.3.1 Research questions and the link between chapters

I provide some context for each of the studies below, while leaving the elaboration on them for the respective chapters. Figure 3.1 is the visual representation of the
The GitHub study

The GitHub study started in the summer of 2013 and was conducted over 6 months, until the end of the year. One of the main drivers behind the study was GitHub’s increasing popularity. GitHub is a code hosting service and code management tool, based on the version control system, Git. Git already gained favour with many large
and well-known open source projects (starting with the Linux kernel) before GitHub’s launch, but was considered difficult to use and learn. GitHub built a easy-to-use platform around Git; users could have the benefits and powerful workflows behind Git, while using a simple and intuitive interface. GitHub’s popularity gave open source projects exposure conducive to community building and attracting newcomers. GitHub also embedded social features in its design; allowing users to follow other users, watch repositories of interest, and get updates on ongoing activity. The term “Facebook for developers” that was informally associated with GitHub, speaks to its popularity, but also the social networking effect it created for software developers.

GitHub also popularized a contribution process known as fork and pull; developers copy (fork) the central repository and can work on it in isolation from the ongoing development work, and submit their changes by issuing a pull request. A pull request signals that there are submitted changes to the central repository which, after review, can be merged by a project owner or maintainer. GitHub and the fork and pull workflow make the individual developers independent while they work on their fork; this has clear utility for the usual practices of open source projects. Reports that companies are also adopting GitHub, however, made it unclear how pervasive it can be with commercial software teams that — admittedly — have different habits. The GitHub study set out to understand what practices commercial software teams use alongside GitHub’s features to collaborate, and what the effect of using GitHub is on their collaboration.

In Figure 3.1 I have provided the high-level research question of the chapter; the question asks what practices software teams use to balance collaboration and autonomy. The study question in Chapter 4 is refined to capture all the elements at play: GitHub and its features (capturing autonomy as independence), practices, and the effect on collaboration (capturing the interplay) as the participants perceived it. In the GitHub study, autonomy as a concept has a narrow scope; it is equal to independence.

The study was based on the interviews of 30 participants, and the conclusions about commercial software teams were based on 24 interviews with representatives of an equal number of commercial software teams in organizations that were primarily small, and using agile methods. The outcome of the study was a series of team collaboration practices that teams used in conjunction with GitHub’s features that allow independence; they cover all elements of collaboration, and the corresponding effects that the participants identified. After reflecting on the study’s findings it became clear that autonomy is a richer concept than I originally thought, and resembled
more self-organization.

**The Atlassian study**

The Atlassian study started in the autumn of 2014 and was conducted over a year, until October of 2015. One of the main drivers behind the study was Atlassian’s successful rapid growth. Atlassian is a successful company, building software products for collaborating teams, with a focus on software development teams. Their tool suite includes BitBucket, which is a competitor to GitHub, and offers similar functionality. The organization’s use of agile methodologies under conditions of rapid growth made it an interesting case to study, especially because agile practices have been questioned about their fit with large-scale operations. The Atlassian study set out to understand the challenges of an agile software organization that grows rapidly, and the work practices it follows to address them.

The initial findings showed that development teams at Atlassian were using the same collaboration practices in the GitHub study, albeit with using a different tool. This links the GitHub study to the Atlassian study, shown by a dashed line between the two ovals in Figure 3.1.

Individuals within teams, and teams within the organization, are afforded high levels of autonomy at Atlassian; I elaborate on this in Chapter 5. This is not a surprise, as agile methodologies (and the entire movement) are associated with self-organization. Given the findings of the GitHub study and the strong influence of the agile mentality in Atlassian, in that study my conceptualization of autonomy was as self-organization. Early on, the interviews and observations revealed that while the practices were working well, there was general concern about how practices, that involve autonomy, scale. Hence, the Atlassian chapter is focused on understanding if there are risks involved in scaling autonomy, and what work practices software organizations use to address them. This is shown in Figure 3.1.

The study was based on on-site observations, interviews, and a review of various types of documentation over the course of a year. The findings showed that Atlassian tries to maintain and enhance autonomy as it grows by ensuring some degree of alignment of teams to strategy, to avoid inefficiencies. The way the organization balances between high levels of autonomy and alignment is a shared culture; the outcome of the study was a set of scaling strategies, and cultural values that facilitate the balance. An additional lesson out of the study was that people in
managerial roles are key to driving autonomy; by clearly communicating the vision of the organization, they help create a shared mindset around it that acts as the boundaries within which entities can be autonomous.

The Microsoft study

The Microsoft study started in the spring of 2016 and was conducted over 4 months, until August 2016. One of the main drivers behind the study was the growing push toward self-organizing software engineering teams (for example the work of Hoda et al. [102] discussing the roles involved). This raised questions about the implications for the engineering manager role and what aspects of that role are considered important. I already knew that managers play a part in the effective use of autonomy (the link to the Atlassian study in Figure 3.1). Microsoft has also gone through a cultural shift and has placed importance on empowerment and a growth mindset; the belief that anyone can develop their potential and that talents – as well as ideas – are not fixed, and failures (albeit, controlled) are learning opportunities. In the Microsoft study the conceptualization of autonomy grew into the notion of empowerment.

Given the push for self-organization and empowerment, the focus of the study was to understand what are the attributes of great engineering managers. Early on the practices and circumstances that were described to me about how teams work and what role managers play showed that there is indeed autonomy given to engineers and teams. Having established that autonomy is indeed enacted – and, also, showed up as an important attribute – I interpret these attributes as important for managers in environments where entities are autonomous.

The emphasis in the study was on gathering perceptions. There are various reasons for this which I present in detail in Chapter 6. The chapter, then, addresses the questions of what are the attributes that are perceived to make great engineering managers in an environment that values autonomy. The study was based on 37 interviews with developers and managers – middle and upper level. Based on the interview findings, I created a conceptual framework with functions and levels of interaction of great engineerings managers. I, then, used the conceptual framework to design and deploy a survey to a larger population inside Microsoft to assess how the findings generalize beyond the 37 interviewees. Based on the survey, I created a ranking of the attributes by importance, and probed for similarities and differences in the views between different demographic groups in the population.
The outcome of the study has been a framework of engineering manager attributes that characterize the multiple roles managers play, along with evidence of demographic differences in views, and examples and strategies used by managers in the context of software engineering specifically, in an environment of autonomy.

3.3.2 Synthesis

While each study in the thesis is self-contained in its design and findings, the framework and conclusions I present in Chapter 7 build on all three of them. This is done through evidence synthesis [58]. Evidence synthesis is frequently used in systematic literature reviews, in the form of meta-analysis [25]. One broad distinction of types of synthesis is between integrative and interpretive [58]. An integrative synthesis is primarily concerned with summarizing data and has been used more for pooling quantitative evidence for comparable phenomena. Interpretive synthesis uses induction and interpretation to bring concepts identified in different studies into the development of higher-level concepts. Extending previous work, Dixon-Woods et al. [58] described several techniques for performing evidence synthesis. One of the techniques, meta-ethnography has been developed specifically for synthesizing qualitative studies through three strategies: reciprocal translational analysis, refutational synthesis, and lines of argument synthesis. Broadly speaking, the three strategies form a discussion of the similarities and differences between themes and concepts between studies, to build a general interpretation grounded in the findings of separate studies.

In all three studies I conducted, the underlying theme and focus has been to combine autonomy with collaboration, making the studies fitting for evidence synthesis. I have already provided some links between the studies in my overview above, but I elaborate further in Chapter 7 on the similar themes between them. In an inductive manner, I then aggregate the findings of the different studies into a theoretical construct, in this case a framework. Finally, I discuss implications of the findings and how the study findings can apply beyond the particular studies [72], as well as what are the limits of the generalization.

3.4 Outcomes and lessons learned

This dissertation offers potentially useful findings for both theory and practice.
First, I propose a theoretical framework that combines autonomy and collaboration for commercial software teams and organizations. The framework is grounded on the empirical evidence from three main studies; in total, I have analyzed the practices of over 60 different teams in over 25 organizations. Through analysis and synthesis I have identified four areas – team collaboration practices, scaling strategies, cultural values, and manager roles – that require attention if autonomy and collaboration are to be combined effectively and used as a way of working. Each dimension is further broken down into specific approaches that play a role. I discuss theoretical and practical implications in Chapter 7.

Second, the recorded, contextualized cases, practices and examples I have gathered are data, but also an offering to the growing body of knowledge on collaborative software development practices in organizations. Several studies that investigate aspects of software engineering in organizations (for example, [191, 209]) urge for more studies of how software engineering is conducted in practice, as research is seen as lagging in this respect.

Finally, the participants in the studies discussed the practices they follow in handling the identified areas along side benefits, successes, challenges, and failures. While these associations are contextualized, and therefore cannot be entirely prescriptive, I have provided rich pictures that can be descriptive enough to allow the readers to recognize if something has potential to work for them. Especially smaller companies that do not have the resources or wealth of experience to try and err multiple times before they model their collaboration effectively, could use the findings from the studies and thesis as guidelines or, at least, food for thought.

3.5 Summary

In this chapter I have described my worldview and the overarching research design I have followed in defining the research problem, breaking it down into questions, and designing case studies to investigate each question. In the following three chapters I present each of the three case studies, with its own methodology and findings (Chapters 4, 5, and 6). Subsequently, in Chapter 7, I present a study synthesis that brings together the findings to form the framework of collaboration via aligned autonomy.
Chapter 4

Autonomy as independence — The GitHub study

“There should be no combination of events for which the wit of man cannot conceive an explanation."

Sherlock Holmes — The Valley of Fear

This chapter discusses practices that commercial software teams use to balance collaboration and autonomy. The discussion is based on an empirical study of commercial software teams using GitHub as their collaborative development platform.

GitHub is a popular online code hosting service built on top of git, a decentralized version control system (DVCS). It provides an open development environment and visibility of project activity through both notifications and a simple interface. Its transparency promotes increased awareness and reduced communication [52], giving GitHub the potential to mitigate challenges teams face in collaboration, such as coordination and communication breakdowns [33], lack of awareness [181], and code conflicts [182]. In fact, GitHub’s motto is “collaboration without upfront coordination” ¹. At the time of this study GitHub was host to more than 20 million repositories and had over 9 million users, including some of the largest Open Source Software (OSS) projects, such as Ruby on Rails, Bootstrap, and Node.js.

¹https://help.github.com/articles/using-pull-requests/
4.1 Why study the use of GitHub

The motivation for studying the use of GitHub in commercial software teams was based on a variety of interesting aspects of GitHub. First, it is intriguing that GitHub claims to mitigate coordination hurdles in today’s largely distributed teams. Many a team have faced coordination breakdowns [99], while coordination is regarded as the biggest challenge in collaborative software engineering [6]. Yet, GitHub’s implementation of “collaboration without upfront coordination” seems to work in practice, evident by its wide adoption. Through a surge of researcher interest in recent years, we have learnt about the use of GitHub as a hub for software development activity. Dabbish et al. showed that GitHub’s transparency allows developers to learn about others’ progress, creating a social coding environment [52]. Marlow et al. [137] discussed further that activity traces help developers form impressions about projects to contribute to and developers to collaborate with. Tsay et al. [201] corroborated the importance of GitHub’s social aspects, reporting that characteristics of the discussion around pull requests are associated with the decision to accept them. GitHub also seems to have impact on development practices such as testing [168] and the choice of contribution model [84], through its technical features.

The second motivation for studying the use of GitHub is that the insights the software engineering research community has mostly come from OSS projects hosted on GitHub. That may not be surprising, as GitHub’s workflow and development model seem to fit the OSS-like practices which are aligned with GitHub’s motto of minimized coordination. Such practices include independence, autonomy in decisions about organizing work, and lightweight communication [90]. These practices are not usually found in hierarchical software organizations. Yet, reports on social media (for example [115, 140, 23]) point to a fast-growing number of commercial projects now using GitHub as a development environment, including large corporations such as Lockheed Martin, Microsoft, LivingSocial, VMware, and Walmart. How does GitHub support the collaborative development in these projects? As commercial organizations do not allow public access to their code base, and use private repositories or deploy GitHub internally, we — as researchers — do not have an answer to satisfy our curiosity.

At this point, the closest I was to thinking about autonomy was as a degree of independence, meaning that entities do not have to coordinate their actions with other entities.
4.2 Case study setting and methodology

The choice of development practices has implications for the collaboration process of a team, and even though certain decisions are technical in nature, they have organizational impact. For example, the use of Version Control Systems (vcs) targets the management of the codebase, but also provides the basis for the team’s workflow by outlining how contributions are handled. I use the term workflow to refer to a development protocol, meaning a set of rules and steps that team members are to follow when managing, reviewing, and integrating changes to project artifacts.

GitHub builds on the concept of decentralization of development work. In a decentralized workflow, a project repository acts as the reference point. Collaborators, even without write-access to the repository, can fork it creating their own full copy of it (a “clone”), and work on their tasks independently. When finished, developers open a pull request to signal they have changes in their clone and, usually after inspection, those can be integrated by a project maintainer. A decentralized workflow also includes branching strategies for members with write-access to a shared repository to still separate their activities by purpose, submit their changes through pull requests, and merge frequently. As a result, GitHub’s workflow is such that it allows for independence during development, separating the developers’ workspaces and activities and allowing them to make their own decisions in isolation. This independent form of work that requires less coordination provides a new paradigm for commercial teams, but the mechanisms through which decentralized workflows frame collaboration have been largely unexplored.

Understanding collaboration practices in teams using GitHub to produce proprietary software in commercial organizations is equally interesting and important because practices of closed source projects do not readily seem tailored for the GitHub development environment of independence, visibility of work and self-assignment of tasks. Often developer participation in closed source projects is by invitation only — developers are assigned tasks and, in extreme cases, are only authorized to work on the code associated with their tasks. On these projects, developers are also typically not aware of code changes made outside their assigned code areas [208]. Yet, commercial proprietary projects are adopting GitHub increasingly.
4.2.1 Research goal and questions

The goal of the study presented in this chapter is to understand how proprietary software teams use GitHub, and how their use of GitHub supports collaboration. GitHub acts as a vehicle for independence in development work given its decentralized nature, and its emphasis on transparency of information and progress status. The particular way of organizing work and collaboratively developing software — using GitHub — has been widely adopted in OSS projects, where autonomy is a cornerstone of the collaborative model, and the two concepts have been co-existing successfully. Specifically the study’s research question was:

**RQ:** What practices do commercial software projects follow in conjunction with GitHub’s features to collaborate? What is the effect of the combination of practices and features on their collaboration?

4.2.2 Some useful concepts

Collaboration may sound like an abstract concept, and it is certainly difficult to pin down what “good collaboration” is. In the course of the study and analysis, I used five concepts to operationalize collaboration; coordination, communication, awareness, task division, and conflict resolution. Henceforth, these five key elements are referred to as **collaboration elements.** I synthesized the five elements after reviewing collaborative software engineering literature, as described in Chapter 2; they represent typical collaboration challenges in software development, and are accentuated for teams that are distributed. **Coordination** and **communication** often break down in large and distributed teams, and result in build failures [33] and longer resolution times [99]. Maintaining **awareness** of interdependencies and ongoing work is also challenging; tools can provide alerts of potential coordination needs and recommend communication between interdependent developers [181], but create overhead [32]. **Conflicts** occur even in the presence of awareness tools and teams spend effort to resolve them [182]. Efficient **task division** and scheduling can help to minimize, but not eliminate, coordination overhead and code conflicts [111].

In the study, practices and processes that address the **collaboration elements** are what makes up a team’s collaboration, and “good collaboration” in my interpretation means that a team has some way (hopefully a good one) to address each element.
4.2.3 Data collection and analysis

I used a mixed-method approach in a qualitative study to examine collaborative practices of projects from commercial organizations using GitHub. Through an initial survey sent to 1,000 GitHub users, I collected responses from 240 participants. The survey polled participants about how they use GitHub to address each of the five collaboration elements, their reasons for adopting GitHub and the effect it has had on their development practices. From the pool of survey respondents that volunteered for interviews I selected those that indicated they participate in collaborative projects. I conducted in-depth, semi-structured interviews with the first 30 respondents on the list. After the first interviews I realized that several interviewees used GitHub primarily as part of their job. This provided a great opportunity to look into a type of projects that has not been investigated yet, although I did not get the chance to triangulate the interview results since I did not distinguish between commercial and oss-related use in the survey. Out of the 30 interviews, 24 came from commercial projects and 6 from oss projects.

The 24 interviewees from the commercial organizations are part of development teams that use GitHub without making their code publicly available. They do that through private repositories in GitHub's web-based interface or by utilizing GitHub’s enterprise version which they host on their own servers. Throughout the study I refer to the 24 interviewed cases as “commercial projects” or “commercial organizations”. In accordance with other studies (e.g. [89]), in the context of this study I use the term “commercial” to refer to projects or organizations that produce proprietary software and do not make their software visible in public repositories or receive contributions by entities outside the commercial organization.

To answer my research question, I analyzed the data from all 30 interviews. To distinguish the practices of the commercial projects I explicitly compared the information from the 24 commercial project interviews with those gathered through the other, 6 oss project interviews.

Survey procedure

The project was approved by the University’s Ethics Board, the certificates of approval are provided in Appendix A.

I acquired a list of recently active users through GitHub’s public API. The primary goal of the survey was to recruit participants for interviews; it put me in touch and
gave me an initial feel of the audience. I kept the survey short and the questions straightforward to keep the respondents interested in proceeding with an interview. The survey consisted of open-ended questions, and is included in Appendix A.

I asked participants why they adopted GitHub (“What was the reason you decided to use GitHub?”) and how it has affected their development process (“How has the use of GitHub affected your development process?”). I also included one closed-ended question which asked participants if they use GitHub primarily to collaborate with others or for solo projects. At the end of the survey, I asked participants whether they would volunteer for an interview.

I piloted the survey internally with members of my research group and externally with 100 GitHub users. I obtained 19 responses (19% response rate) and conducted trial interviews with four of these survey respondents. I used these pilot survey responses and interviews only to fine-tune the wording of the questions of the survey and build the interview script; their results are not included in the analysis. After this pilot phase, I sent a revised survey to 1000 GitHub users and received 240 responses (24% response rate).

Survey responses

I used thematic analysis techniques [40] to process the survey responses and understand the participants before proceeding with getting data from the interviews. I coded answers to open-ended questions into mutually exclusive categories. Given the simplicity of the questions and answers I did not feel it was necessary to include a second coder. However, a colleague acted as an external auditor and gave me feedback on the coding scheme I developed. Table 4.1 contains a summary of the coded survey responses. The label “N/A” corresponds to unanswered questions.

The majority of the respondents reported that they used GitHub primarily to collaborate. Regarding the reason the respondents adopted GitHub, I asked participants to provide their primary reason, and so received only one reason per participant. The most commonly cited reasons were the desire to contribute to OSS projects or share code, and prior experience with git.

The effect on development practices that participants cited most often stemming from the use of GitHub, was adopting a workflow of branching and pull requests. The participants also reported writing better code as a result of using GitHub, due to the self-consciousness that public visibility of their code creates. Adoption of
Table 4.1: Coded survey responses summary.

<table>
<thead>
<tr>
<th>Survey item</th>
<th>Survey responses</th>
<th>240</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>GitHub use</strong></td>
<td>Primarily for collaboration</td>
<td>148 (62%)</td>
</tr>
<tr>
<td></td>
<td>Primarily for solo projects</td>
<td>90 (37.5%)</td>
</tr>
<tr>
<td></td>
<td>N/A</td>
<td>2 (0.5%)</td>
</tr>
<tr>
<td><strong>Reason for adopting GitHub</strong></td>
<td>To contribute to OSS or share code</td>
<td>67 (28%)</td>
</tr>
<tr>
<td></td>
<td>Because they used git already</td>
<td>52 (22%)</td>
</tr>
<tr>
<td></td>
<td>To collaborate with others</td>
<td>35 (15%)</td>
</tr>
<tr>
<td></td>
<td>To host projects and store files</td>
<td>26 (11%)</td>
</tr>
<tr>
<td></td>
<td>GitHub’s popularity</td>
<td>24 (10%)</td>
</tr>
<tr>
<td></td>
<td>GitHub was adopted at work</td>
<td>8 (3%)</td>
</tr>
<tr>
<td></td>
<td>Other reasons</td>
<td>4 (2%)</td>
</tr>
<tr>
<td><strong>GitHub’s effect on development</strong></td>
<td>Adopt branching workflow</td>
<td>53 (22%)</td>
</tr>
<tr>
<td></td>
<td>Be conscious about writing better code</td>
<td>44 (18%)</td>
</tr>
<tr>
<td></td>
<td>Adopt/learn best practices</td>
<td>43 (18%)</td>
</tr>
<tr>
<td></td>
<td>Write more code / Contribute</td>
<td>41 (17%)</td>
</tr>
<tr>
<td></td>
<td>Same effect as using any DVCS</td>
<td>31 (13%)</td>
</tr>
<tr>
<td></td>
<td>N/A</td>
<td>28 (12%)</td>
</tr>
</tbody>
</table>

best practices was another effect; this included code reviews, frequent commits, and generally learning from looking at others’ code. Respondents also noted writing more code and contributing more as a result of using GitHub. 13% of the respondents attributed any effects they saw in their development to using DVCS, not GitHub specifically.

Interview procedure

Eighty two survey respondents volunteered for follow-up interviews. I selected the first 30 volunteers that indicated they use GitHub primarily for collaboration and conducted one-hour long semi-structured interviews. All interviews were recorded and transcribed to facilitate iterative analysis.

To focus the interview questions, I started all interviews by asking the interviewee in what setting they primarily used GitHub (job-related or not). I then asked the interviewees' to describe their current job, their responsibilities, their team, and their typical workflow. I guided the interviewees to provide details about how they interact with other members of their team, the tools they use daily as part of their collaboration, and any challenges they face. In the remainder of the interview, the questions focused on the collaboration elements: *Communication, coordination, awareness, task*
division and conflict resolution. I asked how their team handled each element and how their use of GitHub affects each one. The questions I used for this part of the interview are shown in Table 4.3, while the full interview guide is included in Appendix A.

Similar to the survey responses, I used thematic analysis techniques [40] in processing interview data. I loosely grouped the data around the collaboration elements and performed open coding, in which I assigned hierarchical codes to interesting parts of the interviews. The code system developed iteratively, by coding, discussing codes with a colleague that acted as external auditor, combining and splitting codes, and writing memos about more abstract phenomena as they emerged. I then used axial coding [40] to iterate over the data I had collected, which allowed me to build the answer to the research question.

Table 4.2 summarizes some basic characteristics of the interviewees.

<table>
<thead>
<tr>
<th></th>
<th>Interviewees</th>
<th>30</th>
</tr>
</thead>
<tbody>
<tr>
<td>GitHub use</td>
<td>Primarily for job-related projects</td>
<td>24 (80%)</td>
</tr>
<tr>
<td></td>
<td>Primarily for OSS contribution</td>
<td>6 (20%)</td>
</tr>
<tr>
<td>Job situation</td>
<td>Professional developers</td>
<td>25 (83%)</td>
</tr>
<tr>
<td></td>
<td>Managers/CTOs (also do development)</td>
<td>4 (13%)</td>
</tr>
<tr>
<td></td>
<td>Developers in internship</td>
<td>1 (4%)</td>
</tr>
<tr>
<td>Distribution</td>
<td>Distributed</td>
<td>16 (67%)</td>
</tr>
<tr>
<td></td>
<td>Collocated</td>
<td>8 (33%)</td>
</tr>
<tr>
<td>Median team size</td>
<td></td>
<td>7</td>
</tr>
</tbody>
</table>

Out of the 30 interviewees, 24 reported on the use of GitHub in commercial projects; 20 were professional developers and 4 were managers or CTOs that also participate in the development activities. The 6 participants that indicated using GitHub primarily for OSS projects also identified themselves as professional developers (5 out of 6) with the exception of 1 developer in internship. The majority of the commercial projects that interviewees were part of were geographically distributed (16 out of 24).

The commercial project interviewees are part of small development teams, the median team size in the group of interviewees was 7. Even in the cases that developers are working for large organizations running multiple projects with development teams having more than 10 members, they reported that a standard practice is to form subteams with a maximum of 4-5 developers working on any given project. When asked,
Table 4.3: Interview questions corresponding to collaboration elements and how GitHub supports them

<table>
<thead>
<tr>
<th>Collaboration element</th>
<th>Sub-area</th>
<th>Question</th>
</tr>
</thead>
<tbody>
<tr>
<td>Coordination</td>
<td>Definition</td>
<td>What does coordination mean to you? How would you define it?</td>
</tr>
<tr>
<td></td>
<td>Example</td>
<td>Can you give an example of coordination in your team?</td>
</tr>
<tr>
<td></td>
<td>Coordination Needs</td>
<td>What are the occasions that you find it essential to coordinate with your team?</td>
</tr>
<tr>
<td></td>
<td>Issues/Solutions</td>
<td>Can you remember an issue with coordination? How did you resolve it? Do you have any conventions on coordination you follow in your team?</td>
</tr>
<tr>
<td>Task division</td>
<td>Criteria</td>
<td>How do you decide how to split the work between team members?</td>
</tr>
<tr>
<td>Awareness</td>
<td>Activity</td>
<td>How do you keep track of activity in your project?</td>
</tr>
<tr>
<td></td>
<td>People/Artifacts</td>
<td>Do you prefer to track the activity of people or artifacts? Why?</td>
</tr>
<tr>
<td></td>
<td>Maintaining Awareness</td>
<td>How do you stay aware of actions or changes in the artifacts?</td>
</tr>
<tr>
<td></td>
<td>Challenges/Problems</td>
<td>Does maintaining awareness get too much? Is something missing?</td>
</tr>
<tr>
<td>Communication</td>
<td>Communication Needs</td>
<td>What are the occasions that you find it essential to communicate with your team?</td>
</tr>
<tr>
<td></td>
<td>Challenges/problems</td>
<td>Does communication get too much? Is something missing?</td>
</tr>
<tr>
<td>Conflict resolution</td>
<td>Conflicts</td>
<td>Do you come across conflicts? How do you resolve them?</td>
</tr>
<tr>
<td>GitHub's support</td>
<td>Role</td>
<td>How does GitHub fit in with all those collaboration pieces?</td>
</tr>
<tr>
<td></td>
<td>Benefits</td>
<td>How has GitHub helped your team collaborate?</td>
</tr>
<tr>
<td></td>
<td>Usage evolution</td>
<td>Has your use of GitHub changed over time? How?</td>
</tr>
<tr>
<td></td>
<td>Problems</td>
<td>Is there something missing? Does GitHub hinder anything?</td>
</tr>
</tbody>
</table>

these interviewees indicated that they are also active contributors to OSS projects, either by maintaining their own public repositories or by contributing code to others’ repositories.

The participants described development practices that are in line with agile methodologies, although some highlighted that they adopt what practices are relevant for them and so refrain from calling their team or organization strictly agile.

### 4.3 How commercial software teams use GitHub to collaborate

In this section I present the findings that lead to answering the research question of the study, based on the data from the 24 interviews about commercial software projects. In the interviews I asked the participants explicitly to answer the questions based on the commercial software project they use GitHub for. In the discussion of the results, I compare the answers of commercial projects to answers coming from
The reported collaborative development practices from commercial projects focus on three underlying themes: enhancing independent work by using a branching workflow, reducing communication and coordination by using GitHub’s visibility, and self-organizing for task assignment and conflict resolution.

### 4.3.1 Working together through independent work

GitHub offers two different development models (based on Git) resulting in different workflows. In the *fork and pull model* collaborators keep their own local copy (a “fork”) of the repository and make changes there, issuing a pull request when done to inform the project maintainer about the new changes. Upon review the changes are pulled in the original repository. In the *shared repository model* team members have direct push access to the repository.

In the interviews, I asked participants to walk me through the workflow that their team is using. 23 out of the 24 interviewees reported that their team follows a workflow using pull requests. This pull-based workflow was reported in two flavours: a simple one (19 interviewees) and a complex one (4 interviewees), described below.

![Branching, pull-based workflow](image1.png)

Figure 4.1: Branching, pull-based workflow used in 79% of interviewed cases. Another 17% used a more complex variation of this type of workflow.

![Centralized workflow](image2.png)

Figure 4.2: Centralized workflow reported by one commercial team in the study, using git commands instead of SVN.

Figure 4.1 shows the graphical representation of the workflow to which 19 out of the 24 (79%) interviewees converged. This workflow uses a central repository that belongs to the organization and then developers work on features on separate
branches within the repository. After the developer is finished with committing their changes to their local branch they submit a pull request, making their changes visible to the rest of the team for code review. Four interviewees reported using a more complex variation of the workflow in Figure 4.1 that uses branches for development, fixes and releases in addition to the feature branches, therefore helping with release management.

The remaining interviewee reported that his team is using a typical centralized workflow heavily influenced by SVN but using git commands (shown in Figure 4.2), as they had recently migrated and were not familiar with all of git’s workflow capabilities.

The major difference between the workflows in Figures 4.1 and 4.2 is the use of pull requests.

“When I first started we all pushed to one branch, but the problem is you push and nobody knows what changes are going through and there is no chance for a review. Our current system is that you don’t make any changes without submitting a pull request[...]and then one or more members will review it and you need one thumbs up from another team member to merge it, otherwise it can’t go in. ” [P13 - professional developer in commercial project]

According to GitHub, the fork and pull model is popular with OSS projects for reducing coordination requirements. At the same time, the shared repository model — giving team members direct push access to the main repository — is a model considered suited to small teams and organizations. However, surprisingly almost all the small teams and organizations in the study reported using a hybrid between the two models, a branch and pull workflow. This workflow allows having one repository for the project (as in the shared access model) but enable autonomous feature development within it through branches, and still use pull requests (as in the fork and pull model).

Pull requests were reported to have a dual utility: they signal coordination points, and they give the opportunity for code review. In Figure 4.1 I have highlighted the activities that fall under different roles, as the interviewees reported them from their practice, where individual work is intermittent with team work. A submitted pull

---

2all four cited the branching model at nvie: http://nvie.com/posts/a-successful-git-branching-model/

3https://help.github.com/articles/using-pull-requests/
request is the last action before the hand-off of the new contribution to the team to discuss and review and, therefore, a clear (and critical) point when coordination is needed. The result of the code review can indicate needed changes; in that case the programmer makes edits and adds commits and creates a new pull request that will go through code review. Upon reaching agreement either the contributor or the maintainer take the final actions before merging. In the branching workflow shown in Figure 4.1 there is explicit provision for the team to weigh in before new code is merged and that lowers the risk of skipping code review. That is in contrast to the centralized workflow the interviewees reported (Figure 4.2) where the developer works entirely in isolation before they push their changes and they show up in the central repository.

There is an even more important aspect to highlight here. Before submitting the pull request, the developer is independent in their actions; they can organize their development as they see fit within their branch and do not need to coordinate with others before they submit their changes. The pull request then acts as a checkpoint for alignment of work; by reviewing the submitted code, the team ensures that what the individual developer created independently respects and fits with the team’s standards of quality, coding style etc.

Note that contrary to git being a DVCS supporting workflows that build on each developer having a complete copy of the repository and history as their individual development environment, this was not the way it was used in the commercial projects we interviewed.

4.3.2 Reduced communication and coordination needs

Table 4.4 shows the interviewees’ preferred source of information to track the progress and status of the project. For the most part, GitHub’s visible, automated output is preferred to avoid superfluous communication. Programmers reported getting the information they need through the issue list to see outstanding items, and the commits list to see ongoing activity. Notification emails were another option mentioned, although interviewees are conscious about information overload. IM was reserved for keeping interviewees aware of blockers; IM clients that integrate with GitHub (the most cited example was Campfire ⁴) combine update messages with ongoing communication, used as needed without being intrusive. Interviewees commented

⁴https://campfirenow.com/
that updating the status of issues so that the newsfeed is current requires effort, but preferred this to having additional communication for awareness.

Table 4.4: Interviewees’ preferred method of keeping track of activity.

<table>
<thead>
<tr>
<th>Awareness source</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Issue list</td>
<td>6 (25%)</td>
</tr>
<tr>
<td>Commit list</td>
<td>7 (29%)</td>
</tr>
<tr>
<td>Notification e-mails</td>
<td>5 (21%)</td>
</tr>
<tr>
<td>Chat client integrating with GitHub</td>
<td>6 (25%)</td>
</tr>
</tbody>
</table>

Interviewees recognized two needs for communication taking place on GitHub: questions for other team members when encountering problems, and discussions around specific coding items.

“As far as collaboration and communication, on GitHub most of the communication and collaboration has to do with one of two things: either concerns, or the aftereffects of a change.” [P6 - professional developer in commercial project]

Interviewees reported directing their questions to team members by using the @mention functionality on GitHub as their first line of communication (13 out of 24 interviewees — 54%). Typically, the use of the symbol @ in front of a username means that a message is directed to them specifically. However, if the user is not present in the communication channel and does not see the mention, they may not pay attention to the message. GitHub has implemented the @mention convention as a notification trigger, sending an email to a user that was mentioned relative to an artifact, drawing their attention and focusing communication as a result. Code-centric communication was reported to be successfully handled through GitHub comments: inline comments for code reviews, and issue, commit, and pull request comments for communication surrounding a specific artifact. For more elaborate conversations, however, the majority (20 out of 24 interviewees — 83%) reported moving to external tools such as an IM client, mailing lists, or having direct communication when applicable. The communication venues outside GitHub afforded the teams more text space and synchronicity to discuss ideas about the software, compared to discussing particular fixes through comments on GitHub. The switch between different communication tools for different purposes is a communication protocol that teams have grown into through continuous use, which helps team members know where they would find information or communication relevant to a particular subject.
All interviewees consider coordination essential for collaborative development. Their fear was that inadequate coordination can lead to duplicated work due to lack of awareness of others’ activity, while too much coordination was seen as overhead. They found that a highly visible project status mitigates the danger of an awareness gap when development is happening independently, and replaces the need for communication and coordination. Also, a branching strategy dictates the steps of the process the team needs to follow and limits coordination needs to specific points, as was mentioned earlier with pull requests.

4.3.3 A touch of self-organization

Another practice commercial project interviewees reported was using self-assignment to divide tasks between them, based on their expertise and availability. This practice was reported by 16 out of the 24 interviewees (67%).

“Mostly we self-assign tasks over the sprint planning process, usually a person who has experience with the application will volunteer more so than someone who doesn’t. Sometimes there is a task that is very very specific to an issue and one or two developers have worked on it in the past and they will take it up.” [P6 - professional developer in commercial project]

In the cases of self-assignment of tasks project managers and/or team leads still participate in the estimation and prioritization of tasks, to define them to be “bitesize” [P14 - professional developer in commercial project], but then developers pick which tasks they will work on. In 54% of the cases (13 of 24 interviewees) the team leads were the ones that followed the task assignment decisions the developers made to maintain awareness.

The reported benefit of self-assignment was that since team members know their expertise, if they self-organize to define and select tasks to work on, the team is collectively working with the optimum task division. Interviewees pick tasks from GitHub’s issue list (only 6 interviewees — 25%) or the bug tracker, task management or project management tool they are using that integrates with GitHub but is an external tool (18 interviewees — 75%). The most used tools respectively were JIRA 5, Asana 6, and Pivotal Tracker 7. The reason for not using GitHub’s issue tracker was

5https://www.atlassian.com/software/jira
6https://asana.com/
7http://www.pivotaltracker.com/
that interviewees found it too minimal for their teams’ needs.

“Pivotal gives us a lot of really great features and allows very fine grained control over the process of the ticket, every status of it along the life-cycle is kept track of. GitHub has more of an open-closed status.” [P34 - professional developer in commercial project]

The second area that involved self-organization was resolving conflicts. Interviewees use external continuous integration tools for tests and builds; these tools show where problems are, and then decisions are up to the team members on whether to solve the problem individually or collaboratively.

“We use a CI server and when it sees an update it pulls the code down, runs the test suite and if it’s all green it will rebase that up to the master branch. If the test cases are failing we work together to try and see why it failed, or we send it back to whoever broke the build because you can’t merge that code.” [P24 - professional developer in commercial project]

4.4 Discussion

After seeing how commercial development teams use GitHub in practice, there are several interesting aspects to discuss. In the sections below I summarize the practices we saw commercial projects use together with GitHub’s enablers, and discuss their overlap with known practices from OSS development and how GitHub acts as a vehicle for their adoption in industry. Further than that, I discuss the interplay of autonomy and collaboration as supported by the study’s findings, reflecting on the practices commercial projects use that enact autonomy in practice.

4.4.1 Collaborative practices and GitHub’s features

At the beginning of the study I set a goal to investigate how GitHub — a DVCS with provisions for independence — serves collaboration through support for the collaboration elements. In the course of the study I recorded the practices of the commercial software teams and the corresponding supporting GitHub features. The answer to the study’s research question is summarized in Table 4.5, where I map each practice that the interviewees reported as helping their smooth collaboration to the
corresponding GitHub feature that enables it. The third column shows the effect on the corresponding collaboration element as it was related with each practice by the interviewees.

Table 4.5: Practices reported by commercial projects, the corresponding GitHub enablers, and how they supported the collaboration elements in the study

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>GitHub enabler</th>
<th>Collaboration element effect</th>
</tr>
</thead>
<tbody>
<tr>
<td>Independent development</td>
<td>Branching workflow (also mentioned as GitHub workflow)</td>
<td>Minimized coordination needs</td>
</tr>
<tr>
<td>Progress and status monitoring</td>
<td>Timeline, notifications, integration with chat client</td>
<td>Awareness</td>
</tr>
<tr>
<td>Code reviews</td>
<td>Pull requests with in-line comments</td>
<td>Highlighted coordination needs</td>
</tr>
<tr>
<td>Code-centric communication</td>
<td>Comments on commits, issues, and pull requests</td>
<td>Targeted communication</td>
</tr>
<tr>
<td>Self-organization</td>
<td>Public issue tracking</td>
<td>Task Division</td>
</tr>
<tr>
<td>Automatic testing and deployment</td>
<td>Service hooks in corresponding tools</td>
<td>Conflict Resolution</td>
</tr>
</tbody>
</table>

As the table demonstrates, GitHub fulfills all five collaboration elements, which is one explanation of its popularity for collaborative development. Based on what the interviewees reported, especially regarding communication and coordination — long standing challenges of collaboration — GitHub has a positive influence, by focusing communication on artifacts, and by minimizing and signalling the essential coordination points through its decentralized workflow. Developers are able to be independent for all other phases of the workflow, and well-coordinated at the phases they need to, avoiding communication and coordination overheads.

4.4.2 GitHub as a vehicle for adopting best, oss-style, practices

Overlap between commercial and oss practices

The practices that we learnt from the study that small commercial teams follow are not new. They have been known and used in OSS projects.

Commercial projects on GitHub use pull requests in the same way as OSS projects do: to isolate individual development and perform code review before merging. Pre-
vious GitHub studies have shown that pull requests are used in OSS projects roughly as much as shared access to the repository [84]; they provide an opportunity for code review when the pull request is received [84], and they work as a screening mechanism when open source projects receive contributions from new participants [137]. This was also confirmed by the OSS interviewees:

“Even if you are not sure if the other dev is capable of contributing good code, you can review pull requests and if the fifth pull request is good you give him/her commit bit.” [P3 - professional developer and OSS project founder]

“In the case of Fedora, if anyone is making a significant commit to a project, even if they have commit access because they are on the team, they still open a pull request and the code isn’t merged in unless somebody gives it a +1. So, we use the pull requests to review code before we merge it in.” [P16 - professional developer in OSS project]

In this study, interviewees from commercial projects did not mention explicitly using pull requests as a screening mechanism; it is natural to assume this is because there is already established familiarity or trust between team members due to their existing experience working together.

Regarding coordination and communication needs, OSS interviewees reported using GitHub as a communication platform the same way as commercial projects do. The emphasis was on GitHub’s transparency and having communication be code-centric, with pull requests acting as a coordination mechanism.

“Through github specifically there is not really a messaging system, so everything is down on a commit or a pull request or something like that. We don’t really use github as a direct communication thing unless directly talking about bits of code and pull requests. We usually find that IRC or email works better for side notes. Like I said you can’t send a PM on github.” [P16 - professional developer in OSS project]

Dabbish et al. [52] have reported similar findings for OSS projects on GitHub. They found that comments are used by OSS projects for direct feedback and code review, and that activity information flows across the site in the form of updates. These findings agree with what is already known for OSS projects in general [218].
Finally, self-organization is a long known practice in OSS projects [45]. Self-assignment of tasks has been pointed out as a difference between how OSS projects and commercial projects handle task-actor dependencies [47]. From the study’s evidence we see that the practices may not be that different in some cases.

I summarize a comparison between the practices reported for commercial projects using GitHub and OSS projects in Table 4.6. To avoid repetition I only include the first column from Table 4.5. I give examples of where the same practices have been reported for OSS projects; from the study’s own 6 OSS interviewees or from previous studies of OSS projects, using GitHub or not.

Table 4.6: Overlap between reported commercial project and OSS project practices. The entries starting with P represent study participants. The bracketed entries represent bibliographical references.

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Also in OSS projects</th>
</tr>
</thead>
<tbody>
<tr>
<td>Independent development</td>
<td>P3, P16, [84]</td>
</tr>
<tr>
<td>Progress and status monitoring</td>
<td>[52, 51, 137]</td>
</tr>
<tr>
<td>Code reviews</td>
<td>P16, [84, 176]</td>
</tr>
<tr>
<td>Code-centric communication</td>
<td>P16, [52, 90]</td>
</tr>
<tr>
<td>Self-organization</td>
<td>[45], [46, 47]</td>
</tr>
<tr>
<td>Automatic testing and deployment</td>
<td>[168]</td>
</tr>
</tbody>
</table>

**Beyond the tool: using GitHub in place of process**

For some software organizations (usually small in size) the primary focus is on making their daily operations of collaborative development more effective. That means looking for solutions and best practices for their development and collaboration. The evidence showed that GitHub is a viable option as a Collaborative Development Environment (CDE) in small software companies; they made use of the pull-based workflow to have code reviews, and GitHub’s integration of tools and information, typically found in CDEs.

First, the adoption of a pull-based workflow for a company’s proprietary software projects was the study’s most surprising finding. So far OSS projects have used the fork and pull development model to have control over the quality of the contributed code through incremental code reviews and screening new contributions [202, 84]. GitHub offers an easy-to-use implementation of pull requests and their use as a code review mechanism through in-line comments to commercial projects too. Besides the fork and pull model, GitHub also supports a development model where all collaborators...
have direct commit access to a main repository. For small teams inside companies, where development is restricted to a predefined group and members have established trust through prior collaboration, the shared repository development model seems more fitting (asserted also by GitHub \(^8\)). However, the teams in the study used a hybrid between the two models: the team maintained one repository to which all collaborators had access but made the decision to use pull requests between branches.

This *branch and pull* variation has advantages over both the fork and pull and shared repository development models, in a company setting. The fork and pull model assumes multiple forks of the original repository. A team member or a project manager needs to view all the individual forks if they want to see ongoing activity, which makes it less traceable than using multiple branches that are visible in the main repository. At the other end of the spectrum, the simple shared repository model gives team members direct commit access. It still leaves traces of activity after commits have been made but less distinctive than a pull request. The teams in the study recognized better traceability of changes and the ability to do code reviews as the benefits of pull requests over the simple shared repository model; both benefits are especially important for development teams that continuously deploy and ship code.

Second, GitHub serves as a CDE that integrates tools and information under the same interface. Leveraging the visibility of information, team members can have focused, artifact-based communication. More detailed conversations were handled through external tools, like IM clients that integrate with GitHub and show committing activity. Although interviewees didn’t mention breakdowns, future work can look into whether the use of external tools has negative side effects for transparency, team knowledge management and discovery. The commercial teams I studied practiced self task-assignment; this is not a GitHub-specific capability but can still function because team members view all updates regarding who is working on what.

I should note that this is not the only recorded occasion of organizations adopting OSS-style practices for their proprietary software development. Literature shows that large organizations are interested in promoting open collaboration by opening project participation to all employees in the organization and use OSS-style collaborative development practices to do so, a trend termed Inner Source \([191]\).
4.4.3 The balance of autonomy and collaboration

The question driving this chapter had to do with the practices that software teams use to balance collaboration and autonomy. The study I described gave an account of how a tool (GitHub) and process (decentralized workflow) supported autonomy (in the form of independence) in development while effectively supporting collaboration. Beyond the specific mapping of practices to features and effects (Table 4.5) I would like to discuss the interplay of autonomy and collaboration at a higher level, relating to the role of transparency and visibility of information, and the approach of having processes become standardized organically. Through this discussion I am also placing the concept of having collaboration via aligned autonomy in the more general discourse, beyond strictly software engineering.

Transparency makes centralized information visible

Through the study we saw that commercial projects, through their use of GitHub, are replicating open source-style practices in their software development. GitHub’s collaborative environment complements autonomy — which happens in isolation — with transparency and centralized information. Teams in the study also used the transparent, integrated environment of GitHub as a ground to practice self-organization; self task-assignment was supported by having one central, integrated space of activity and information, where developers can see updates about open and closed tasks and what other members are working on.

In the domain of management, Martine Haas’s work [92] argues how the combination of autonomy with knowledge that is external to the team makes self-managing teams more effective. She describes the main risk with autonomy to be that teams or individuals may become isolated, form almost a cult with “not invented here” syndrome, and resist paths that — although not optimal for their narrow scope of tasks — are beneficial for the organization. In Haas’s view having external knowledge addresses the risk, something that is echoed by other work agreeing that autonomy and empowerment need information sharing to function effectively [173]. GitHub’s branching provides isolation as we saw in the study. The visibility of the information about ongoing activity and progress is the external knowledge Haas posits makes autonomy effective. I will explore this idea more in the following chapter when I discuss the risk of autonomy becoming isolating and practices to avoid it.

What the study findings suggest is that autonomy is not limited to the narrow-
scope I originally conceptualized for it, that of independence. The teams’ task self-assignment practice indicates that autonomy was enacted as self-organization, which broadens its scope to include the freedom of organizing one’s own work. With the solid ground of transparency and visible information, autonomy becomes effective and supports effective collaboration, as was indicated by the study’s findings.

**Agents of change toward a de facto tool and process**

An additional finding in the study was that developers who were already using GitHub and work in commercial projects act as agents of change, recommending the use of GitHub in the workplace. While this may start with individual developers and teams, it can end up gaining ground within the organization in a subversive manner, making the workflow and process that seems to be organically adopted with GitHub (remember that independently the vast majority of the interviewees reported the same *branch and pull* workflow) gains ground. Previous work has shown that peer interaction, in the form of recommendations and observations, can lead to tool discovery [153] and adoption [217].

In the study I saw cases where the final decision to adopt GitHub came from the bottom up but also from the top down.

“The reason that we moved to GitHub was because I was using it personally and so at that point I approached the company and I said that we are using *git* and it’d be nice to have this functionality.” [P28 - professional developer in commercial project]

“I decided we should use GitHub and part of it is picking a tool that a lot of people are going to be familiar with.” [P21 - CTO in commercial software organization]

This form of cross-pollination is not just between teams in the organization, or individuals in teams, but also between the organization and the OSS community. GitHub has formed a community around its service, with large and prominent OSS projects. Due to the community’s openness, common and best practices are visible to all. Even if companies are not using or participating in the GitHub social coding environment for their proprietary software development, they can still observe it. One of the OSS interviewees remarked:
“I think it’s really interesting how all the projects collaborate on there and I think when companies move their code to GitHub they become aware of other projects that are on GitHub and they pay attention to how those projects do things and so everybody who host their project on GitHub eventually starts to use the tool in almost the same way and they realize the benefits of the social coding aspect with all the comments and the pull requests and stuff like that.” [P16 - professional developer in oss project]

As the GitHub environment itself is heavily influenced by OSS development and collaboration practices, it spreads OSS-style processes to commercial projects too. Through the consistent use, both the tool and the process can become established *de facto* standards in an organization. This *de facto* process can be seen as a manifestation of *autonomy while accepting guidance*. This (on the surface curious-sounding) combination has been described in social psychology and the self-determination theory of motivation. Chirkov et al. [36] argued that autonomy and dependence are not opposing concepts, and they used it to describe persons that take actions of their own will (autonomy) and follow guidance at the same time (dependence); these persons willingly rely on others’ direction, especially if they perceive them as supportive and responsive. I will further explore this idea in the following chapter to discuss the role of cultural values in an organization to drive this sort of willing dependence in an environment of autonomy. As it stands in the case of this chapter and study, having processes evolve into *de facto* standards sounds like a manifestation of autonomy with guidance, and it describes developers who have buy-in for decisions and follow suggestions, in line with what we know about knowledge work.

### 4.5 Threats to validity in the study

The study faces the threats to validity that qualitative studies face in general. A construct validity threat is the interviewees’ understanding of the concepts of collaboration and coordination, especially given their code-centric perspective. I mitigated this risk by asking interviewees for examples and by providing explanations when needed, to ensure a mutual understanding of the constructs. A further construct validity threat comes from GitHub building on top of git and the unavoidable significant overlap in their functionality. The interviewees may not have made an explicit distinction; on my part I specifically focused the questions on GitHub and due to...
that I believe that the results are valid despite the overlap.

In terms of internal validity, the participants in the survey and interviews were active but self-selected, and I can only rely on what they report given their time and motivation to participate in the study. Finally, in terms of external validity, I achieved saturation in the results of the participants I studied but the themes, principles, and practices I found may not generalize to everyone. The majority of the participants were professional, experienced developers which gives confidence that the insights are valuable and relevant.

4.6 Conclusion

In this chapter, I presented a study exploring the use of GitHub by software development teams in commercial organizations. The study provided evidence of commercial software teams following a model of collaboration via aligned autonomy with a workflow that combines autonomy with coordination points, builds on transparency and visible information to help team members align in their efforts, with positive influence on the collaboration process. This led to a discussion about the balance of autonomy and collaboration and how the two concepts can be combined in practice.

What we learned in this chapter is that, at least in the narrow scope of independence, autonomy appears to be compatible with collaboration. We saw that with the combination of tool, features, and practices in the study that provide autonomy, all collaboration elements are fulfilled.

The type of autonomy I described and the corresponding communication and coordination practices worked for the small teams and organizations in the study. It’s not clear, however, if it is possible for autonomy to work at a larger scale and still serve collaboration in a adequate manner. Or does autonomy break at some point and the risk of isolation becomes dangerous?

I explore these aspects in the following chapter where I describe a study that shows collaboration via aligned autonomy happening at scale in a software organization experiencing fast growth, and the scaling issues that come with it.
Chapter 5

Aligned Autonomy —
The Atlassian study

“There is nothing more deceptive than an obvious fact.”
Sherlock Holmes — The Boscombe Valley Mystery

This chapter discusses potential risks when scaling autonomy, and work practices that can be used to address the risks. The discussion is based on an in-depth study of Atlassian and the organization’s challenges and practices in handling rapid growth.

Atlassian is a well-known software company building tools to support teams — not limited to software development teams — that work (or wish to) in an agile way. At the same time, Atlassian uses its own products internally and agile practices that it tries to scale in two ways. One, the adoption of agile-minded practices goes beyond software development across the organization, including functions like Legal and Marketing. Two, Atlassian is growing in size and expanding in scope at a rapid rate which means that the work practices the organization follows need to accommodate a growing number or people and projects. That includes the self-organization that is part of the agile mindset. While originally agile methods were scoped to suit small collocated teams [213], nowadays there is consideration given to how agile principles may scale to fit large-scale software development [162] and support organizational agility [112]. The study of some of Atlassian’s growth pains and how it scales its agile practices can help us understand more about these aspects.
5.1 Why study Atlassian

Several reasons led to selecting Atlassian as an environment to study.

First, it is an agile organization throughout, producing software for agile teams, and educating others in how to be agile\(^1\). Part of the strong culture of agility is supporting employees to self-organize, giving them autonomy in various ways, as I will present later.

Second, Atlassian practices open collaboration across all its departments and functions. Initiatives like the internal quarterly hackathon — ShipIt\(^2\) — regularly give developers room to innovate and bring down barriers between teams, products, and departments. This quarterly event aside, however, Atlassian has all information be open internally and shared across the organization, with room for employees to contribute to projects that are outside the scope of their particular task; this is not a frequent practice one hears about in large companies.

Third, Atlassian is a successful organization, well-known for its fast growth and innovation. In Gartner’s 2015 report on evaluating Application Development Lifecycle Management (ADLM) Atlassian was ranked a leader in the market (next to Microsoft and IBM), in both ability to execute and completeness of vision [80]. As a high-functioning organization, it seems reasonable to look at Atlassian to understand growth-related challenges and learn from how the organization balances growth with agile operations or — as I will analyze it — autonomy at enterprise level.

Finally, Atlassian has a strong relationship with its employees through its culture, evident by Atlassian being voted first and second best place to work in Australia and the US respectively multiple times — see the link for the results in August 2016\(^3\). Atlassian’s core values\(^4\) carry strong messages through simple words. The Atlassian case gives a chance to study agility at scale, and discuss the interplay of growth, autonomy and culture.

5.2 Case study setting and methodology

I visited the San Francisco office in October 2014 to study the software teams’ “growing pains” and the work practices they use to overcome them. Specifically, the study’s

\(^1\)https://www.atlassian.com/agile
\(^2\)https://www.atlassian.com/company/shipit
\(^3\)http://reviews.greatplacetowork.com/atlassian
\(^4\)https://www.atlassian.com/company/values
research question was twofold:

**RQ:** What are the challenges agile software organizations face while growing rapidly? What are the work practices followed to address the challenges?

To this end, for two weeks I conducted workplace observations and interviews with various employees and members of management. From the start of the project and for one year I was also given an organizational email account, was granted access to internal systems, and received three editions of the company’s internal employee satisfaction survey, including all response data.

### 5.2.1 Getting acquainted with the teams

I was embedded in the team that develops Bitbucket, Atlassian’s code management tool and code hosting service. I invited team members to interviews in the first stand-up meeting I attended, while the Head of Engineering for Developer Tools gave me access to the team’s calendar to select upcoming meetings I wanted to attend. I was also given a desk in the Bitbucket team’s work area and I observed their interaction and practices, kept notes, and reviewed team discussions and documentation on the respective tools, HipChat and Confluence (detailed in the following section).

Atlassian has created a Marketplace around its tools, for users and tool designers to sell custom add-ons and extensions. I was introduced to the development leads for the Core and Purchasing teams. These used to be one Marketplace team but were recently split, and the leads introduced me to both teams. Finally, to broaden the potential reach of the project and conduct as many interviews and meeting observations as possible, I wrote a blog post introducing myself to the San Francisco office, giving details about the project and asking for participants. The blog post was circulated through the company extranet, and is provided in Appendix B.

### 5.2.2 Data collection and analysis

The project was approved by the University’s Ethics Board, the certificate of approval is provided in Appendix B.

The data for this study was collected through a variety of methods. I conducted observations which were documented through systematic note keeping. I also conducted interviews which were recorded, with consent from the informant, and then transcribed. The meetings I attended were also recorded, with consent from the attendees, while I also kept notes throughout. Using the access to the internal systems
I'm often asked what Bitbucket licenses are in Greenzone and if there are any missing.


It seems to me that the Standing List Desk is really only a "Placebo Page" to make Atlassian newbies "think" they could get a standing desk (once they've been 'long-standing') So let's auction Natasha Prasad's desk tonight to raise funds for Room to Read! Vote Yes or No or add your own answer! Also see: Who do you think should get my standing desk when I leave?

https://extranet.atlassian.com/questions/2450569113/should-we-auction-natashas-standing-desk?src=browse

whilst trying to ssh dpabst.jira-dev.comi get the following error message:


Figure 5.1: Sample of log kept for accessed pages in the internal Q & A space

I performed documentation review; I kept notes and screenshots of pages that were important in showing how the teams work and how they plan and coordinate their actions. I also kept a spreadsheet of the pages I accessed in the internal Q & A community space, and the questions that were on them. A sample is provided in Figure 5.1.

The notes served as an extended memory of the things I heard and observed during my two-week research visit. The interview transcripts were coded and analyzed in line with grounded theory techniques for analyzing unstructured data [40]. One thing that facilitated the coding process was the goal of recording challenges and practices to address them. This provided some existing structure to organize the coding. My previous study of software companies using GitHub focused some of my questions on how Atlassian development teams approach the collaboration elements (a detailed comparison is provided in Appendix B). These areas of practice mapped to interview questions, and then the coding process revealed the themes under each area. As I processed the interviews I kept a list with the reported work practices linked to the use of reported tools. Added to the list were the practices that I observed, and those that showed up through the review of the documentation.

For the practices I also coded the purpose and rationale that was discussed around them. A stable working schema formed before I finished processing the interviews, indicating saturation, although I continued to analyze all the remaining interviews. As the goal of collecting practices facilitated and simplified the coding process there didn’t seem to be a need for a second coder. This ended up serving pragmatic issues as
well, as all data that I processed was confidential and required signing a non-disclosure agreement.

I was also conscious of emerging concerns in the interviews. It became evident quickly, for example, that interviewees were content with the way they were working. The higher up in the hierarchy the interviewee was however, the more they expressed either current limitations or uncertainty about the best way to scale practices and work habits. Another observable surprise was that culture was inadvertently mentioned by almost all interviewees; by the descriptions it seemed to underline everything that was happening in the company. Both aspects are featured in my analysis and reasoning about the case.

As an overview — and to provide an audit trail — Table 5.1 provides a list of all the reported work practices in the Atlassian case study. The practices are mapped to the corresponding data sources in which they were recorded, indicated by checkmarks. Note that the presence or absence of a checkmark is not an indication of strength, i.e. a practice with 4 checkmarks is not more important or more valid than one with 2 checkmarks. For example, the practice that builds are self-managed by teams did not surface in the interviews because I didn’t ask about it, while it was present in the other data sources. In the rest of the chapter I will be discussing these practices and the context in which they emerged.
Table 5.1: List of all reported practices in the Atlassian case study. A check mark means that a practice was recorded in the corresponding data source: Interviews (marked with I), Documentation (D), Observations (O), and Satisfaction Survey (S). The presence or absence of a checkmark is not an indication to the practice’s importance or validity.

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>I</th>
<th>D</th>
<th>O</th>
<th>S</th>
</tr>
</thead>
<tbody>
<tr>
<td>Developers use branches for their work on a task or feature</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Developers select the task they are going to work on each sprint</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Developers submit pull requests when they have changes ready</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Developers make changes on their branch</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>End-to-end ownership of a team’s workflow</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Deployment to production is handled by the development team</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Submitted pull requests need two reviewers</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>The backlog is decided by the development team</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Builds are self-managed by teams</td>
<td>✓</td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td>Development teams define their own scope and timeline</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Teams include engineers, designers, devops, and support engineers</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Access to repositories is open (internally in the organization)</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Micro-services architecture</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Ubiquitous personas</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Offsites notes are visible</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>There are ways to provide feedback on decisions on products</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Teams follow a pull-based workflow</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>There are organizational roles to communicate product directions to teams</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Progress and status of all teams is visible</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Other teams’ mission and progress is transparent</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Teams give regular demos of their work in progress</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>There are templates, and design and coding guidelines available</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>There are regular synchronization opportunities between teams</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Employees move around different teams and learn and learn first hand how they work</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Employees rotate roles and learn what are the responsibilities and pain points</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Teams share their successes and failures with other teams</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>There is cross-pollination in tools and processes between teams</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Decisions on key products directions are transparent</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Teams practice code review</td>
<td>✓</td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td>There are impromptu synchronization opportunities between teams</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
5.3 The agile environment at Atlassian

I provide a detailed description of the product development process that Atlassian teams reported, in Appendix B. Table 5.2 shows an overview of the teams’ product development process, broken into phases, with the corresponding purpose, the communication mechanisms, and the tools used by the teams.

The teams and product managers stay updated regarding the organization’s current strategy — and hence, the high-level objectives — through the Vision, Targets, Focus, and Metrics (VTFM) document. The VTFM is written and communicated to the organization by the co-founders, and any employee can comment on it. The product development process starts when the VTFM objectives have been translated into a roadmap and goals for the development team. More information on the VTFM and the cascade from the founders to the product teams is provided in Appendix B.

Table 5.2: Overview of the product development process followed by the Atlassian teams in the study. The process is broken down to phases, and each is mapped to the purpose, as well as the communication mechanisms and tools the teams use.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Purpose</th>
<th>Communication mechanisms</th>
<th>Tools used</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ideation</td>
<td>Propose what the team should build next</td>
<td>team meetings</td>
<td>Confluence</td>
</tr>
<tr>
<td>Requirements</td>
<td><strong>Building and Design</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Requirements</td>
<td>Decide on specifications, describe goals, estimation, planning, initial designs</td>
<td>team meetings</td>
<td>Confluence, JIRA</td>
</tr>
<tr>
<td>Implementation</td>
<td>Code development, redesign, testing, dogfooding, deployment</td>
<td>code-centric communication, comments on artifacts, demo meetings, design walls</td>
<td>BitBucket, JIRA, Crucible, Bamboo</td>
</tr>
<tr>
<td>Special weeks</td>
<td>Focus on the team and its operations, innovation, bug fixing, performance improvements</td>
<td>team meetings, comments on artifacts</td>
<td>Confluence, JIRA</td>
</tr>
</tbody>
</table>

5.4 Challenges in scaling an agile environment

During the interviews I asked the participants to reflect on challenges they come up against in the way they work. I also reviewed challenges mentioned in the internal documentation, the employee satisfaction survey, work management documents and posts on the internal blog. In the rest of Section 5.4 I review the reported challenges, and in Section 5.5 I present the work practices Atlassian uses to address them. I provide representative quotes where appropriate, indicating the participant’s ID and organizational role.
Atlassian employees were vocal about challenges, in the spirit of one of Atlassian’s core values of open and honest communication (expressed as the “Open company, no bullshit” value). Open communication is a claim often made by organizations, but case studies [92] show that even when open communication is encouraged politics are prevalent [156] and influence what people share and with whom [105].

Atlassian’s case seems different. Frequently blog posts discuss aspects of the organization’s life or techniques and processes that can be improved, and they approach the subject by providing rationale, recommending solutions and being open to questions and comments from the rest of the organization. The same is true about the internal satisfaction surveys, on which many employees provide constructive feedback besides rankings. I interpret this as an investment on the part of the employees to identify and solve problems instead of hushing them up, and in that sense Atlassian gives the impression of operating like a community as well as an organization.

The overarching challenge reported at Atlassian is finding ways to “grow up without slowing down”, as multiple managers and executives expressed it. This is not a problem particular to Atlassian; finding ways to preserve and scale up whatever constitutes excellence in an organization while addressing the inevitable delays that come with increased activity is a common theme with growing organizations in various domains [196]. Two areas surfaced as attracting the most consideration; maintaining efficiency while growing, and having effective autonomy at scale. Atlassian’s work practices are aimed to address the issues, and are evaluated and reconsidered regularly. Some practices become obsolete quickly with growth, and the organization goes through cycles of introspection and interventions, while working full speed toward attaining its organizational and business goals.

5.4.1 The challenge of maintaining efficiency while growing

Atlassian is experiencing evolution in several ways at the same time. First, the organization is growing in size; founded by 2 people in 2002, Atlassian now has around 2000 employees and almost doubled the number of employees between 2014 and 2016. Second, the organization is expanding in offering; starting with JIRA in 2003, Atlassian is currently offering a tool suite of more than 15 products, both as web services and on site installations. Finally, Atlassian is extending its scope; once only targeting software teams, Atlassian is now promoting its tools to teams like Marketing and Legal, as well as provides training and certification in agile methods.
using its tool suite. The rapid growth and expansion is full of opportunities, but creates a challenge for the organization to remain nimble in its operations.

One such case is the increased volume of development activity which stretches the demand on infrastructure for testing, builds, and other deployment activities. These areas experience slow system performance, but also become bottlenecks due to handoff of responsibility between teams — the development team needs to hand off responsibility to the build team, for example — with the overhead of coordination [162]. The sentiment in the satisfaction surveys was that the resulting delays are frustrating to developers, and in their view prevent new features and improvements from reaching the customers as quickly as possible. Performance engineering (activities related to optimizing the performance of operations) was the area that engineers were most unhappy with in all three of the internal satisfaction surveys of March, June, and October 2014. In terms of ranking, Performance Engineering got negative Net Promoter Scores. In terms of comments, quotes such as the one below (from a respondent to the anonymous satisfaction survey) capture the general sentiment when explaining a low ranking:

“Build engineering is a problem (build instability, either due to tests or build environment). Also, waiting for sysadmins/IT to respond to requests.”

The comment shows challenges in systems performance and bottlenecks created by needing to include other IT teams in the middle of the workflow.

5.4.2 The challenge of autonomy at scale

Atlassian provides its teams the opportunity to self-organize. Development teams choose their own development process, build their own roadmaps, and come up with their own ideas for features to build. Even inside the development teams, individual developers make decisions on how to organize their work: they can choose their own tools, self-assign tasks, and follow their own timeline for development. With self-organization happening at a larger scale, however, some limitations of autonomy begin to show.
Autonomy may overlook dependencies

Atlassian product teams have the ability to decide what they release to their customers and when. For example, the Bitbucket team does not pre-commit to dates toward customers, and there is no pre-announcement that certain features will be released on certain dates. The team decides when a feature is ready to release to customers and it uses its autonomy to serve its high quality standards; if the feature is considered subpar it will not be released. However, while the team makes its own autonomous local decisions, other teams might be affected. Functions like marketing and legal need to produce work based on what the Bitbucket product will include when released and, therefore, last-minute changes have repercussions. The Head of Engineering described an incident when due to a last-minute decision to not release a certain feature for BitBucket, there were complications for the corresponding marketing campaign which ended up being cancelled, with the associated financial cost. He concluded:

“Not pre-committing to dates is a thing of beauty but can also create problems.” [P10 - Head of Engineering for Developer Tools]

The challenge Atlassian is facing with autonomy at scale seems to be balancing between the autonomous decisions of the individual product teams and the underlying dependencies that other teams may have with them.

The balance between a rigid or fluid process

Following formalized processes is often seen as potentially stifling creativity or innovation in teams [18], and that is usually one of the arguments in favour of self-organization. While functions that require a high degree of creativity need the freedom to explore, other operations can benefit from variance reduction to make them more efficient [19]. As the conditions for operational tasks — like continuous integration for example — become more predictable and repeatable, performance can improve. The Head of Risk Management explained this view:

“Process and flexibility are not necessarily opposites. Process is not evil, bad process is. Maybe if you have more process where you need less flexibility, you can afford more flexibility where you want to be innovative.” [P15 - Head of Risk Management]
The same participant explained that areas such as reporting or licensing are supporting and should interfere as little as possible with areas that need the room to be innovative and experimental, like product development and design. This comment is similar to the challenge I described earlier about deployment activities; those activities are also supporting development and Atlassian is looking for ways to automate or make them faster.

The challenge then becomes to identify the right processes to automate or standardize to avoid or compensate for the slowness that comes with the complexity and growth of operations.

5.5 Work practices at Atlassian

Throughout the study I collected work practices Atlassian uses. Alongside practices for software development, I recorded all work practices that the interviewees described as supplementing the software development ones; these are followed in general in the organization and relate to information sharing and communication habits. The practices are already listed in Table 5.1, and I describe them in detail in the following pages. The practices I have captured are by no means the sole practices used in the organization. A comprehensive list was out of scope for the particular study and thesis; the goal is to present the practices the organization uses that address the challenges, and discuss them in terms of handling autonomy at scale.

5.5.1 How Atlassian tries to maintain efficiency at scale

Maintaining development speed and efficiency under conditions of rapid growth is an important challenge for Atlassian and is discussed in this chapter. The particular solutions that have to do strictly with system performance are out of the scope of the thesis. I have grouped the work practices Atlassian follows to maintain efficiency at scale under three themes: providing autonomy, supporting independence, and establishing conventions.

Practices to provide autonomy

During implementation the individual developers have decision making freedom; the practice is that developers select tasks for themselves. Developers on the Bit-Bucket team described this practice taking the form of developers volunteering during
the planning meeting for existing issues on JIRA, or for currently discussed tasks still on Confluence. Unless someone brings up a different alternative the assignment is recorded on Confluence and JIRA. This task self-assignment practice is not mandatory for all teams; the BitBucket and Purchasing teams practice it while in the Core Marketplace team the development lead assigns the tasks to developers.

Next, by following a branch and pull workflow, developers make changes on their branch. Using the branch as their personal workspace, developers are independent in organizing their development, including the tools they use to do so.

Two other practices that provide autonomy have to do with the team defining its own scope and timeline and deciding its backlog for the sprint. The team is essentially working with two backlogs at any given time; the product backlog (represented by the team roadmap) and the sprint backlog. The development team uses multiple sources of ideas to create its roadmap for the next 6 months (more details in Appendix B). The resulting roadmap — both its content and its timeline — is developed through the developers’ ideas within the frame of the business strategy. A program manager explained this kind of bounded freedom:

“Deadlines are internal, when we want to ship. Developers and product managers decide what is going to go into the pipeline. VTFM also sets mission, value and focus areas for the year and that will play into the priority. Sometimes it’s not even a deadline it’s more this is the date that we’re going to aim for. Not the end of the world if we miss it.” [P12 - Program Manager]

For the sprint backlog, development teams have a free hand to prioritize and select features to implement, picked off the roadmap.

Practices to ensure independence

I mentioned above the use of individual branches as providing autonomy for each developer. However, developers also use branches for their work on a task or feature, to isolate work on different tasks. As we saw in the previous chapter this practice is used in both open source and commercial settings [109]. The developers’ independence is also serviced by submitting pull requests when they have changes ready: that way they don’t directly change the codebase with their work but make it visible to others — and allow for review — before it is merged.
Atlassian moved to continuous integration in the interest of speed, automating most of the deployment process. This decision eliminated Quality Assurance (QA) teams, making development teams responsible for their entire workflow. As a result, a team can go from objectives and iteration planning, all the way to delivering the finished product to the customers without hand-offs to other teams. Teams handle deployment to production as well as builds as part of their development, a practice that makes them more independent and, potentially, faster. Beyond the practices and rationale that were described by developers and managers in my conversations with them, Atlassian has been vocal about their culture of “do-ocracy” as a way to maintain development speed by decentralizing certain operations. The argument there — as has been described earlier in sources like the Mythical Man Month [26] — is that additional coordination, such as required because of responsibility hand-off, can result in delays; therefore, by making teams responsible and able to handle the workflow from idea to delivery themselves they only have to be concerned about their own performance and speed.

Atlassian believes that teams being self-sufficient in skills required to complete their work helps maintain speed. Product or development teams are broken down to ad hoc feature teams. The Head of Engineering for Developer Tools described that feature teams are made up of developers, a designer and a Development Operations engineer (DevOps). DevOps engineers are concerned with the performance of the systems the development team is using, such as its release pipeline. Both designers and DevOps engineers may be working with multiple feature teams at a time. By having access to all the skills required for its activities, the team doesn’t rely on other teams or departments to complete its work, or seek approval to proceed. This, again, means that additional coordination with other teams and possible delays in the hand-off process, are avoided.

Finally, using a micro-services architecture instead of a monolithic one is an architectural practice that promotes de-coupling and independence. Monolithic application architectures are deployed as a whole; changes either need to stand by to be deployed in the next release, or the entire solution needs to be deployed. Developers cannot work independently then, since all development and redeployment efforts need to be coordinated. Continuous deployments and frequent updates are difficult, and the product can become slow to respond to market or competition shifts. A micro-services architecture on the other hand is developed as a set of smaller indepen-

dent services that can be deployed independently, thus de-coupling the corresponding teams handling them. This practice reinforces the teams’ ability to handle its entire workflow without relying on other teams. The Bitbucket team describe their development process on their Confluence space (see screenshot above); the team uses branches to separate work in progress from work that is ready to be released in the next cycle. They use flags to control which new features go on the site when — unless a feature flag is set to “on” it will not go live on the site even if it is part of the deployment. This practice provides additional decoupling within the product team — individual developers and feature teams are now decoupled from others.

Practices that establish conventions

Given the autonomy and independence of developers and teams, Atlassian teams adopt practices to ensure that work and progress is visible, even if someone is part of a different development team or other part of the organization. Development teams follow the convention of **two reviews for each pull request** to verify that the quality of the work is such that it can be merged with the rest of the codebase. On the organizational level and across teams, **development teams follow a pull-
based workflow, which proves useful when one team needs a change or fix in another team’s code. A member of the Purchasing team described how he was able to extend BitBucket’s functionality without deferring to the BitBucket team:

‘I had an issue with the Bitbucket site and I wanted to filter pull requests that were just by my team. Bitbucket provides a view that is a team filter but it shows all the teams that I am affiliated with. I added a feature to be able to see only my team.” [P11 - developer]

Actions like the one described above mean that individuals or teams don’t need to request a change from another team and wait to have it prioritized, but can instead solve problem themselves and submit the change. However, teams complement this flexibility to make changes with practicing code peer review, making progress easy to follow and ensuring quality.

5.5.2 How Atlassian tries to make autonomy work at scale

Information transparency is critical for autonomy, to provide context to decision making [92]. Access to all code repositories is open to all employees inside Atlassian. The same applies to all information in the organization — the only exceptions are passwords, and specific compensation details for each employee. The benefit from open access to sources of information is twofold: teams do not need to ask for information from each other (avoiding potentially facing delays in replying), and can remain aware of dependencies between their work and others’.

Atlassian uses a variety of synchronization mechanisms to support autonomous entities be aware of each other — especially as there is gradually more of them. These synchronizations mechanisms — featured in the practices I describe below — are used to overcome the challenge relating to overlooking dependencies. They seem to serve three purposes: achieve clarity of purpose, be aware of status, and teams learning from each other. In addition to the synchronization mechanisms there are also guidelines that are meant to ensure some degree of commonality in the end result, targeted mostly at design and coding styles.

Clarity of purpose through involvement in product decisions

Atlassian encourages its employees to follow product decisions and participate in the discussion around them, making the purpose of their work clear. Product teams carry
out customer interviews and off-site visits that are targeted toward getting feedback and understanding customer needs. The notes from the interviews and off-site visits are visible; posted on Confluence, they usually attract a lot of comments from teams that are directly or indirectly catering to a relevant user type. This process frames the “who are we building this for” rationale clearly for product teams, used when deciding and planning their work. As one of the developers explained:

“I know who we are building this for, I’m one of them. And even if I wasn’t there is enough clarity around here and in people’s heads about it.” [P5 - developer]

High-level decisions and analysis of market conditions that explain the underlying rationale are also open to everyone, as the Head of Ecosystem revealed:

“One thing I opened lately is a SWOT [Strength Weaknesses Opportunities Threats, for marketing] analysis. We open everything to get ideas and questions.” [P2 - Head of Ecosystem]

Decisions on key product direction are transparent and employees can provide feedback on them. Initially, the rationale and description of the direction are posted as blogs on Confluence by the co-founders, and broadcasted to the organization. The approach ensures that the rationale behind decisions is transparent, and opens opportunities for anyone to ask questions, provide comments, and provide constructive criticism. On the face of it the two practices sound the same; they are not. Having transparency of information is not the same as being able (and encouraged) to act on it and affect it. This is not to say that all the key product decisions at Atlassian are crowdsourced. The organization is taking concrete steps in exposing its business rationale and decisions. The exposure not only helps as a platform to provide feedback and answer questions, but also motivates people. The Head of Engineering for Developer Tools explained:

“If we are inviting people to contribute to the company’s growth, motivation has to be intrinsic such that they believe the vision is correct and what they will do is the right approach, and the thing they leave behind is not going to die.” [P10 - Head of Engineering for Developer Tools]

A program manager echoed this:
“People are quite good at jumping on board with the company goals, understand why that happened and it’s only possible because it’s so open about why something is changing and what they want to focus on.” [P12 - Program Manager]

The motivational aspect of the clarity of purpose is seen as more important than how to coordinate the work. When asked how difficult it is to coordinate work, especially if it involves decisions that involve more than one product team, the Head of Ecosystem commented:

“Coordination follows after you get buy-in. The biggest problem is ensuring that everybody believes that what you’re doing is the right thing to do. If you settle on that, coordination follows and we have mechanisms and tools for that, all our plans, documents, JIRA, Confluence etc. Also everyone is included and they have valuable feedback for us. So, here it happens a lot more organically because of that, people will have ideas, comments etc. People are also open with how things are going to impact them and how they are affected and they will openly say if there is something they cannot take on because it doesn’t work with their plans.” [P2 - Head of Ecosystem]

Atlassian doesn’t only rely on teams and their members to follow the available information. There are organizational roles in place with the responsibility of explaining the strategic intent that comes as input from the executive levels. Speaking about his leadership role, the Head of Ecosystem explained:

“I work with the executives on strategy, it’s a process of creating a list of fifty things that you could do and decide on five things you need to do and their priority. Then I work with product managers to refine the strategy so that they explain it to the developers. Once you have that you can build roadmaps, and from the development teams’ perspective this is where the work starts with their product manager. My job is to set the strategy for them and when it reaches roadmaps I go back to the innovation cycle.” [P2 - Head of Ecosystem]

As mentioned earlier, the product manager will translate the strategy into a roadmap together with the team, and then the development manager and team leads
will refine the selected features into tasks, which will be picked up by developers to work on. This cascade and translation of strategic intent to tactics and then implementation is done through series of meetings — I observed such a meeting of the Development Tools development management team, focused on strategic decisions for Hipchat and discussion on how they will work with the scope and goals of the development tools teams. At the same time, the notes from these meetings, as well as possible blog posts that discuss these ideas are visible (and can be commented on) on Confluence.

Monitoring dependencies through visible status

A cross-product perspective is a reality with two meanings at Atlassian. One, as products become integrated into a tool suite the respective product teams need to keep the integrations in mind. Two, as Atlassian grows and more people, teams, and products are added there is need to ensure that everyone shares the same mindset and have the same organizational points of reference. The practices that support synchronization for this purpose build on transparency.

During the implementation phase of product development the progress and status of any one team is visible to the rest. This theme applies across the organization to individuals, teams, levels of hierarchy etc. Progress and status are visible on teams’ JIRA boards, their repositories, and their plans and documents on Confluence. This is especially helpful in facilitating cross-product work.

Beyond the progress of a team, however, its mission and direction are also transparent. Following on Confluence what other teams aim to do in the next few weeks or months and how they make progress brings awareness to other teams. It also wards against duplicated effort, and allows teams to make decisions about their work by looking at the work others are producing. Teams keep up with each other’s progress through viewing documentation and repositories, even if they do not explicitly communicate or meet for that reason. That said, there are regular check in points, for example teams give regular demos of their progress. The feature teams will do a weekly demo for their product team, while once a month there is a similar demo meeting with teams that there are integrations with; for example, BitBucket has a monthly demo meeting with the Stash (now called BitBucket Server) product team.

Teams also have a chance to share their progress with everyone else in the all-staff
meeting. While I was visiting the San Francisco office, the all-staff meeting included a presentation about the Playbook, a project that the R&D division had been working on for the last few months, aimed to provide suggestions and good patterns for healthy teams. As the initiative had reached a level of maturity that made it presentable to others, it was demonstrated and explained to all the staff.

**Teams learning from each other**

Another synchronization mechanism is the interaction and sharing of experiences between teams to learn from each other. With autonomous decisions on how to organize work, especially as the company increases in size, it is easy for teams to miss how others use practices or tools, possibly missing pockets of excellence amidst the large number of teams and employees [196]. The organization wants to quickly assess the fit of the practices it is using, and exchanging lessons learned from different approaches acts as a crowdsourced way to do so.

At Atlassian, there are both scheduled and impromptu opportunities for synchronization between teams. The word “synchronization” was used in the interviews and documentation; it means that teams have a shared understanding, or that they have coordinated. In practice, this is essentially any process through which teams that don’t work together – or have dependencies – learn from each other. These range from regular meetings across the teams in Development tools, for example, to chance encounters over lunch. Teams or individual members often organize informal events, like brown bag sessions ⁶, which act as demos or workshops. They are a chance to hear more about what is produced by another team, or tools and practices that they have been experimenting with. These events are announced on Confluence and are open to anyone who wants to attend. Events like informal meetings, talks, workshops etc. are additional forums for teams to share their successes and failures besides blogging about them on Confluence. In the same vein, all notes from retrospectives are visible, editable and can receive comments on Confluence.

The synchronization points and the sharing of experiences have the effect of supporting cross-pollination in tools and processes between teams, a practice that enables consistency across teams to happen in an organic way. As many interviewees mentioned, the teams’ choices of process and environments are not enforced; that gives ground for experimenting and having variety.

⁶https://www.atlassian.com/devops/culture#knowledge-sharing
“A lot depends on the team, Bitbucket has their own process, as low as they use Python, not Java. That’s OK as long as there is a minimum set of information out of that workflow and minimum communication tools used that we can get information pushed up the stack at the same level of visibility. Takes a bit more work than a prescribed workflow but allows teams to work more organically. No recipe but guidelines.” [P12 - Program Manager]

Using their opportunities to share their experiences and knowledge they gained, teams promote or debunk beliefs and practices. For example, developers from teams using Kanban and Scrum would exchange views and experiment with something that they heard worked for another team.

**Guidelines toward commonality**

To frame the product development thinking, product teams work with personas (a concept from user-centric design [129], using fictional characters as proxies for users). Atlassian has been open about the way they develop and use personas. In the day-to-day life around the office, the personas are printed and posted in various places throughout the office, including common areas like the kitchen and lounging areas. These ubiquitous personas act as a reminder of who the organization is building its products for and, therefore, the customer needs that the developers, designers etc. need to keep in mind when making decisions.

The development teams also use templates and design and coding guidelines; these are meant as mechanisms to ensure that output is consistent in structure and appearance even if it is created by different developers and teams. As mentioned earlier, there are templates on Confluence for frequently used information artifacts like meeting minutes, retrospective notes, feature descriptions etc. One oversight that was mentioned during the interviews is that there are no naming conventions in place, making it hard to search for them. Development teams keep coding guidelines on their Confluence space, as a way to provide information for newcomers and members of other teams that want to contribute. Design guidelines are used to promote a consistent appearance and rationale behind product design. Some of the design guidelines are publicly available, since there may be developers or existing customers that

---

7https://design.atlassian.com/how-we-design/personas/
8https://design.atlassian.com/
want to develop add-ons for Atlassian tools and offer them through the Atlassian Marketplace.

### 5.6 Further challenges

Even with the provisions made by Atlassian’s work practices, challenges still exist. In the interviews additional challenges were mentioned that correspond to exposed tradeoffs or limitations of current practices. I provide a summary below, while the detailed description and relevant quotes are provided in Appendix B.

The information transparency at scale that Atlassian follows creates issues of information overload. All information and work artifacts are by default visible across the organization and archived in Confluence. While this is great for visibility, the interviews identified information overload as a side-effect. The volume of information that is produced during the course of a single day is overwhelming and potentially distracting. Even with mitigation strategies like following certain types of information, participants commented that they still end up receiving a large number of notifications. At the same time — as it was repeatedly noted in interviews and the satisfaction surveys — it is difficult to track and navigate information on Confluence. Confluence’s search function is not optimal and, given the amount of incoming information, makes it hard to find information again. The lack of uniform rules for archiving and curating documents and other communication artifacts across the organization also makes retrieval challenging. Better categorization and information tagging, with guides of recommended document naming conventions across the organization, could be solutions for easier navigation, until the search functionality is improved. The rapidly growing number of Atlassian employees that participate on Confluence is only expected to accentuate this challenge.

Another challenging aspect of information transparency in the large is balancing the growing number of voices and the quality of discussions. One, there is always the potential of heated debate (exacerbated by geographical distribution), which may create negative experiences and/or uncertainty about how to contribute ideas and information. Two, there is a question of boundaries around how long items should be open for discussion before decisions are made, or the weight that each voice carries. There seems to be room for introducing some desired patterns for communication to provide guidance around healthy debate and how long discussions should go on for. OSS projects use a “Code of Conduct” as a set of guidelines for smooth communic-
tion and interaction in their large and diverse communities; this practice could work in Atlassian’s case too, instilling conversation etiquette as part of the on-boarding experience for newcomers too. Finally, Atlassian is home to different generations of information users that interpret information sharing and communication etiquette differently. Setting examples and educating users on what is considered mindful and constructive language, content and level of participation is a gateway to ensuring smooth and effective communication, especially as Atlassian is considering opening up some of its communication channels to their partners and customers in the future.

Interviewees also highlighted the continued state of flux in the organization as a challenge.

On the one hand, Atlassian grows at a fast pace and new employees are on-boarded to the organization constantly. The organization subsequently changes its structure to accommodate and integrate them into its routine. On-boarding is an area that Atlassian pays a lot of attention to, and the organization is always looking for ways to spread the company culture to a constantly new crowd. A practice Atlassian has followed is to shuffle senior developers around so that they can help and guide new employees and/or new teams, and in that way indoctrinate the culture that is so important to the organization. On the other hand, this very practice of employees moving around results in frequent changes in roles and teams. Such shifts are mostly ad hoc and allow the organization to be flexible to adjust to market opportunities and challenges, and in a way its agile mentality. A challenge that was mentioned along side the pursuit of flexibility, however, was that that teams do not always have the stability to be as efficient as they could, or that they find it difficult to establish or maintain a team identity. Finally, participants mentioned that movement of people between teams may make ownership and responsibility for code or decisions unclear. One side-effect that was mentioned was that questions may be directed to the wrong person, who may have now moved to a different role. While people volunteer to still answer questions and direct people to the right source of information, it can prove time-consuming and a distraction. This challenge brought up the need to curate information, especially when it relates to ownership and responsibility.

5.7 Discussion

After reviewing the work practices used at Atlassian to handle agility and growth, we can see that the organization uses autonomy as one of its scaling techniques.
Autonomy in Atlassian’s context was associated with the freedom to make decisions on how to organize one’s work, without the need to coordinate with others or require approval, to avoid delays. However, autonomy was referenced alongside the need for a shared understanding of organizational objectives; in this section I discuss this combination and how the work practices at Atlassian fit with it. I first introduce additional literature to introduce the concept of Aligned Autonomy, originating in the organizational leadership literature. I subsequently review Atlassian’s work practices as to how they fit with Aligned Autonomy; I first present my own interpretation and then the validation I received from Atlassian. Finally, I discuss how autonomy seems to be conceptualized differently when applied at scale, and the role of culture in making it effective.

5.7.1 The concepts of Directed Opportunism and Aligned Autonomy

Directed Opportunism appears in the book *The Art of Action* by Stephen Bungay [28]. The book posits that organizations fail in execution due to imperfect information and uncertainty that create organizational friction and gaps between plans, actions, and outcomes. Bungay [28] sees the problem originating in the nature of organizations — they are made up of multiple individuals but pursuing a collective goal. For Atlassian, the concern of potential organizational friction becomes relevant when considering how to scale its agility; the organization wants to maintain autonomy in its agile teams, but not to put its collective goals at risk.

What is a possible solution? Bungay [28] discusses that often companies that want to align the individual and the organization choose to enforce more control by providing detailed instructions. Bungay’s conclusion is that specifying too much detail creates confusion when a situation demands something other than what instructions say, and as a result the adjustment to emergent conditions is slow. The proposed solution, modelled after an approach followed by Prussian Army military strategists in the nineteenth century to coordinate large battles, comes in the form of directed opportunism.

*Directed opportunism* proposes that alignment can be achieved by limiting the direction to defining and communicating the intent (i.e. what is the goal to be accomplished), and otherwise giving individuals freedom to adjust their actions in line with the intent. Bungay describes “backbriefing” as a technique of allowing each level
of an organizational hierarchy to define how they will achieve the intent of the next level up, and inform them. What is important is that the intent is incorporated in the strategy of the organization and, rather than being a plan, it is a framework of decision making. As Bungay puts it,

“[Strategy] is an original choice about direction, which enables subsequent choices about action.” (p. 97-98)

Organizational theories have a similar concept called minimum critical specification; senior management needs to define only the critical factors that are needed to direct the team and place as few restrictions on the team as possible (I discussed this, and related literature in Chapter 2). According to Bungay, instructions should contain all that people cannot determine for themselves to achieve a particular purpose, but only that. As long as the higher intention is made clear, the individual initiative can be relied on to adjust actions according to the situation. In that sense, Bungay concludes in one of the most striking quotes from his book,

“The more alignment you have, the more autonomy you can grant.” (p.65)

Bungay sees Alignment and Autonomy as two dimensions instead of ends of a spectrum. The combination of high levels of Alignment and high levels of Autonomy — a state of Aligned Autonomy — creates an environment where individuals and teams have both clarity about the intent and freedom about how to pursue it. While the principles behind this state are clear enough, they create implications for the organizational structure, the communication structure, and the culture of working. For example, in order to achieve high levels of Autonomy teams need to be de-coupled as much as possible to decentralize their actions and work in parallel. To achieve high levels of Alignment, transparency of setting goals and communicating them is key, creating a particular cultural environment of visibility, awareness, and shared goals in the organization.

It is important to note that the concept of Aligned Autonomy has attracted some attention from practitioners. The principles behind it are followed by a few organizations that go through the same transformation as Atlassian; moving from a small startup to a mature startup to an enterprise, and deal with issues of scaling their agile practices. Although the discussions about the principles and the concept of Aligned

Autonomy have mostly taken place in practitioner blogs\(^{10}\), it is interesting to note the impact.

Below I discuss how the concepts are applied — not consciously — at Atlassian, and how the discovered practices fit with them.

### 5.7.2 Aligned Autonomy through Atlassian’s work practices

Overall Directed Opportunism seems to be a model that is followed at Atlassian, even if it is not called that. I presented how the co-founders and other executives provide direction by clearly communicating the intent in their frequent communication with the entire company. I also described practices that provide freedom to teams to adjust their action in line with the intent. This is also true inside the individual teams, where developers have the freedom to decide and adjust their own action in line with the intent of the team level, reflected in the roadmap and backlog. Finally, I described how through various communication mechanisms both the intent and the achieved results are communicated and enable independent action. These seem to me to fulfill all the criteria of Directed Opportunism, as Bungay describes them in his book [28].

From Bungay’s analysis it seems that if work practices provide Autonomy and Alignment (ideally high levels of those), an organization can follow the model of Directed Opportunism, with operations happening in parallel and independently without losing focus relating to the goals to be achieved. Atlassian is a high-functioning organization and seems to be navigating the challenging world of scaling agility successfully through its practices; analyzing how the practices aid Autonomy or support Alignment can show if and how the concepts are relevant in the particular setting, especially since the concept hasn’t been used in the field of software engineering research.

In re-examining the recorded work practices I have attempted to categorize them as to how they support Autonomy and Alignment. In doing so, several necessary considerations surfaced.

- First, the Autonomy and Alignment concepts need definitions. For the purposes of this analysis, the working definition of Autonomy is “the freedom that individuals or teams have in doing their work without the need to coordinate with someone else”. The working definition for Alignment is “the clarity that

\(^{10}\)http://blog.idonethis.com/cells-pods-squads-structure/
individuals and teams have in knowing what the strategic goal is and how their work fits in that without the need to consult with someone else”.

- Second, Autonomy and Alignment are distinct concepts but it is their combination that is the most relevant; that means that each practice needs to be discussed both in terms of Autonomy and Alignment, even if its primary purpose is to support the one rather than the other.

- Third, it is necessary to introduce medium levels for Autonomy and Alignment, as the low and high ends of the spectrum may not be appropriate to capture work practices that attempt to combine both aspects but involve tradeoffs.

- Fourth, following from the consideration above, I have considered a practice to support a high level of Autonomy when it creates conditions that make an individual or team independent of others; medium level of Autonomy where the practice creates a need to coordinate with someone else; and low level of Autonomy when a practice makes an individual or a team dependent on someone else. Regarding Alignment, a high level corresponds to conditions that help define how an individual’s or team’s work and others’ fit in with strategic decisions about product direction; medium level means that a practice creates the need for an individual or team to consult with someone else; low level of Alignment reflects practices that block an individual or a team from knowing how its work and others’ work fit in with strategic decisions about products.

Table 5.3 includes all recorded practices that Atlassian uses to address the challenge of maintaining efficiency at scale. Table 5.4 includes all recorded practices that Atlassian uses to address the challenge of scaling autonomy. In each table the practices are grouped by purpose, and I have used icons to indicate the level that they are applied in; individual ( ), team ( ), organization ( ), or across-teams ( ). Finally I have related each practice to a level of autonomy and alignment; I provide a visual indicator (using ( ) for high, and ( ) for medium), and a short explanation for each entry.

I have summarized the information in table form to avoid rehashing the discussion of practices. To demonstrate, I provide two examples below, but the full explanation of how I related each practice to levels of autonomy and alignment is provided in Appendix B.
**Illustrating examples**

The practice that *submitted pull requests require two reviewers* creates a need to coordinate for the review and therefore results in a medium level of Autonomy for the team. It is also associated with a medium level of Alignment as developers need to consult with reviewers about how well their implementation fits with the goals the team is trying to accomplish; the goal has been set when creating the backlog, and has been products of the original high-level strategy.

The practice of *the team deciding the backlog* provides a high level of Autonomy for the team but is essentially bounded and informed by the intent and strategy communicated through meetings, blog posts and all-staff events. To that end, the practice supports a medium level of Alignment as it creates a need to consider these decisions when deciding backlog items.

**Validation of interpretation**

The analysis I presented above is somewhat subjective, although I provide the full explanation in Appendix B as an audit trail for the reader to follow my reasoning. As part of wrapping up the project with Atlassian, I had an exit interview with the program manager that had been overseeing the project. Although the program manager was aware of the goals for the project and the nature of the enquiry, I had not had an interview with him about the work practices followed at Atlassian. Before the exit interview I submitted a list of the practices that appear in Tables 5.3 and 5.4 to the program manager and requested that he:

- verifies, to the best of his knowledge, that these practices are followed at Atlassian
- assigns a level of Autonomy that he associates with each practice (the definition of the levels is the one I presented in 5.7.2)
- assigns a level of Alignment that he associates with each practice (the definition of the levels is the one I presented in 5.7.2)
- provides any additional information or clarification regarding the above.

One thing that the program manager highlighted was that due to the cross-pollination between Atlassian’s teams some of the practices may vary between development teams. For example, while for most teams the practice is to assign two
Table 5.3: Practices to address the challenge of maintaining efficiency at scale, grouped by purpose and related to levels. Each practice is assigned levels of autonomy and alignment with a corresponding explanation.

<table>
<thead>
<tr>
<th>Purpose</th>
<th>Recorded practice</th>
<th>Level of practice</th>
<th>Autonomy</th>
<th>Explanation</th>
<th>Alignment</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Provide autonomy</td>
<td>Developers select the task they are going to work on each sprint</td>
<td>📏</td>
<td>📏</td>
<td>Developers have freedom to select their tasks</td>
<td>📏</td>
<td>Clarity about how each task fits with others (decisions made when building the backlog)</td>
</tr>
<tr>
<td></td>
<td>Developers make changes on their branch</td>
<td>📏</td>
<td>📏</td>
<td>Isolation between different developers</td>
<td>📏</td>
<td>Need to consult with others in code review</td>
</tr>
<tr>
<td></td>
<td>Development teams define their own scope and timeline</td>
<td>📏</td>
<td>📏</td>
<td>Freedom from the need to coordinate with other teams</td>
<td>📏</td>
<td>Need to keep in mind the strategic intent</td>
</tr>
<tr>
<td></td>
<td>The backlog is decided by the development team</td>
<td>📏</td>
<td>📏</td>
<td>Team has freedom to decide features and tasks to work on</td>
<td>📏</td>
<td>The backlog is informed by strategic decisions</td>
</tr>
<tr>
<td>Ensure independence</td>
<td>Developers use branches for their work on a task or feature</td>
<td>📏</td>
<td>📏</td>
<td>Isolates development that relates to different tasks</td>
<td>📏</td>
<td>Developers can see how their work fits with the product (pre-decided when building the backlog)</td>
</tr>
<tr>
<td></td>
<td>Developers submit pull requests when they have changes ready</td>
<td>📏</td>
<td>📏</td>
<td>Developers need to coordinate with team members for code review</td>
<td>📏</td>
<td>Need for consultation about the fit between delivered feature and intended functionality (in code review)</td>
</tr>
<tr>
<td></td>
<td>End-to-end ownership of a team’s workflow</td>
<td>📏</td>
<td>📏</td>
<td>Independence from others for work completion</td>
<td>📏</td>
<td>Clearly defined process for testing, building, and deployment</td>
</tr>
<tr>
<td></td>
<td>Deployment to production is handled by the development team</td>
<td>📏</td>
<td>📏</td>
<td>Independence from others for work completion</td>
<td>📏</td>
<td>Clearly defined process for testing, building, and deployment</td>
</tr>
<tr>
<td></td>
<td>Builds are self-managed by teams</td>
<td>📏</td>
<td>📏</td>
<td>Independence from others for work completion</td>
<td>📏</td>
<td>Clearly defined process for testing, building, and deployment</td>
</tr>
<tr>
<td></td>
<td>Teams include engineers, designers, devops, and support engineers</td>
<td>📏</td>
<td>📏</td>
<td>Teams are self-sufficient in skills needed to complete work</td>
<td>📏</td>
<td>Developers need to consult with the other roles in the team</td>
</tr>
<tr>
<td></td>
<td>Micro-services architecture</td>
<td>📏</td>
<td>📏</td>
<td>Teams work on decentralized parts of the product</td>
<td>📏</td>
<td>Architecture defines how the separate parts work together</td>
</tr>
<tr>
<td></td>
<td>Submitted pull requests need two reviewers</td>
<td>📏</td>
<td>📏</td>
<td>Some need for coordination to perform code review</td>
<td>📏</td>
<td>Need to consult with code reviewers</td>
</tr>
<tr>
<td>Establish convention</td>
<td>Teams follow a pull-based workflow</td>
<td>📏</td>
<td>📏</td>
<td>Developers can contribute fixes to other teams without the need for permission</td>
<td>📏</td>
<td>Developers need to keep in mind the goal and objectives of the other team</td>
</tr>
<tr>
<td></td>
<td>Teams practice code peer review</td>
<td>📏</td>
<td>📏</td>
<td>Developers need to coordinate review with other teams</td>
<td>📏</td>
<td>Clarity about how another team’s work fits with strategic intent</td>
</tr>
</tbody>
</table>
Table 5.4: Practices to address the challenge of scaling autonomy, grouped by purpose and related to levels. Each practice is assigned levels of autonomy and alignment with a corresponding explanation.

<table>
<thead>
<tr>
<th>Purpose</th>
<th>Recorded practice</th>
<th>Level of practice</th>
<th>Autonomy</th>
<th>Explanation</th>
<th>Alignment</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Clarity of purpose</strong></td>
<td>Offsite notes are visible</td>
<td>🟢</td>
<td>🟢</td>
<td>Artifacts enable teams to act independently</td>
<td>🟢</td>
<td>Artifacts provide point of reference</td>
</tr>
<tr>
<td></td>
<td>Decisions on key products directions are transparent</td>
<td>🟢</td>
<td>🟢</td>
<td>Some need for coordination to provide feedback</td>
<td>🟢</td>
<td>Establish shared understanding</td>
</tr>
<tr>
<td></td>
<td>There are ways to provide feedback on decisions on products</td>
<td>🟢</td>
<td>🟢</td>
<td>Some need for coordination to provide feedback</td>
<td>🟢</td>
<td>Establish shared understanding</td>
</tr>
<tr>
<td></td>
<td>There are organizational roles to communicate product directions to teams</td>
<td>🟢</td>
<td>🟢</td>
<td>Some need for coordination to arrange communication</td>
<td>🟢</td>
<td>Establish shared understanding</td>
</tr>
<tr>
<td></td>
<td>Access to repositories is open (internally in the organization)</td>
<td>🟢</td>
<td>🟢</td>
<td>No need to ask for permission</td>
<td>🟢</td>
<td>Access to information to understand strategic intent</td>
</tr>
<tr>
<td></td>
<td>Progress and status of all teams are visible</td>
<td>🟢</td>
<td>🟢</td>
<td>Allows teams to work independently</td>
<td>🟢</td>
<td>All parties aware of how work fits with strategy</td>
</tr>
<tr>
<td></td>
<td>Other teams mission and progress are transparent</td>
<td>🟢</td>
<td>🟢</td>
<td>Allows teams to work independently</td>
<td>🟢</td>
<td>All parties aware of how work fits with strategy</td>
</tr>
<tr>
<td></td>
<td>Teams give regular demos of their work in progress</td>
<td>🟢</td>
<td>🟢</td>
<td>Occasional need for coordination to arrange events</td>
<td>🟢</td>
<td>Transparency of actions toward objectives</td>
</tr>
<tr>
<td><strong>Monitoring dependencies</strong></td>
<td>There are regular synchronization opportunities between teams</td>
<td>🟢</td>
<td>🟢</td>
<td>Occasional need for coordination to arrange events</td>
<td>🟢</td>
<td>Transparency of actions toward objectives</td>
</tr>
<tr>
<td></td>
<td>There are impromptu synchronization opportunities between teams</td>
<td>🟢</td>
<td>🟢</td>
<td>Occasional need for coordination to arrange events</td>
<td>🟢</td>
<td>Transparency of actions toward objectives</td>
</tr>
<tr>
<td></td>
<td>Teams share their successes and failures with other teams</td>
<td>🟢</td>
<td>🟢</td>
<td>Occasional need for coordination to arrange events</td>
<td>🟢</td>
<td>Transparency of actions toward objectives</td>
</tr>
<tr>
<td></td>
<td>Employees move around different teams and learn first hand how they work</td>
<td>🟢</td>
<td>🟢</td>
<td>Need to coordinate to have people moved from other teams</td>
<td>🟢</td>
<td>Need to consult with existing members to understand how team’s work fits with strategy</td>
</tr>
<tr>
<td></td>
<td>Employees rotate roles and learn what are the responsibilities and pain points</td>
<td>🟢</td>
<td>🟢</td>
<td>Need to coordinate rotation</td>
<td>🟢</td>
<td>Need to consult with other members to understand how the role fits with strategy</td>
</tr>
<tr>
<td></td>
<td>There is cross-pollination in tools and processes between teams</td>
<td>🟢</td>
<td>🟢</td>
<td>Occasional need for coordination to arrange events</td>
<td>🟢</td>
<td>Transparency of actions toward objectives</td>
</tr>
<tr>
<td><strong>Teams learning from each other</strong></td>
<td>Ubiquitous personas</td>
<td>🟢</td>
<td>🟢</td>
<td>Artifacts enable teams to act independently</td>
<td>🟢</td>
<td>Artifacts provide point of reference</td>
</tr>
<tr>
<td></td>
<td>There are templates, and design and coding guidelines available</td>
<td>🟢</td>
<td>🟢</td>
<td>Artifacts enable teams to act independently</td>
<td>🟢</td>
<td>Artifacts provide point of reference</td>
</tr>
</tbody>
</table>
reviewers per pull request, other teams may assign fewer or more reviewers, or give provisional approval for pull requests. The program manager verified 27 of the 30 practices as followed by Atlassian’s teams (3 practices were not verified because they may vary with teams). The differences that were noted between my interpreted categorization and program manager’s external audit are shown in Table 5.5 below.

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Autonomy/Alignment interpreted</th>
<th>Autonomy/Alignment validated</th>
<th>Explanation of disparity</th>
</tr>
</thead>
<tbody>
<tr>
<td>The backlog is decided by the team</td>
<td>🌟🌟🌟</td>
<td>🌟🌟🌟</td>
<td>Medium autonomy because tasks need to be aligned with the product/company strategy</td>
</tr>
<tr>
<td>Micro-services architecture</td>
<td>🌟🌟🌟</td>
<td>🌟🌟🌟</td>
<td>Medium levels because of need to coordinate the transition to the architecture</td>
</tr>
<tr>
<td>There are ways to provide feedback on decisions on key product dimensions</td>
<td>🌟🌟🌟</td>
<td>🌟🌟🌟</td>
<td>Medium alignment because of the need to review and discuss the decisions</td>
</tr>
</tbody>
</table>

Table 5.5: Practices that were only partially validated during external audit

During the exit interview the program manager mentioned that the concepts of Autonomy and Alignment were not easy to relate to, and we proceeded to go through the practices so that he had a chance to explain and/or amend his answers. There were no changes made to the answers that the program manager gave, but he elaborated on his answers and the rationale of his responses. The small difficulty faced by the program manager in relating to the concepts right away, speaks to how the concept of Aligned Autonomy is not followed consciously at Atlassian and it is not the result of articulating the purpose to lead the organization via Directed Opportunism. Nevertheless, the empirical approach that Atlassian has taken in structuring its teams, giving them freedom, communicating strategy to them, and addressing the scaling challenges of agile practices, seems to agree with the concepts, evident by the categorization of the practices presented above. As a result, there is an indication that the concept of Directed Opportunism and the model of Aligned Autonomy are useful frameworks to guide the scaling efforts of agile practices in software companies. The practices that I have presented and the rationale behind them can act as useful guidelines to organizations that are facing similar challenges. While this is not an extensive and comprehensive validation of the categorization and other people could offer other views, the overlap between the researcher’s interpretation and the practitioner’s validation is considerable.
5.7.3 The interplay of autonomy and scale: Agility, growth, and cultural values

Current software engineering research recognizes that growing and large software organizations feel the pressure to quickly adjust to swift market changes [177], and that development speed needs to remain high to keep up [179]. To accommodate both speed and frequent change most modern software companies follow agile practices in their development [101]. Recent trends in software engineering call for scaling the agile concept to the enterprise level [112], however, offering advice on best practices to do so [126]. Following agile principles under conditions of fast growth is an identified challenge because companies are looking for speed and good inter-team communication that keeps everyone on the same page. In the view of major companies in the software industry “where most companies fail is doing both at the same time without hindering the development cycles” ([177], p. 984). It is this identified need, and potential failing point for many software companies, that requires a systematic approach.

The Atlassian study has interesting findings for both aspects of handling growth: how to scale agile practices to facilitate speed, and how to implement an agile mindset at an enterprise level.

One interesting point to discuss out of the Atlassian study is how to use agile practices to address the potential delays brought on by the increased number of people that participate in operations. Agile teams are largely self-organizing and have some freedom to make decisions and organize their work. The self-organization built into agility is one way Atlassian used to address scaling issues; by having teams self-organize they only ever need to deal with their own small scale than the collective large one. In this study (influenced from the findings described in Chapter 4) self-organization served as the conceptualization of autonomy. The Atlassian study showed that agility at scale becomes an issue of handling autonomy at scale.

Autonomy in Atlassian’s case was discussed alongside alignment. We saw that the organization uses several scaling strategies that build on autonomy but there is also emphasis on articulated guidelines and synchronization opportunities between the autonomous entities. At the same time, Atlassian’s organizational culture forms another mechanism of alignment. As internally public roadmaps, transparent decision making, and synchronization meetings help communicate the intent for the strategic outcomes, Atlassian’s values play their part in articulating the intent for or-
ganizational behaviour. The organization’s five official values describe employees that appreciate and practice transparency, team spirit and responsible autonomy; they are the guidelines of good organizational citizenship and set the criteria based on which to make autonomous decisions. While these are the values Atlassian specifically aspires to, on an abstract level they can transfer to other organizations too. Transparency, shared ownership, clarity of purpose, and aligned autonomy, were key concepts in the Atlassian case study, and play a part in making the scaling strategies work.

The interplay between work practices and values is important to keep in mind, not only for the existing Atlassians, but also to form hiring criteria. Hiring was described by executives as a key component of the organization’s successful operation, where the focus is on cultural fit more so than on technical excellence. As was described by the interviewees, success in hiring people with good cultural fit makes it easier for the alignment mechanisms to work because individuals and teams are already in line with the mindset of the organization. Any software company looking to learn from Atlassian’s example should be taking away the message that establishing what it believes in and stands for through common values is an essential foundation for the work practices or scaling strategies to work.

The Atlassian case also highlighted that agile work practices can scale across all functions of the organization, not restricted to software development. This concept goes as far back as Takeuchi and Nonaka’s [198] discussion about agile methods in the product development research area. They advocated self-organizing project teams and subtle control (concepts that strongly resemble autonomy and alignment) and that agile methods should be systemwide, covering the organization’s strategy, its product, and its development function. More recently this need for integration between business strategy and development has been described as BizDev [74], within the concept of Continuous software engineering [75].

Continuous software engineering (or Continuous Star [75]) is a holistic view of software development, as placed within and connected to the organizational environment. It pulls together several trends in software engineering aimed toward continuous delivery, assessment, and improvement. One of the key aspects of the concept of Continuous software engineering is the idea of BizDev — the close linking of business and software development in organizations — as a potential remedy to the usual disconnect between these functions.

The work practices at Atlassian seem to be congruent with the BizDev idea. Atlassian used organizational vision and strategy as an aligning factor, facilitated by the
culture of transparency in strategic decisions and public (within the organization) discussion about them with all employees. This approach created a shared understanding between employees that they carried over when making their autonomous decisions. As an example, the templates used for documenting technical specifications or feature descriptions included a field to explain how the particular item relates to the vtfm. In that sense the practices I described throughout the Atlassian study show approaches to implementing BizDev and could address long-recognized gaps and mismatches between development and other functions in the organization, such as marketing, legal, support etc.

5.8 Threats to validity in the study

It is possible that since one of the foci of the study was culture, participants in the interviews tried to paint a more favourable picture that what happens in the real day-to-day life in the organization. I mitigated the risk by using multiple sources of information and reviewing documentation for a year. In both my observations and in the documentation there were many indications that the culture and openness that was described were a real and significant part of the organizational life. What is more, all the members of the organization that I interviewed and interacted with during the project were also very open about their challenges and concerns. As such, I have confidence that the findings represent the reality of the organization.

While I spent two weeks on site — which could be considered a short time — I interviewed and observed a diverse set of roles in the San Francisco office. However, I did not visit offices in other locations and it is, therefore, likely that the findings are not representative of the entire organization. Yet, two of the interviewees had experience with the Sydney office; one of them was a visiting program manager from headquarters, and the other one was an employee on secondments for the past year. Their interviews showed that the practices that we talked about were followed in both locations. To further address the risk, I relied on triangulation whenever possible, combining evidence from interviews, observations, documentation, and the satisfaction survey. Finally, I conducted an interview that served as external audit with a program director in Sydney who was overseeing the project. As preparation for the interview I asked the program manager to fill out a survey and review the list of practices I compiled; he confirmed that all practices are used at Atlassian as a whole.

Regarding external validity, the findings and their analysis come from one organi-
zation, which poses questions about representativeness. Yet, the goal in the study was to identify contextual factors such as strategy and culture. The cultural concepts of Aligned Autonomy have been described by practitioners in other companies through company blogs, and there is overlap with the study findings.

5.9 Conclusion

The question driving this chapter had to do with the potential risks of scaling autonomy and the practices that software teams and organizations use to address them. The study I presented explored the application of agile development and work practices under conditions of rapid growth, and across an entire organization.

The study shows that a model of collaboration via aligned autonomy at the scale of the organization comes with certain challenges, and I reviewed a number of practices used to address them. Atlassian’s overarching approach was to cultivate a culture of Aligned Autonomy to address the challenges; built on transparency, open communication, and involvement. With such culture, the teams and individuals share a common rationale and purpose that guides their autonomous actions.

While autonomy in this chapter was conceptualized as self-organization to include the freedom in organizing work, one thing that surfaced was that the freedom also comes with responsibility of alignment with organizational strategy. In that sense, autonomy seems to carry a meaning of self-management or empowerment; individuals and teams are given the freedom and are empowered to take ownership of what they decide to do. For the autonomous decisions to be effective, individuals and teams need to have clarity of purpose and knowledge of the strategic intent. In Atlassian’s case the rationale and purpose were broadcasted and disseminated by blogs and open communication. On top of that, intent was communicated by managers acting as messengers between groups and hierarchical levels, although I did not explore this aspect in the study, which can be considered another limitation. I made managers the focus of the next case study I conducted at Microsoft, and later reflected on how the management insights from Microsoft related to the observations and lessons learned at Atlassian.

The role of the engineering manager is understated in software engineering, and the function of the manager as messenger and translator of strategic intent is not readily what we imagine they do. I explore the attributes and role of the engineering manager in depth in the next chapter, where I describe a study that shows what role
managers play in environments that value autonomy, and developers make some of the decisions that managers used to make.
Chapter 6

Autonomy as empowerment —
The Microsoft study

“Any truth is better than indefinite doubt”.
Sherlock Holmes – The Yellow Face

This chapter discusses the attributes that are perceived to make great software engineering managers in an environment that values autonomy. The discussion is based on an empirical study of developers and managers at Microsoft and how they view the role of the software engineering manager.

Case studies from diverse industries — reported both in consultancy reports [219] and academic articles [87] — show that great managers make a significant difference in the performance of teams and organizations [210]. Conversely, the wrong person in a manager role has detrimental effects on employee engagement, productivity, and the quality of produced results [14]. As software development today is done in teams, for all but the most trivial programs, managers are essential to organize the collaborative effort of creating good software and support the people that carry it out. Yet, despite the potential impact, the software engineering literature offers few papers on people management in software engineering teams.

As we saw in Chapter 2, often in highly hierarchical organizations managers make decisions on the nature and priority of work, and assign it to workers. Both theory and practice have looked outside that model however, and nowadays organizations are looking for ways to empower and inspire their knowledge workers — we saw evidence of that in the case described in Chapter 5. In such empowering environments, where employees (in our case, developers in particular) can make decisions on the na-
ture, priority and assignment of work, what is the manager’s role? More specifically, what are the attributes of great management in an environment of empowerment and autonomy? I address this question in this chapter and the study I describe. The evidence I offer comes from an in-depth investigation of engineering management at Microsoft – a large, established, and successful software company.

6.1 Why study Microsoft

Three reasons led to the selection of Microsoft as a case study setting. First, Microsoft is a large software company, with multiple layers in its management structure. As a result, it is possible to gather information about management practices and concerns, and also get multiple perspectives. As I will discuss in the methodology of the case study, I had the opportunity to elicit feedback from developers, team leads, and two management levels, in my investigation of the role and attributes of engineering managers. That the organization is long established also means that there is wealth (and probably diversity) of experience in what has and hasn’t worked in engineering management.

Second, Microsoft has gone through a shift in its organizational culture in the last few years. When the current CEO took over in 2014 he talked about a change in Microsoft’s culture, one that should be based on a mindset of personal learning and growth. The “growth mindset” is a concept taken from Carol Dweck’s book [65]. In the book, the Stanford Professor of Psychology discusses the difference between two set of attitudes someone can hold; the traditional “fixed mindset” or her proposed “growth mindset”. Under a fixed mindset, a person believes that talent and abilities are fixed and, therefore, spend their energy trying to avoid failure. On the other hand, under a growth mindset, a person believes that their talents can be developed through hard work and support from others, and therefore failure is seen as a learning opportunity. Based on Dweck’s research, individuals with a growth mindset tend to achieve more and put more energy into their development. On the organizational level, whole companies can embrace a growth mindset as an approach to leadership, to empower their employees; Microsoft is one of those companies. That Microsoft embraces such a mindset is signal that it is looking to empower its employees and

\[1\] http://www.businessinsider.com/microsofts-ceo-email-2014-7
\[2\] https://hbr.org/2014/11/how-companies-can-profit-from-a-growth-mindset
\[3\] https://hbr.org/2016/10/how-microsoft-uses-a-growth-mindset-to-develop-leaders
that it enacts autonomy at least to some degree.

Finally, Microsoft is a successful software company. While skeptics might see that as meaning an “elite” organization with no generalizable findings to offer, I see it as a (rare) chance to learn from one of the best software organizations. The way Microsoft approaches engineering management may well be a contributing factor to its success and, as such, of critical importance to understand on both theoretical and practical fronts.

6.2 Case study setting and methodology

If someone wants to understand how to manage software engineers and teams thereof today, they will face two challenges. On the one hand, not much research has focused on managing software engineers. The software engineering literature equates management with managing the software project, not people. Recent software development approaches like Lean and Agile have nuggets of wisdom for how to manage people, but mostly look for processes that make efficient use of time and skills. We still don’t know what to look for in a great engineering manager, and how to further develop their skills to support the software teams they manage.

On the other hand, one cannot – with confidence – simply import general management principles and lessons from other domains. Why?

- **Management gurus suggest that established management principles should be revisited.** In a recent Distinguished Guest Lecture, Harvard Business School visiting professor Gary Hamel noted that management has not kept up with profound global shifts, remaining unchanged in the last 60 years 4. Other experts also question the applicability and relevance of known management principles [154].

- **Software engineering practitioners approach management with skepticism (and disdain);** some argue that the creativity and high skill level of software engineers makes managing them a special challenge [172]. Google even found itself in the position of having to remove managers to convince its employees and leadership through data that managers are not only necessary, but impactful 5.

---

5 [http://on.inc.com/1s8yu4a](http://on.inc.com/1s8yu4a)
There is an underlying assumption that the same management practices would apply to all knowledge workers, but this assumption has not been investigated or verified.

There is a need to investigate engineering management and the elements that make it up, especially given shifts and trends that software engineering is experiencing currently, such as decentralization and autonomy. Such a study can shed light on how management practices transfer over to software engineering, put management strategies in context to be helpful in software engineering, and help convince the skeptics – be they engineers, managers, or academics. In the rest of the chapter I describe a study that addresses this need through an investigation specifically of software engineering management at Microsoft – a modern software company – enlisting the views of both managers and engineers.

6.2.1 Research goal and questions

The research goal behind this chapter is to understand how software engineering managers function and what can make them great in an environment that empowers developers and gives them autonomy in their work; given such understanding both theory and practice can capitalize on the positive impact of great managers on motivation and engagement [98].

In the study I am presenting I looked for attributes that characterize great software engineering managers, why and how these attributes are important, and how they are put to use. Although I knew that Microsoft’s organizational culture puts emphasis on empowerment, I avoided framing the study particularly about autonomy to the participants. The goal was to not risk biasing the participants’ perception of how autonomy is experienced and how important a part it plays in their work – I rather trusted that if autonomy is as central as the organization claims it is in their practice, it will be reflected in the data. Autonomy did organically surface as a critical factor of software engineering management, and alongside it I was able to probe and extract other important parts of the software engineering role.

6.2.2 Data collection and analysis

The project was approved by the University’s Ethics Board, the certificate of approval is provided in Appendix C.
The research methodology comprised two high level phases. In the first, exploratory, phase, I interviewed 37 software engineers and engineering managers to identify important attributes of great software engineering managers. In the second, confirmatory, phase, I developed and deployed a survey to a larger population.

**Interviews**

I used interviews to identify the important attributes that make a great software engineering manager as well as understand why such attributes are critical and how they manifest in software engineering contexts.

**Participant selection.** I purposely sought to interview a diverse group to capture as many varying opinions and experiences as possible. To that end, I used a *stratified purposeful sampling approach* [164] to recruit interviewees. This selection strategy is a form of *Maximum Variation Sampling* [164] and is appropriate when “the goal is not to build a random and generalizable sample, but rather to try to represent a range of experiences related to what one is studying” (p. 52). To capture multiple perspectives, I interviewed *software engineers* (those being managed), and managers at multiple levels.

*Software engineering manager* (or simply, *engineering manager*) is the name of a particular role at Microsoft. These managers are responsible for delivering results through one or more teams of engineers; they assist the team with goal setting, handle hiring decisions, manage resources for the team(s), and are responsible for guiding the engineers’ professional development and reviewing their performance. As part of communicating business direction to their team(s), engineering managers liaise with other teams and meet with upper management. Before major releases, engineering managers represent their team in cross-team discussions about project status, and decisions on the features that ship to customers.

Although the current study focuses on the engineering manager role, I elicited the perspectives of managers at multiple levels. These included *team leads* (often owning a feature with a small number of engineers reporting to them), *engineering managers*, and *upper level managers* (those that hire, advise, and review engineering managers). Since I found that responses were in alignment across the different management roles, I make no distinction in the remainder of the chapter; I simply divide those interviewed and surveyed into engineers and engineering managers.

For both engineers and managers, I selected participants along the dimensions
Table 6.1: Participants in the role and experience dimensions

<table>
<thead>
<tr>
<th>Role</th>
<th>New</th>
<th>Experienced</th>
</tr>
</thead>
<tbody>
<tr>
<td>Engineer</td>
<td>P1, P2, P3, P4, P5 (out of 50)</td>
<td>P6, P7, P9, P18, P20, P23, P26 (out of 40)</td>
</tr>
<tr>
<td>Team Lead</td>
<td>P27, P30 (out of 10)</td>
<td>P28, P31, P32 (out of 10)</td>
</tr>
<tr>
<td>Manager</td>
<td>P11, P12, P14, P17, P19, P21, P22, P25 (out of 40)</td>
<td>P8, P10, P13, P15, P16, P24 (out of 40)</td>
</tr>
<tr>
<td>Upper Manager</td>
<td></td>
<td>P29, P33, P34, P35, P36, P37 (out of 20)</td>
</tr>
</tbody>
</table>

of experience (new to the role – hired in the last 6 months – or long time in their current role – longer than 5 years), number of employers (has their entire career been at Microsoft or have they worked elsewhere), gender, organizational level (engineer, team lead, engineering manager, and upper level manager), and product group (e.g., Windows, Office, Azure).

I sent recruitment emails to a random sample ranging between 10 and 50 people, depending on the size of the stratum. For those that accepted, I sent a follow up email before the interview asking them to rank the top five most important attributes from a list of 16 manager attributes (I refer to those as seed attributes in the rest of the chapter). The list of seed attributes was compiled based on the annual company poll where Microsoft employees evaluate their manager (11 attributes) and my review of additional management literature [142, 94, 61, 195, 82] (5 attributes, one from each of the studies); I added attributes found in the literature that were not already included in the company poll or very similar to those. I also provided space for the participants to add other attributes that they felt were important.

Table 6.1 shows the role and experience of the 37 interviewees. In the parentheses I provide the number of participants that I sent invitations to from that stratum.

**Interview protocol.** All participants were asked – regardless of their level – to refer to and talk about the engineering manager role. I asked interviewees basic demographic questions; the information collected was the participants’ number of years of professional experience, the number of different companies they worked in, and their current role at Microsoft. Next, we had an in-depth discussion of three of the attributes I selected from their top five seed and write-in attributes. I determined that a discussion of three attributes could pragmatically fit in the time I had with the participants to both collect all the information I needed, and not rush their answers.
This was confirmed as a fitting strategy after the first few interviews. The attributes were selected for discussion based on the ranking given by the participant; I chose the highest ranking attributes. When interviewees had provided write-in attributes that they felt were more important, I gave those priority in our discussion. Gradually, as I achieved saturation regarding some of the attributes, I intentionally picked for discussion attributes that I had less information about as long as the participants had highlighted them as important (i.e. were in the top five).

I asked why they felt each attribute was important for great managers to have. I also asked about strategies to gain or utilize the attribute (for managers) to ensure my understanding of the nature of the attributes, and to offer actionable insights from the study. I intentionally used the abstract term “great” without providing a definition so as not to bias interviewees and instead gain an understanding of what it meant to them. I accomplished this by employing a “War Story” elicitation procedure to explore concrete experiences from the interviewee related to the attribute [134]. I explained that I was interested in experiences they had any time during their development career, not limited to Microsoft, and also asked them not to use names or indicate whether various experiences, thoughts, etc. referred to their current or prior teams or managers. Interviews lasted around an hour and were recorded with the interviewee’s permission.

**Analysis.** The interviews were transcribed; I then identified all attributes brought up during the interviews and performed an open card sort [189] to identify categories, and organized them into themes [143]. Each card represented an attribute that was described in an interview, either seed ones or those that emerged from the participants; 83 cards were sorted into 15 categories. The card sorting was performed with the help of a second researcher (employed at Microsoft), in two rounds. For each category, we examined the context for every card in that category and came up with a name and a short list of examples for the attribute. The interview transcriptions were then coded according to these categories.

**Survey**

I designed a survey based on interview results to validate, and see how the attributes generalize to a broader population.

**Survey instrument.** The survey instrument is provided online⁶, and in Ap-
Appendix C. The survey’s primary purpose was to assess the importance of each of the identified attributes from the interviews and determine if there were additional ones to add. The survey asked respondents to rate each attribute of engineering managers on a ten point scale from “not important” to “critical”. The displayed order of the attributes was random for each respondent. I provided the name of each attribute with a short description of examples demonstrating it in practice (see 6.2 for the text of each). I also provided a write-in question for respondents to provide attributes that they felt were important that we did not include; I received 123 responses. I reviewed the responses manually and found that they were paraphrasing or giving concrete examples of one of the 15 attributes or identifying a sub-case of one of the attributes and did not generate new input.

As with the interviews, all participants were instructed to discuss about the engineering manager role. That means that engineers and team leads were discussing a role that is organizationally above them, the engineering managers were discussing their own role, and the upper level managers were discussing a role that is organizationally below them.

The attribute being technical was mentioned by all interviewees, but the use of the term needed to be unpacked to provide better understanding (I explain this further in section 6.5). I, therefore, probed the attribute more with a scenario based question, asking respondents to pick one of two candidates for a manager position, and justify their choice. The first candidate was described as excellent technically and competent socially while the second one as competent technically and excellent socially.

Through the survey I collected gender demographics, geographical location, role of the respondent, role of the person the respondent directly reports to, size of the team the respondent is in or manages, number of years the respondent has been in their current role, and number of years they have been at Microsoft in total. This allowed me to check for differences in opinions from various demographics (e.g., gender, role, etc.).

I used Kitchenham and Pfleeger’s guidelines for personal opinion surveys in software engineering research [114]. I followed the practices suggested by Morrel-Samuels for workplace surveys [151] such as avoiding terms with strong associations, using response scales with numbers at regular intervals with words only at each end, and avoiding questions that require rankings. The survey was piloted [24] with 199 randomly selected developers, leads, and engineering managers. The pilot included an additional question at the end of the survey asking if anything was unclear, hard
to understand, or should be modified in any way. I received 26 responses (13% response rate) and based on feedback, clarified the wording of several questions. The full survey can be found in the study’s supplemental materials [2].

The final survey was sent to 3,646 people in the software engineering discipline spread across the strata described. The survey was anonymous, as this increases response rates [203] and leads to candid responses [151]. I received 563 responses, leading to a 15% response rate. Online software engineering surveys usually report 14% to 20% response rates [170].

**Analysis.** I used descriptive statistics to rank attributes and regression modelling techniques to identify demographics that positively or negatively influence the importance of the manager attributes. The details will be discussed in Section 6.6.

All the empirical evidence I present and discuss in the rest of the chapter about great engineering managers reflects the perceptions of the participants about attributes, actions and strategies. Hence, when I mention “the great engineering manager” in the text, it should be interpreted as what engineers and managers perceive as important for engineering managers that are seen as great. I use the former for brevity, and to avoid repetition.

### 6.3 Conceptual framework for great engineering managers

The study identified 15 high level attributes of great software engineering managers; they are listed in Table 6.2 with a description for each and a quote capturing the participants’ impression. I also organized the attributes into a conceptual framework, in Figure 6.1. The 83 attributes identified during the interviews and surveys were qualitatively analyzed and card sorted in the 15 attributes I present in this chapter. Of these final 15 attributes, 6 (40%) map back to seed attributes; 4 (27%) to the Microsoft Poll and 2 (13%) to the management literature. The remaining 9 attributes (60%) were write-in attributes provided by the participants.

The framework is organized along two dimensions, labeled on Figure 6.1: the levels of interaction, and the engineering manager’s functions. The engineering manager seems to be interacting on two levels; with the individual engineer, and with the engineering team or other entities in the organization. This is symbolized at the top of each column in Figure 6.1. The vertical, dashed-lined grouping in the framework
Figure 6.1: Conceptual framework for great software engineering managers shows the relevant attributes for each interaction.

A second categorization of the attributes surfaced from the data, around three functions of the engineering manager: *cultivating engineering wisdom, motivating the engineers*, and *mediating communication*. In Figure 6.1 the functions are mentioned in short by the words *cultivates, motivates*, and *mediates*. These reflect the perceptions of the involved parties, not just the job description. The horizontal grouping with solid lines in Figure 6.1 shows the relevant attributes; I present all identified functions and attributes in detail in Section 6.4.

Throughout the chapter, I use icons to indicate the dimensions the attributes belong to. For the level of interaction, I distinguish whether the interaction is with the team (👨‍💼) or the individual (👩‍💼). For the manager function, I signal when the attribute relates to the manager cultivating engineering wisdom (👩‍💼), motivating the engineers (👨‍💼), or mediating communication (🔗).

Two attributes – **being technical** and **being available** – are relevant in all interactions and functions. I note this because these attributes were often mentioned by participants as being pre-requisites to, or supportive of, the other attributes (*e.g.*, a manager would need to be technical to facilitate external communication with another
Table 6.2: Attributes of great software engineering managers, each with a short description and representative quote. The attributes in the table appear in descending order of importance based on the results of the quantitative analysis, described in 6.6.

<table>
<thead>
<tr>
<th>Attribute and description</th>
<th>Representative quote</th>
</tr>
</thead>
<tbody>
<tr>
<td>☮️ Maintains a positive working environment - to provide flexibility to balance work and personal life, energize the team through organizing events, celebrate team successes, and ensure good morale</td>
<td>“Take them out to lunch, or have birthday cakes etc. Everyone needs to come in with energy to do their best.”</td>
</tr>
<tr>
<td>☮️ Grows talent - to provide opportunities for challenging work, suggest training for the engineer to gain industry-relevant skills, and provide actionable feedback to improve engineer performance</td>
<td>“Your manager is your direct connection to your career; if they're not giving you good projects you might as well not work here.”</td>
</tr>
<tr>
<td>☮️ Enables autonomy - to provide freedom on how engineers work, show trust and support for their decisions, and help engineers be independently responsible</td>
<td>“I tell them where I would like to end up; the way there, they are the ones that know better how to get there.”</td>
</tr>
<tr>
<td>☮️ Promotes fairness - to show appreciation for the engineer’s contributions, hold themselves accountable for the team’s progress, and recognize value publicly while correcting the engineer privately</td>
<td>“Think back to what you liked when you were 5 years old and what made you happy, what was the gold star. Cheering, people like it and they want it.”</td>
</tr>
<tr>
<td>☮️ Recognizes individuality - to understand each engineer’s strengths and weaknesses, value diverse perspectives in the team, and fine tune the definition of success to each individual’s talents and interests</td>
<td>“I felt that my manager was interested in what I was doing, you feel like someone’s in your corner and they are rooting for you.”</td>
</tr>
<tr>
<td>☮️ Inspires the team - to be viewed as a leader, to respond in situations individually rather than have general approaches, and demonstrate passion about their work, their team, and the company</td>
<td>“In a battle no one follows a manager into war, everyone follows a leader, and it’s about whether you are telling people what to do or if you are coaching them.”</td>
</tr>
<tr>
<td>☮️ Supports experimentation - to encourage the engineer to try out new things, and signal a safe environment for unsuccessful attempts</td>
<td>“Discovering that something isn’t going to work is not a problem, it’s about evaluating what is the best solution.”</td>
</tr>
<tr>
<td>☮️ Clears path to execution - to shield the engineer from randomization, remove distractions and blockers, and help to resolve issues or conflicts</td>
<td>“I had a manager, she kept the path clear for me to do my work, to go sit down and code for 10 hours. That was perfect.”</td>
</tr>
<tr>
<td>☮️ Drives alignment - to share information about higher-level context, explain the business intent for the product/service, create a mission with input from the team, and set clear goals for the trajectory</td>
<td>“They have to know and believe in it, it’s about what our mission is and why is that important, why does it matter.”</td>
</tr>
<tr>
<td>☮️ Builds team culture - to demonstrate the rules, norms, and habits of the team, and create ?what this team believes in? with input from the team</td>
<td>“We have a culture of openness in the team; very open conversations about what works and what we should improve.”</td>
</tr>
<tr>
<td>☮️ Guides the team - to coach engineers on quality aspects (e.g. scalability), provide guidance through appropriate questions to engineers struggling with their tasks, and help the engineer build independent decisions making skills</td>
<td>“If the requirements change I don’t want to redesign. I want to make sure they have thought about scalability and extensibility.”</td>
</tr>
<tr>
<td>☮️ Is available - to signal themselves as approachable, and devote time to the engineer when needed</td>
<td>“I ask the manager if he has 5 minutes and he always says yes, and then 20 minutes later he is still there.”</td>
</tr>
<tr>
<td>☮️ Facilitates inter-team interaction - to act as a buffer with other teams and managers, negotiate what the team can provide when, and mediate their own team’s requests to other teams</td>
<td>“I will make sure it bubbles up and I correspond with my peers to make sure that we get what we need, but you have to not micromanage.”</td>
</tr>
<tr>
<td>☮️ Is technical - to be knowledgeable about the system and technologies the engineer is working with, understanding the complexity of problems and solutions, and have input for design dilemmas</td>
<td>“The manager keeps up with languages, platforms, development practices. Otherwise they will not have the respect of their team.”</td>
</tr>
<tr>
<td>☮️ Builds a relationship with team members - to take an interest in the employees’ life outside work, and care about them as a person</td>
<td>“Treat them as a friend, I think that is what I learnt, you have to build the relationship first, the work part is much easier.”</td>
</tr>
</tbody>
</table>

To indicate this, in the framework I show these two attributes encompassing all the rest.
I hasten to note that while I identified 15 attributes from coding the 83 that emerged from the interviews, they are not completely independent of each other and inter-relationships exist between them. For instance, the attribute supports autonomy may enable the attribute of grows talent. As this study is an initial exploratory foray into identifying and characterizing these attributes, I do not explore the subtle relationships between them.

In an effort to evaluate how well the identified attributes and the conceptual framework represent the ideas of participants, I conducted member checks, a technique used by researchers to evaluate the internal validity or “fittingness” of a study [220]. I reached out to those I had interviewed to elicit feedback on the attributes and conceptual framework. Of the 37 individuals interviewed, 31 were still employed at Microsoft and not on leave. Of these, 16 provided feedback (ten managers, three leads, and three engineers). All indicated that the attributes and framework accurately captured their views and experiences. Interestingly, one respondent indicated that it would be a high bar for a manager to embody all attributes while another indicated the attributes were required only for a “good manager” and that a “great manager” should exceed them. Many were enthusiastic about the results and asked to share preliminary drafts of this chapter with others.

6.4 The functions of great engineering managers

In this section I present qualitative evidence for the attributes. I use representative cases, examples, and quotes that came out of coding a discussion of each particular attribute with interviewees. The findings are thus contextualized, showing why attributes are considered important and how they are instantiated. I indicate whether a quote comes from an engineer (E) or manager (M), and the participant ID. The attributes are presented following the horizontal grouping in Figure 6.1: cultivates, motivates, and mediates.

The attribute is available has a simple description (see Table 6.2) and I have not included it in the detailed presentation of the attributes below. Yet, it was reported as important for helping engineering managers achieve the other attributes.
6.4.1 Cultivates engineering wisdom

Developers and managers described great engineering managers enabling the autonomy of engineers. The manager communicates and explains the desired outcome (see Drives alignment later), but the engineer is seen as the expert of implementation and owns decisions such as picking tasks and tools. One manager described this, linking it to higher speed in their team:

M “We inherited a pile of code, and discovered one piece was entirely busted. Should we fix it or should we rewrite it? The guidance was “get this thing to work 100% bulletproof”. We started rewriting it from the ground up with TDD [Test Driven Development], the team made that decision. We got it figured out in an afternoon when it takes a person a week.” [P11]

The engineer needs context informing their decision-making in order to enact autonomy [178]. A common way of enacting autonomy, described in interviews, was involving the engineer in discussions usually owned by managers, e.g deadlines.

M “I leave almost every decision to the engineer if they feel strongly enough about it. Say a partner needs something by a particular deadline, even then I would give a lot of leeway. I would not say “we have to have this done by this time”, I would present the rationale and ask how we can meet this, or if meeting this is even the right thing for us to do.” [P13]

The autonomy also manifests on the team level, with room for the engineers to collectively decide on coding conventions, and development process.

Engineers develop their skills as they try new things [66], while newcomers can familiarize themselves with a project’s landscape [53]; the great engineering manager supports experimentation. Both new hires and senior developers favoured this attribute, for different reasons. New hires saw benefit in experimenting in that they build their skills. For senior developers, the benefit was that they have the chance to keep up with new technologies. However, experimentation should be safe and the engineering manager needs to signal that.

Ε “Nobody wants to report failures. Then it’s less stressful to do what other people do, rather than try something new. It has to be somehow communicated that we will let you try out stuff with the assumption that if it doesn’t work it’s fine.” [P7]

Managers agreed experimentation with safe haven is important for getting good ideas on the table, but also try to be cautious of potentially introducing technical
“We built someone’s fun project into a product. Since we rely on that tool we have debt now to pay because the person did it as a hobby and wanted to make progress fast and not disturb any project work. We encourage that but if we don’t do it with some quality gates, we inherit more debt later.” [P14]

The room for autonomy and experimentation supports another attribute of the great engineering manager, that of **growing talent**. The interviewees reported three main ways to enable talent growth.

First, by **providing opportunities for challenging work**; the great manager picks the scope and priorities for the team to have impact toward overall goals, and provide learning and experience.

“You want to advance and grow and not necessarily do test automation for 10 years. I think that’s where they need to look out for you and make sure you are working on something that will advance your skills.” [P2]

Second, by **providing timely and actionable feedback** to improve the engineer’s performance; developers see such feedback as a signal that the manager is invested in their progress and career, and helps establish trust toward them. Managers commented that giving negative feedback is a tough process but that postponing giving negative feedback is a property of bad managers; the delay only leaves less time to the engineer to address their performance issues.

Third, managers described **providing learning opportunities** for the engineer to learn something on the job, instead of telling them how to approach it. One manager said:

“I ask a new hire to take difficult tasks on. By failing we are going to find out where you need the help and then you will go to person X and ask them for help.” [P31]

While managers find that such a strategy works, they cautioned about people too introverted to collaborate with others or ask for help – especially if they have strong technical knowledge themselves.

The great engineering manager establishes and demonstrates the habits of the team, and what the team believes in; in this sense they **build the team culture**. The culture covers issues that have to do with the quality of work the team aspires to:

“Messaging to the team “our goal is to ship a product with 0 known bugs” is a very aspirational goal, but it should be everybody’s goal. You may not know what the bug
is or how to fix it, that’s a different thing, but there should be no concept in people’s head that it’s okay to ship with bugs.” [P21]

The great engineering manager guides the team by coaching developers on quality aspects; implementation decisions are left to engineers, but the manager ensures that software quality aspects like reliability, scalability, availability, and extensibility are considered.

Similar to enabling autonomy, the technique that managers agree works better is to ask questions rather than give directives, and involve the team.

“‘It’s more about asking questions instead of providing direct answers, getting the team together for brainstorming to determine direction instead of making decisions for people. Even if you already know the outcome you need the team to get to, you can help them arrive to the same conclusion and guide the conversation that way.”’ [P27]

Developers and managers pointed out the importance for the developers to be convinced about the direction, connecting it to job satisfaction, and turnover in the team:

“If the engineers don’t feel they are doing something important it doesn’t matter if it’s going to get them a promotion or money because they will feel they are doing nothing with their lives, because they spend so much time at work. If they don’t hear from my boss that something is important to do it’s hard for them to buy into the idea of doing this, and that guarantees churn.” [P14]

### 6.4.2 Motivates the engineers

Developers and managers agreed that a great engineering manager promotes fairness in their interaction with the individual engineer. One perceived component of fairness was actively showing appreciation for the engineers’ work:

“They value your contributions, they give you feedback that what you have done is helpful, or brought success to the team or the organization. That is great motivation to engineers.” [P18]

Email – especially if upper management can be included in the communication to give more exposure to the work – and meetings were the commonly mentioned venues. Managers give opportunities to the individual engineers to present their work in team meetings where they can give positive reinforcement in front of the whole team.
Managers highlighted that showing appreciation for the engineers' contributions is important, following a maxim of “Praise publicly; correct privately” which has positive impact on the developers’ trust and motivation. A great manager holds themselves accountable for mishappenings; it acts as a form of proof that helps developers be candid when having work challenges. A manager gave the following example:

“A sometimes they forget tests for a scenario and there will be an email from management about it. I will take the responsibility, and then talk individually to the person to make sure we do a better job. They know they didn’t get hit at that point and they trust you; you protected them rather than passing blame.” [P28]

An extension of demonstrating appreciation, is that the great engineering manager builds a relationship with each team member. Knowing about personal interests beyond work helps create common ground and empathy between the developer and the engineering manager; it contributes to motivating engineers, and helps build trust with the engineering manager. Managers especially insisted on how important this attribute is to great engineering managers, and how it is frequently overlooked. Managers mentioned a different approach to how they meet with engineers, based on this attribute.

“Having 1-1 meetings in their office is better, it gives them home field advantage so they don’t feel like they are going to the principal’s office. We might talk about life and things at work, it goes back and forth. It makes them comfortable and allows them to open up about work things because we have camaraderie.” [P31]

The great engineering manager recognizes the individuality of each engineer; this attribute helps the manager tailor the work to the interests and skills of the engineer, and build a team with complementing skills. A developer described how this can impact productivity:

“I had a manager asking me what I was interested in and giving me work related to that and I felt a lot more comfortable and happier. I had a manager try to mold me to their definition of what a good engineer does and I was probably working the hardest and yet my output was probably the least.” [P9]

The great engineering manager takes steps to maintain a positive working environment for the team. One example is the flexibility to achieve work-life balance; it signals a manager personally interested and invested in the well-being of the engineer beyond the professional level. A second example of maintaining a positive working
environment is energizing the team. One of the managers mentioned that the general feeling in the stand-up meetings shows the team’s health.

M “We do daily scrum meetings that are about making fun of each other, making jokes at 10 in the morning. We can tell in the meeting a certain amount of health, and if people are happy they are generally good with their job. They will also talk to me if something is off.” [P31]

Finally, echoing the trait of showing appreciation on the individual level, managers pointed out that celebrating team successes is good for morale, and linked it to job satisfaction.

M “There is a lot of job satisfaction that comes from knowing that people care about what you’re doing. Celebrations can also be about transparency, I share all the feedback that we get from higher up – good and not so good – people like to see a direct line between what they do on a daily basis to senior leadership” [P35]

Engineers also found having a positive working environment important, sometimes even more so than the work they do:

E “I would compromise on the work or the product if the team has a positive working environment which I think the manager influences deeply.” [P9]

The great engineering manager inspires the team. This attribute was almost exclusively mentioned by managers; they felt that the engineering managers that are great are viewed as leaders, although in organizational culture, management and leadership are seen as different functions [83]. The simplest way to explain the difference between manager and leader was by drawing the line between enabling and giving a directive.

M “Managers issue decrees, whereas leaders encourage everyone to move to a certain direction. Are you telling them what to do in a way that they are on board with it, they get it, and they see it as a growth opportunity, not as a directive?” [P33]

6.4.3 Mediates communication

The engineering team has dependencies and communication needs with other teams in the organization [17]. A great engineering manager mediates information flow between their team and other stakeholders.
First, the great engineering manager **clears the path to execution**. Engineering managers recognized that any type of interruption can be detrimental to the engineers’ productivity:

\[ M \]

“The operational space for engineers is that flow moment where they are deep into writing code. The last thing they need is some random person – business person, or the manager – going “hey, have you got a second?”, you just killed half their day in that moment. Giving them the space to focus is important, just be the person that tells other people to go away. Defend their time.” [P36]

The concept of “flow”, originally introduced by Csikszentmihalyi [48] has been popularized and is now well-known and frequently cited in software engineering practice. In a state of flow, the software engineer is focused on their work and their performance is optimized [158]; unfortunately, the state of flow is fragile, and a developer whose concentration is broken needs significant time to recover. The concept of “flow” in this case is distinct from how “flow” is described in lean manufacturing and product development where it refers to a sequence of development actions, each clearly adding value to the creation of a product [75] (citing [214]).

The great engineering manager acts as a noise filter, protecting the developers’ flow state and keeping the path to execution clear for them. A manager described this further during the member checking:

\[ M \]

“[…] as an Engineering Manager I often feel that my job is to shield the team from distractions, among other things, basically to get out of their way, keep the business out of their way, and let them execute against clearly communicated/understood/shared goals.” [P14]

One strategy mentioned by the interviewees was for the engineering manager to filter incoming requests to the developer, and discuss with them individually if and how to prioritize them. The engineering manager also handles requests or changes coming from upper management, in the service of flow. Developers and managers see the great engineering manager shielding the team from changing requirements (“randomization”, in corporate lingo), and manage upwards to negotiate workload. Through insulation from randomization, the engineering manager helps the team maintain its collective flow and performance.

The great engineering manager also **facilitates external communication**; with other engineering teams, and with upper management.
Often, the engineering team has outgoing requests for other teams; the great engineering manager pushes to get what their team needs, especially if it is critical to work that is underway. In facilitating communication with external entities the manager is not bypassing the engineer or limiting their autonomy; the manager is instead using their status and connections to achieve results on behalf of their team. The other forms of external communication are performance reviews and other meetings with upper management, where the engineering manager represents the team.

The great engineering manager navigates the two attributes, clearing path to execution and facilitating external communication with upper management. On the one hand, to shield their team, the engineering manager may prioritize requests from upper management lower, or decline them. On the other hand, to advocate the teams’ work, the engineering manager needs to showcase the team’s impact on achieving organizational goals, which are closely related to upper management requests. To balance between the two situations data and prior success are persuasive factors.

“For stopping randomization I bring soft data: names, efforts assigned to them, show we don’t have capacity for more, just different priorities. Sometimes management may ask for things that are, regardless of our capacity, probably wrong, not timed right, or not scoped enough. Then I bring a deeper analysis of what the problem space is.” [P14]

The engineers’ focus is on implementation details and delivery of features; there lies a risk that the goals they see are removed from the strategic vision of the organization because they are unaware of business drivers [205]. The great engineering manager actively drives alignment between individual output and the organizational scope. By sharing strategic information about goals, and clearly explaining the intent and desired outcome, the engineering manager ensures that effort is channeled in the right direction, and that engineers know enough to make informed decisions as part of their autonomy on implementation. An engineering manager explained:

“Every team member are the experts of their area, they know the best things that can come out, but they can push in different directions. Those are their personal contributions and they feel ownership to them. My goal is to see how we can align these contributions in a way that they still feel like their own and they are now all pushing in the same direction, helping the organization move the business forward.” [P13]

As with guiding the team, the great engineering manager consults with the team
about achieving the higher level goals and does not enforce a certain path.

“I pose a question like “hey, here are some of the challenges our business is facing, how do you think you can help in these respects? Here are some seeds of lines of thinking, but help us come up with a strategy together, what are things we can do to get there.”” [P13]

6.5 Being technical

The attribute of being technical emerged consistently in the interviews, but in a rather unexpected way that warranted more careful examination.

By the respondents’ account the engineering manager, as a rule, does not produce technical output, i.e. does not write code. Respondents were explicit about a great engineering manager not making technical decisions; rather the engineers do.

What, then, is the role of technical knowledge for an engineering manager? According to the interviewees, a technical engineering manager:

- Is respected by the team
- May be more vigilant about quality issues
- Would be a fair evaluator of the engineers’ work
- Empathizes with engineers and clears the path to execution
- Would represent the team better, both to other teams and to upper management

I noticed all interviewees using the same, albeit abstract, lingo of the engineering manager being technical. To address the possibility that the interviewees meant different things concealed by the use of the same term, I contacted them and asked them to clarify what being technical meant for them; replies came back from 25 interviewees. The overlap in their responses signals they originally meant similar things; I have mind mapped their input in Figure 6.2. Being technical was described in terms of what the engineering manager should be in a position to comprehend, and how it helps.

The engineering manager needs to have enough technical knowledge to understand the engineers’ work; tools and technologies they are working with, and the system they are building. Languages and frameworks were the most cited examples of technologies.
The engineering manager should also understand the tasks engineers work on, the complexity of problems they report, and the proposed solutions. With a nuanced view of the engineers’ work, the engineering manager can facilitate their growth; they mentor and set the standards of quality through code reviews and feedback.

Comprehension also helps the engineering manager facilitate discussion of approaches to implementation, or what to build next. An engineering manager with enough technical knowledge can explain the rationale between alternatives, and ask the right questions about why one is preferable to another.

Engineers often encounter design dilemmas [50], and discuss them with the engineering manager, who is expected to act as an arbiter. In an iterative process the engineering manager makes suggestions and helps the engineer navigate their way out of the dilemma by spotting flaws and raising concerns. Overall then, **being technical** means that the engineering manager has enough knowledge to hold informed discussions that will help the engineer make decisions. Developers particularly mentioned that having enough knowledge cannot be faked, and that they can tell even from a very brief conversation if someone has enough technical understanding.

“It is very easy for the engineer to understand if the other person is technical or not. For example I may talk about something that I am working on and then I will say what I will do and how long it will take. When you discuss there will be some technical details, and they will be unable to say if you need some help or parts from other teams.” [P18]

There is an underlying tension at this point. Engineers at Microsoft (and most
companies in the tech industry\(^7\) are usually promoted to managerial posts because of their technical excellence; this explains why they find “letting go” challenging as one manager of managers explained.

\[\text{M “The biggest piece is giving up the need to jump in and do. New managers see this all the time; it may take the engineer 3 days to do something and the manager one. They have to step back and let the other person do it in 3 for the long term success of the team, otherwise that’s not people management. That’s counter-intuitive to someone who was promoted the first time because they were the best technical person on the team. You think as a software company as you move up the most senior person should be the most technical person; that probably is true from an intellect perspective but that’s not how they spend their time” [P29]}

Engineering managers who kept on producing technical output when they became managers described situations of exhaustion and burnout; they also recognized that when they continue to do technical work there are less opportunities for the engineers to grow. This highlighted that while a level of technical knowledge is required for a engineering manager – enough to cover the items in Figure 6.2 – technical excellence is not the most critical factor for greatness. This point was further explored in the validation survey.

I explored this point further in the survey with the scenario based question described in the methodology. The majority of respondents (75\%) indicated they would hire someone with average technical skills and excellent social skills (social manager henceforth for brevity), over the reverse (technical manager), as an engineering manager. When elaborating on their choice in their response, the reasons they gave are congruent with what was explained to me in the interviews, especially under the “tends to the motivational aspects” grouping. For example, the following quote from a survey participant’s response to the hiring question captures the general sentiment of the participants that chose the “social” manager:

\[\text{“Even though he is not technically 100\% great, this is something which he/she can learn fast. Inspiring others is not something you can learn overnight and this skill is precious.”}

I provide additional details from the survey about the being technical attribute in the following section.

So far I have explained all the attributes found in the qualitative investigation and

\(^7\)http://bit.ly/1bxQ3ni
why they are important, and I have described strategies to apply them in practice. I also wanted quantitative support across a broader population, which led me to deploy the survey described in 6.2.2, and the results of which I present in the rest of this section.

6.6 Quantitative support through survey results

Here I provide survey results about the attributes’ relative importance, and the view of attributes across demographic groups. I only display statistically significant results ($p < 0.05$) in the tables and figures; in the text I provide coefficients in parentheses.

Figure 6.3 shows the distributions of the importance score for each of the attributes, in descending order of mean score. For each attribute, the top portion shows a violin plot for data from engineers and the bottom from managers. The thicker horizontal bar for both top and bottom indicate the interquartile range and the small vertical line indicates the mean.

A Principal Component Analysis showed that while there is non-trivial personal tendency to responses (personal tendencies appear to account for 33% of the variance), the responses for the attribute ratings were largely independent [108]. 13 of the 15 principal components are required in order to capture 95% of the variance in the responses and (except for the first, which captured personal tendency) each component had exactly one dominant attribute that had a weight of over 0.5. This provides quantitative evidence that the attributes capture ideas with little overlap and they are largely independent. All attributes are rated quite high, with even the lowest, builds relationship with team members receiving an average rating of 7.47. The information in Figure 6.3 corresponds to the views of all types of respondents in the engineering discipline. Ratings were fairly consistent as well, as the interquartile range for eleven attributes was only two units and for the others, three units.

The highest rated attribute for great engineering managers is maintains a positive working environment (mean of 9.05), which was part of the motivational aspect of managers. Grows talent (8.98) and enables autonomy (8.91) follow in rating, demonstrating the importance of the engineering manager helping engineers develop their talents and allowing them to organize their work.

Being technical (7.84) ranked as 14th of the 15 identified attributes for great engineering managers; agreeing with input from interviews that technical knowledge is important, but not the most important attribute.
Figure 6.3: Violin plots of the distributions of importance given to each attribute. For each attribute, the top portion shows data from engineers and the bottom from engineering managers. The thicker horizontal bar indicates the interquartile range and the vertical line indicates the mean.
I related the respondents’ hiring choice of a social manager (vs. a technical manager) with two logistic regression models. The first model related the hiring decision to demographics. The results show that engineering managers (+1.17) are more strongly in favour of hiring a social manager as compared to engineers. The second model related the hiring decision to the attribute ratings. Here, 5 attributes had significant coefficients. Positively linked to the choice of a social manager were **inspires the team** (+0.18), **maintains a positive working environment** (+0.24), **builds team culture** (+0.15), and **being available** (+0.17); that is, respondents with higher ratings for these attributes were more likely to hire a social manager. On the other hand, and not surprisingly, respondents who place more importance on the attribute **being technical** are less likely to hire a social manager (-0.71).

The results of the interviews and survey taken together point to the following conclusion: **great engineering managers need a sufficient level of technical knowledge – not excellence – while people management attributes are essential.** I further discuss this finding and its implications in 6.7.3.

I looked for demographic differences in the importance rating for the attributes. For each attribute I built a linear regression model using the demographics (gender, location, role, group size, experience) as independent variables and the importance rating of the attribute as the dependent variable. Table 6.3 summarizes the results and shows only the statistically significant coefficients, grouped by demographic. Each coefficient indicates the change in importance for an attribute relative to an artificial baseline (intercept) constructed as the majority class for each categorical demographic (e.g. gender, region, etc.) and a value of zero for numerical values; the regression model intercept corresponds to a male engineer, working in the U.S. in a team of zero people with no years of experience at Microsoft. In interpreting the magnitude of the change, recall that since the interquartile range of responses for most attributes was just 2 units\(^8\), a 1 unit increase is a non-trivial change. The change indicated for engineering manager group size and years at Microsoft is the change when the demographic increases by one. For example, engineers in a team of 100 people value **enables autonomy** 0.90 units less than those in a team of 10 people.

A finding that stood out was that female participants rated **being technical** as more important (+0.84), relative to male participants. Coupled with other attributes that female participants rated more important for engineering managers – **grows talent** (+0.46) and **guides the team** (+0.53) – the findings indicate that female participants

---

\(^8\)See the thicker horizontal bars in Figure 3.
Table 6.3: Change in ratings of attribute by demographic. Each demographic’s rating for an attribute is compared to the ratings for that attribute for the majority class in that demographic category. For instance, females are compared to males and India is compared to the U.S. Each difference shown is statistically significant. Coefficients for *Mgr Group Size* is the change per additional person in the group being managed and for *Years at Microsoft* is the change per additional year at Microsoft. Positive coefficients indicate higher importance. Negative coefficients indicate lower importance.

<table>
<thead>
<tr>
<th>Demographic</th>
<th>Attribute</th>
<th>Change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Role:</td>
<td>Managers (90) builds a relationship with team members ↑</td>
<td>1.21</td>
</tr>
<tr>
<td></td>
<td>compared to Engineers (465) inspires the team ↑</td>
<td>0.98</td>
</tr>
<tr>
<td>Gender:</td>
<td>Female (59) is available ↑</td>
<td>0.60</td>
</tr>
<tr>
<td></td>
<td>Male (494) guides the team ↑</td>
<td>0.54</td>
</tr>
<tr>
<td>Region:</td>
<td>China (32) is technical ↑</td>
<td>0.83</td>
</tr>
<tr>
<td></td>
<td>compared to U.S. (410) recognizes individuality ↑</td>
<td>0.70</td>
</tr>
<tr>
<td></td>
<td>India (56) builds team culture ↑</td>
<td>0.99</td>
</tr>
<tr>
<td></td>
<td>compared to U.S. (410) builds a relationship with team members ↑</td>
<td>0.85</td>
</tr>
<tr>
<td></td>
<td>Europe (50) drives alignment ↓</td>
<td>−0.53</td>
</tr>
<tr>
<td></td>
<td>compared to U.S. (410) recognizes individuality ↓</td>
<td>−0.50</td>
</tr>
<tr>
<td>Mgr Group Size</td>
<td>(in people) clears path to execution ↓</td>
<td>−0.01</td>
</tr>
<tr>
<td></td>
<td>enables autonomy ↓</td>
<td>−0.01</td>
</tr>
<tr>
<td>Years at Microsoft</td>
<td>grows talent ↓</td>
<td>−0.03</td>
</tr>
</tbody>
</table>
seek to learn from technically stronger managers.

One of the goals in the study was to investigate how engineers and engineering managers compare in their views of what attributes are important for engineering management. While there is alignment in views, the statistical analysis shows differences between the two groups; engineering managers consider certain attributes more important than engineers do. Referring to Table 6.3, the attributes with the largest coefficients are related to motivational aspects, they are the attributes of building a relationship with team members (+1.21), inspiring the team (+0.98), and building team culture (+0.97). Engineering managers thus appear to rank attributes that create a feeling of being part of a team higher than the engineers do.

Growing talent is another attribute that engineering managers seem to value as more important, compared to engineers (+0.54). However, grows talent ranked second (out of the 15 attributes) in importance for either group, with managers seeing it as slightly more important.

6.7 Discussion

I presented the study and the evidence about the attributes of great managers that matter in the eyes of both managers and developers. Below I discuss the findings in light of a recent study at Google about the behaviours of great managers, as well as higher-level issues surrounding the findings and their implications for research and practice.

6.7.1 Comparison to Google’s study of managers

The findings in the study I presented are in line with the 8 behaviours that Google identified as key to its managers [82]. In the course of a year, Google coded and analyzed interviews (both with current employees and employees leaving the organization), quarterly performance reviews, feedback surveys, and data on team performance to understand manager behaviours and their impact. While the wording of the findings may differ between the two studies, the spirit of the behaviours/attributes is similar. In my study I have independently identified the 8 behaviours in the Google study, as attributes of great managers; I provide the mapping between the two studies in Table 6.4.

Furthermore, the study at Microsoft has identified additional attributes; for ex-
Table 6.4: Comparison of findings with Google’s study of managers

<table>
<thead>
<tr>
<th>Manager behaviour in Google study</th>
<th>Description (taken from the Google study report in [81])</th>
<th>Manager attribute in our study</th>
</tr>
</thead>
<tbody>
<tr>
<td>Is a good coach</td>
<td>Caters to the team members’ skill set and personality with guidance and feedback, and pushes them to grow while still making them feel supported</td>
<td>Grows talent &amp; Recognizes individuality</td>
</tr>
<tr>
<td>Empowers team and does not micromanage</td>
<td>Trusts the team to manage their work as they see fit, while still be available for questions</td>
<td>Enables autonomy</td>
</tr>
<tr>
<td>Expresses interest/concern for team members’ success and well-being</td>
<td>Is caring, ensures the team members achieve their goals while ensuring everyone on the team feels personally as if they are valuable</td>
<td>Builds a relationship with team members</td>
</tr>
<tr>
<td>Is productive and results-oriented</td>
<td>Is relentless in removing obstacles for the team</td>
<td>Clears path to execution</td>
</tr>
<tr>
<td>Is a good communicator</td>
<td>Encourages open dialogue that permits team members to share issues and concerns</td>
<td>Builds team culture (partial fit)</td>
</tr>
<tr>
<td>Helps with career development</td>
<td>Shows that career development is not just promotion, but also growth</td>
<td>Grows talent</td>
</tr>
<tr>
<td>Has a clear vision/strategy for the team</td>
<td>Takes time to collaboratively create a vision and share and act on it</td>
<td>Drives alignment</td>
</tr>
<tr>
<td>Has important technical skills that help him/her advise the team</td>
<td>Has deep knowledge of the infrastructure, willing to get to the bottom of a problem</td>
<td>Is technical</td>
</tr>
</tbody>
</table>

ample, the participants placed importance on how the manager inspires the team, how they support experimentation, and how they facilitate external communication. As Google’s study drew on insights about managers in several departments in the company — not specifically software engineering — the attributes I have identified reflect what is perceived as most relevant to the particular discipline. The study also provided a ranking of the attributes, by perceived importance. Further research should include the study of more organizations to identify additional attributes and check the applicability of the ones I have offered here.

6.7.2 The reimagined role of the engineering manager

The presentation and analysis of the identified attributes and the conceptual framework in Figure 6.1 allow us to see the role of the engineering manager. I see the role as reimagined to fit environments that give decision making power to developers. In that sense, we saw that the manager is not the one that makes the technical decisions or produces the technical output; there was consensus that the engineering manager should operate as an engineer as little as possible, if at all. The manager is also not the person defining and assigning work; the developers own these decisions and the responsibility to see them through. The role of the engineering manager surfaced to
be about indirectly helping the engineers and their teams to function as effectively as possible. As the Agile Manifesto highlights, that relates to the role of the manager, not much guidance is needed for individuals besides providing them with the environment and support they need [13].

The study’s findings agree with the conclusion in [128] that productivity is not the only criterion for excellence and that how engineering is conducted is important. The engineering manager seems to introduce the developer to the other aspects of engineering that matter – for example by maintaining an environment that allows the engineer to experiment safely, or to ask for help from others. Also, with attributes such as enables autonomy, supports experimentation, guides the team, and through arbitrating decisions supported by being technical, the engineering manager cultivates effective decision making behaviour to engineers, getting them from good to great. This is especially important and fitting with an environment where autonomy means that developers make decisions – the great engineering manager teaches the developers how to make effective decisions.

The manager also contributes to making autonomy work at scale by driving alignment. By sharing information, explaining the strategic intent, eliciting feedback and getting the developers on board, the engineering manager essentially sets the boundaries within which developers can make autonomous decisions that will benefit the organization. As we saw in Chapter 5 and the literature, having clarity about the organizational goals and a clear link between the individual work and the strategy helps developers make more effective decisions about their work.

### 6.7.3 The interplay of management and autonomy

**The manager’s impact on software development**

If they are not producing technical output and they are not making technical decisions, how do engineering managers affect software development?

Interviewees drew their own links between attributes and outcomes; they described the manager’s impact on productivity through motivation, software quality through facilitating the team’s technical work, and helping developers grow their skills.

As part of the validation survey, I asked participants how an engineering manager can impact the software developed by their team, in a positive or negative way. The 255 collected responses were coded and aggregated – participants reported a manager’s actions or behaviours having an impact on motivation, software quality,
Table 6.5: The top 3 coded responses to the question “How can an engineering manager positively or negatively affect the produced software?”, according to frequency of mention. For the productivity-related factors there was no reported negative impact.

<table>
<thead>
<tr>
<th>Positive impact</th>
<th>Maps to attribute</th>
<th>Negative impact</th>
<th>Maps to attribute</th>
</tr>
</thead>
<tbody>
<tr>
<td>empowering (19)</td>
<td>enables autonomy</td>
<td>micromanaging (27)</td>
<td>enables autonomy</td>
</tr>
<tr>
<td>shielding (15)</td>
<td>clears path to execution</td>
<td>unclear with direction (5)</td>
<td>drives alignment</td>
</tr>
<tr>
<td>focusing team on impact (8)</td>
<td>drives alignment</td>
<td>opinionated (3)</td>
<td>is technical</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Positive impact</th>
<th>Maps to attribute</th>
<th>Negative impact</th>
<th>Maps to attribute</th>
</tr>
</thead>
<tbody>
<tr>
<td>create good working atmosphere (27)</td>
<td>maintains positive working environment</td>
<td>not listening (19)</td>
<td>enables autonomy</td>
</tr>
<tr>
<td>connect team to org mission (14)</td>
<td>drives alignment</td>
<td>playing favourites (8)</td>
<td>cultivates fairness</td>
</tr>
<tr>
<td>experimentation (12)</td>
<td>supports experimentation</td>
<td>create the software themselves (5)</td>
<td>is technical</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Positive impact</th>
<th>Maps to attribute</th>
<th>Negative impact</th>
<th>Maps to attribute</th>
</tr>
</thead>
<tbody>
<tr>
<td>coaching for teamwork (10)</td>
<td>guides the team</td>
<td>none mentioned</td>
<td>not applicable</td>
</tr>
<tr>
<td>trust the team members (8)</td>
<td>enables autonomy</td>
<td></td>
<td></td>
</tr>
<tr>
<td>help engineers improve (7)</td>
<td>grows talent</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

and productivity. The codes were not mutually exclusive – i.e. a participant may have included a number of ways they see the manager impacting the software, and each of them was recorded. The result was 67 obtained codes, with saturation reached before half of the responses were coded. After two rounds of coding and the subsequent aggregation of codes I also mapped the codes to attributes in the framework from Figure 6.1 if applicable – it turned out that all the ways a manager can have impact mapped to the framework, which provides even more confidence about the coverage of the framework. For brevity, I am presenting the top 3 responses for positive and negative impact in Table 6.5. The number in parentheses represents the number of mentions of that behaviour or action.

The most frequently mentioned way a manager can positively impact the produced software was to “create a good working atmosphere” – this was linked to an impact on software quality. The response maps to maintains a positive working environment, which was the highest ranking attribute by both engineers and managers. The most frequently mentioned way a manager can have a negative impact is by micromanaging, which was seen as damaging to motivation. The most frequently mentioned positive impact on motivation was empowerment – micromanagement’s mirror image – which maps to the enables autonomy attribute.
Participants also found that a manager that connects the team’s mission to the organizational mission and focuses the team on making contributions with impact for the organization (both relating to the drives alignment attribute), positively impacts motivation and software quality; on the contrary a manager that is unclear about the direction the team should be taking has a negative effect on motivation. Finally, the participants found that a manager that coaches the team to work together has a positive impact on the team’s productivity.

When discussing the interplay of management and autonomy then, based on the above, enabling autonomy and empowering the team members is one of the most recognized ways a manager can positively impact software development. It appears also that the autonomy is discussed alongside alignment in a similar way as in Chapter 5 – the capacity to use the organizational strategy as a framework for a team’s goals and tasks. The manager can positively impact the team’s software and the motivation of its members by clearly explaining strategic intent and focusing the team’s efforts to having impact – the developers can then make decisions on which is the best way to accomplish that. In Atlassian’s case (Chapter 5) alignment was facilitated by blog posts and other transparent information as well as program managers, while in Microsoft’s case the engineering manager is the role that helps development teams see the connection between their work and the organizational strategy.

The responses also make it clear that the manager has a second-order effect on the software, rather than a direct one. They do, however, blur the lines of the effect – from examining the responses, the lines between impact on motivation and impact on software quality are unclear. For example, creating a good working atmosphere was mentioned as impacting software quality. Yet, it is hard to imagine that the work environment has a direct impact on software quality. It is more probable that a good working atmosphere is more conducive to productivity or motivation (for example through shielding or clearing the path to execution), which ultimately leads to better quality software to be produced. In the same vein, the manager’s ability to connect a team’s mission to the organizational mission (i.e. to explain the connection and make sure it is reflected in the team’s work) can positively affect motivation (by getting buy in from developers) and productivity (by focusing resources on the right things), before it shows up as an improvement in software quality.

The suggested impact requires more investigation; I have provided some initial evidence of how the manager impacts the produced software in an important – although indirect – manner. This is enough to generate hypotheses at the moment,
which should be put to the test. Further work should focus on discovering the steps and links through which the impact materializes, and whether (and how) these can be operationalized and measured. These suggested links can inform research seeking to model the software development activity (e.g. the Intermediate COCOMO model [145]), or empirical studies studying developer and software team productivity (such as [169, 41, 144]).

Management research in other domains can suggest further links to investigate. To demonstrate, the attributes of guiding the team and enabling autonomy are reminiscent of certain constructs of psychological empowerment [190]. Psychological empowerment is a form of increased intrinsic task motivation, and is influenced by meaning (the purpose an employee sees in their work) and self-determination (an employee having a choice in actions that relate to their work). Indeed, the interviewees in the case study I presented described autonomy from the manager and getting to do challenging work as empowering and motivating. Psychological empowerment correlates to innovative behaviour [190] and organizational commitment [9]; such correlations can guide further work to measure management impact.

The attributes of builds a relationship with engineers, and maintains a positive working environment share similarities in spirit with employee perceived fit with the organization, and may be affected by it. Employee perceived fit has been found to correlate to organizational commitment, job satisfaction, and turnover intention [29]. Finally, the attribute of promotes fairness is similar to the perception of procedural justice, known to correlate with job satisfaction and, in turn, with performance [27]. Such similarities demonstrate how prior work in other domains can – in conjunction with the findings of this study – lead to testable hypotheses for further empirical studies.

Different things matter

By reviewing the differences in perceptions between engineers and managers, we saw that managers rate higher attributes that relate to the team (inspires the team and builds team culture), or make engineers feel part of a team (builds relationship with team members). One explanation could be that the difference in perceptions is the result of the evolution in the managers’ views due to their role; they may see an influence of these attributes on outcomes. Another possible explanation is that, as engineering managers have undergone management training, their different views may
be an artifact of materials or resources they became acquainted with. Future research can investigate these aspects further.

One of the unexpected findings in the study was the role of technical excellence for a great engineering manager; if it is not the defining characteristic, what is? Developers and managers highlighted people management skills as the critical element of the great engineering managers; however, these are not skills they have prior knowledge or training in, and is actually not what got them promoted to the managerial position in the first place:

“\textit{It’s a big career choice to choose management or technical because as much as people think you can do both, you can’t. Most engineers tend to be introverts and that’s how they got into technology, to just automatically assume they are going to be great people persons by giving them a new title is not true generally. It takes a lot of work to learn some of those behaviors that are not natural as a technical person.}”

This view is consistent with discussions among software engineering practitioners about how engineers find the transition to managerial roles difficult\(^9\). One of the identified issues is that the necessary people management skills are not what got engineers promoted in the first place. There seems to be a concept of \textit{diminishing returns of technical excellence} for engineering managers; while some level of technical knowledge (enough to cover the elements in Figure 6.2) is needed to understand and facilitate engineering work, after a point the focus on technical matters can jeopardize the people management aspect.

Engineering managers are, then, required to limit thinking and acting as an engineer, and instead focus on the people management aspect of their role, and exercise their social skills. This finding runs almost opposite to usual reward and promotion systems in large organizations, a paradox often satirically referred to as “the Peter principle”\(^10\). That the engineering manager does not need to be the most technical person on the team raises questions about how to select engineering managers, and our findings provide food for thought about which traits to look for.

There is an isolated case giving a different view on the role of technical competence. A study by Artz et al.\(^7\) from economics reported that a boss’s technical competence is the single strongest predictor of employee well-being. The study was based on

\(^9\)http://bit.ly/1bxQ3ni
\(^10\)https://hbr.org/2014/12/overcoming-the-peter-principle
35,000 randomly selected employees from various workplaces. Although the study was published in 2016, the data it used comes from National Longitudinal Surveys of Youth\textsuperscript{11} in the past; two in Britain (in 1990 and 2000) and one in the United States (covering the time 1979-1988). It is, however, unclear which professions are included in the survey or what part of the population corresponds to software engineers.

Following from the implication about selecting engineering managers, is also an implication about training them. The input I provided could be used to augment existing training programs or design support activities and customize them to engineering managers. I highlighted that the people management aspect is for the most part foreign to engineers, yet critical for engineering managers; interviewees identified needing guidance in communication and generally “soft” skills. Engineering managers pointed out that mentoring would be especially helpful as early as possible before they take up the new role; this was seen as a way to clarify the practical aspect of what the role entails, and avoid pitfalls experienced by others.

### 6.8 Threats to validity in the study

The phrase “great software engineering manager” means different things to different people. While I intentionally left it undefined during the investigation in an effort to rely on participants’ own opinions and values, there is clearly no universal definition and thus the results aggregate the views of people with diverse experiences.

While I interviewed many people, the goal was not to capture a representative random sample but to collect different perspectives. As such, I chose a stratified sampling approach in an effort to capture a wide range of responses from a diverse group. I then used these to inform the survey which was deployed broadly enough to provide representativeness and a sample large enough for statistical significance.

Because one of the primary instruments was a survey, I was concerned that the right questions were included and presented the right way [78]. To address construct validity [132], the survey questions were informed primarily from analysis of the interviews with software engineers and software engineering managers. I also deployed a pilot survey which led to feedback that allowed me to fine tune the questions in the final survey.

With regard to external validity [186], the analysis comes wholly from one software

\textsuperscript{11}https://www.nlsinfo.org/content/cohorts/nlsy79
organization. This makes it unlikely that the results are completely representative of the views of software managers and engineers in general. However, because Microsoft employs tens of thousands of software engineers, works on diverse products in many domains, and uses many tools and processes, I believe that the approach of randomly sampling improves generalizability. In an effort to increase external validity, I have made the survey instrument available \(^{12}\) so that others can deploy it in different organizations and contexts.

### 6.9 Conclusion

In this chapter I presented a study about the attributes that developers and managers agree make great managers, in an environment that advocates and practices autonomy for its employees. Through the study we learned that in a setting of collaboration via aligned autonomy, the role of the manager is reimagined into one of cultivating engineering wisdom, motivating, and mediating external interactions. In this study autonomy took the form of empowerment — the freedom to organize one’s work came with the responsibility to use the business strategy as the guiding principle. The engineering manager facilitates the empowerment by supporting engineers to use their judgement and keeping them aware of the organizational objectives.

We saw that the manager was discussed as a facilitator, a communicator, a motivator, a mentor, and a conduit between stakeholders – some of these qualities have traditionally been associated with leaders rather than managers. The results seem to indicate that since some of the earlier tasks of the manager – like task assignment – now are owned by developers, the reimagined manager assumes more of a leadership role. In this sense, the critical criterion is not technical mastery; it’s people management skills that are critical and will end up impacting the productivity and motivation of the team and – ultimately – the software it produces. Engineers that move on to become engineering managers need to be aware of these requirements. The engineering manager’s role seems to be a transformation more than a transition and that calls for a shift in mindset. The attributes I presented in this chapter can help managers know what to focus on.

The next chapter is dedicated to synthesizing the findings so far. I will discuss the findings across the three case studies presented in Chapters 4, 5, and 6, and map

\(^{12}\text{https://github.com/cabird/Engineering_Manager_Study}\)
the similarities and differences between them. The synthesis of all the findings will be represented in the framework of collaboration via aligned autonomy for commercial software teams, as it surfaced from the empirical studies.
Chapter 7

A framework of Collaboration via Aligned Autonomy

“Nothing clears up a case as much as stating it to another person.”
Sherlock Holmes – Silver Blaze

In the previous three chapters I presented the case studies that make up the empirical evidence behind the thesis. The studies were presented each with their own methodological details, their contained findings, and a discussion that generated insights about the meaning and use of autonomy. In this chapter I am using the findings and insights of all three studies in an inductive manner. First, I provide a definition for autonomy by reviewing how it was conceptualized and enacted in the studies. If Autonomy is to be used as the basis of collaboration, however, it seems that it needs to be aligned with a company’s goals and I provide a definition for Aligned Autonomy as well. Second, I describe and apply interpretive evidence synthesis to put together a theoretical construct that can have applicability beyond the three studies I have conducted. The synthesis results in a framework of collaboration via aligned autonomy which I present and discuss in terms of implications for theory and practice, as well as limitations.

7.1 The faces of autonomy

I used the studies I described in Chapters 4, 5, and 6 to discuss ways that autonomy is compatible with collaboration and practices that support the combination of the two. A characterization of autonomy emerged alongside the investigation of how it
is enacted while teams collaborate. The different meanings autonomy took in the studies allow us to provide a definition for it, although it remains a contextualized concept. By extending Autonomy to be aligned it appears that software teams and organizations can effectively use to drive their collaborative efforts.

In a narrow scope autonomy was conceptualized as *independence*, to mean that the work of individuals or teams is de-coupled so that the need for them to coordinate is minimized or eliminated. Such was the case with teams in the GitHub study using the version control system and a branch-and-pull workflow to isolate themselves during development and coordinate when incoming pull requests signalled it was necessary. There seemed to be more to autonomy than the removal of dependency, however, or the clear signalling of coordination needs. Autonomy included the freedom to select the tasks to work on, and so it seemed to be better conceptualized as the more elaborate concept of *self-organization*, to include decision making freedom.

In the Atlassian case teams were given ample freedom to make their own decisions in organizing their work. They were still de-coupled from others as much as possible but complete independence was not the goal. What the organization tried to accomplish through its work practices was to combine the autonomy (self-organization in this case) of various entities with alignment to the organizational strategy. The reasoning was that by having the objectives of the organization in mind, the autonomous effort is channelled in strategically the right direction. Through a shared culture of transparency and involvement, Atlassian followed a model of *Aligned Autonomy*, matching the autonomy provided to employees with the responsibility to achieve strategic goals.

In the Microsoft case the themes of autonomy and alignment surfaced again, this time as facilitated by the engineering manager. As part of their role, engineering managers cultivate engineering wisdom and help developers learn how to use the freedom they are afforded. At the same time they act as the developers’ lifeline to the organization, communicating and explaining the strategic goals. By placing the individual or team work within the organization’s objectives the autonomy enabled by the engineering manager acts as *empowerment* for developers to be responsible and successful.

As I mentioned in Chapter 2 autonomy comes by different names in the literature. My experience was similar in the studies I conducted where autonomy took the form of independence, self-organization, Aligned Autonomy, and empowerment, with different characteristics being more emphasized in each case. Inspired by the definition of
autonomy by Janz et al. [107], and the emergent meaning of autonomy in the studies, the most fitting definition of autonomy seems to be:

**Autonomy** is the freedom and responsibility of an entity to determine the actions required to fulfill an intended purpose, and how best to execute them.

As an extension of Autonomy’s definition, the most fitting definition of Aligned Autonomy seems to be:

**Aligned Autonomy** is the freedom and responsibility of entities to determine the actions required to fulfill a common goal, and how best to execute them.

### 7.2 How synthesis works

As I mentioned in Chapter 3, the findings of qualitative studies can be synthesized inductively, through analogical inference [136]. Although there are fine distinctions between analogical and inductive inference on low-level details, those are out of scope for the thesis to discuss, and the two models of thinking are regarded as largely similar [200]. Thornton describes both analogical and inductive inference as trying to generate relatively general knowledge from relatively specific knowledge.

An approach to generating insights from the findings of multiple studies, that builds on inference, is evidence synthesis [25]. *Interpretive* evidence synthesis is used in systematic literature reviews to synthesize the findings of primary studies [58], usually through meta-ethnography. Meta-ethnography is an interpretive approach originally developed for combining the findings of ethnographic research conducted in the field of education. This synthesis method has the potential to provide a higher level of analysis, and some authors suggest that the strength of this approach lies in its attempt to preserve the interpretive properties of primary data [59]. In this chapter I use interpretive evidence synthesis through meta-ethnography to link the findings within and across the case studies. According to Dixon-Woods et al. [58] meta-ethnography uses three strategies:

- Reciprocal Translational Analysis (RTA), whereas there are identified links and similarities between the key concepts of the cases, thus translating them across cases
• Refutational Analysis (RA), whereas there are identified differences between the key concepts in the studies that are discussed

• Lines of Argument Synthesis (LAS), whereas a picture of the whole is built from studies of its parts.

In the remainder of the chapter I am using the above strategies on the key concepts of the studies, and I build a conceptual framework of collaboration via aligned autonomy as the result.

7.3 Key concepts in each study

Below I summarize the key concepts from each case study in table format. These concepts are high-level, abstracted from the case studies. I refer to the three studies as “the GitHub study”, “the Atlassian study”, and “the Microsoft study”.

7.3.1 The GitHub study

The study described in Chapter 4, focused on how commercial software teams use GitHub. It uncovered the interplay of autonomy and collaboration and found that a tool that supports decentralized development — such as GitHub — can still support all the elements of collaboration in software teams. Table 7.1 includes all the key concepts in the study: the concept of collaboration, and its operationalization through the elements that make it up.

7.3.2 The Atlassian study

The study described in Chapter 5, focused on the work practices that can help an organization scale autonomy beyond a few people and teams, while still effectively pursue its organizational goals. It uncovered the interplay of autonomy and scale, and found that a culture of shared ownership and involvement — such as Aligned Autonomy — can address inefficiencies, and prevent autonomy from becoming ineffective. Table 7.2 includes all the key concepts in the study. To avoid repetition, I have not included the concepts from Chapter 4, although they reappeared when I was studying Atlassian.
Table 7.1: The key concepts from the case study of how commercial software teams use GitHub, featured in Chapter 4.

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Desired state</th>
</tr>
</thead>
<tbody>
<tr>
<td>Collaboration</td>
<td>practices and processes a team uses to produce a collective outcome; they address the collaboration elements (see below)</td>
<td>smooth collaboration: achieved objectives; adhered to goals and plans; avoiding overhead and rework</td>
</tr>
<tr>
<td>Coordination signals</td>
<td>actions to keep the team members synchronized in their efforts</td>
<td>lean coordination: balance between investing too much effort on achieving synchronization, and not having enough joint effort</td>
</tr>
<tr>
<td>Code-centric communication</td>
<td>the provision and exchange of information to aid the collaborative effort</td>
<td>targeted communication: lightweight communication attached to artifacts, supporting coordination, without creating overhead</td>
</tr>
<tr>
<td>Awareness through transparency</td>
<td>a state of having and using information about interdependencies, and the status of ongoing work</td>
<td>balanced awareness: effective monitoring of status, progress, and interdependencies, without experiencing information overload</td>
</tr>
<tr>
<td>Self-organization</td>
<td>the collective definition of tasks and voluntary self-assignment by team members, to achieve the shared goal</td>
<td>optimized division through self-assignment of tasks</td>
</tr>
<tr>
<td>Testing and deployment automation</td>
<td>identifying and fixing bugs in code or interfaces</td>
<td>supported conflict resolution: automated testing and deployment as part of the development workflow</td>
</tr>
</tbody>
</table>

Reflecting on the key concepts in the Atlassian study, it seems that they fall under two categories, scaling strategies, and cultural values. I elaborate on this when I describe the synthesis in Section 7.4.

7.3.3 The Microsoft study

The study described in Chapter 6, focused on what the role and attributes of engineering managers shape up to be in environments where development teams are empowered to determine their own work. It uncovered the managerial implications of the presence of autonomy, and found that a manager in this context cultivates wisdom, motivates the team, and mediates its presence in the organization. Table 7.3 includes all the key concepts in the study. As previously, I have not included the concepts that I have already listed in other cases, even though they reappeared. I am discussing the similarities between cases in Section 7.4.1.

7.4 Interpretive evidence synthesis through meta-ethnography

Throughout the chapters I have discussed the key concepts summarized in Tables 7.1, 7.2 and 7.3. I also presented specific practices and strategies that the participants are
Table 7.2: The key concepts from the case study of how Atlassian scales autonomy through culture, featured in Chapter 5.

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Desired state</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scale</td>
<td>the growth and expansion of the organization in terms of the number of employees and the size and/or number of its products.</td>
<td>apply the same principles to a higher number of people or on more complex operations without causing inefficiencies</td>
</tr>
<tr>
<td>Agility</td>
<td>the organization’s ability to quickly and effectively respond to changes in the market, or its customers; on development terms, the use of agile development practices that emphasize developers’ autonomy.</td>
<td>have lightweight practices and a flat structure that allow the development team and/or organization to quickly change course when needed</td>
</tr>
<tr>
<td>Autonomy</td>
<td>the freedom and responsibility of an entity to determine the actions required for a certain task or goal, and how to best execute them.</td>
<td>individuals and teams have the freedom to make decisions on how to organize their work to achieve goals</td>
</tr>
<tr>
<td>Independence</td>
<td>the lack of dependencies between entities and, hence, the lack of need for them to coordinate their actions.</td>
<td>separation of concerns between individuals and teams [note: the organization realizes that independence can lead to isolation, and defaults to autonomy instead]</td>
</tr>
<tr>
<td>Decentralized decision making</td>
<td>the empowerment of entities to make decisions without the need to obtain approval from a central authority.</td>
<td>apply decentralized decision making when possible, leading to flatter organizational structure</td>
</tr>
<tr>
<td>Clarity of purpose</td>
<td>the communication of organizational goals as well as the rationale and intent behind them; entities are given the opportunity to ask questions to obtain clarity</td>
<td>broadcasting of organizational goals and discussion on them; cascade and “translation” of goals to each subsequent organizational level</td>
</tr>
<tr>
<td>Transparency</td>
<td>access to information by everyone in the organization.</td>
<td>open access to repositories, communication channels, documentation, internal systems (barring security restrictions)</td>
</tr>
<tr>
<td>Shared learning</td>
<td>the exchange of experiences, insights, and lessons learned between individuals and teams.</td>
<td>impromptu and scheduled opportunities to share knowledge and experience, ideally though forums that can be archived and accessible</td>
</tr>
<tr>
<td>Shared ownership</td>
<td>the distribution of responsibility of various organizational operations to all rather than few.</td>
<td>responsibilities are distributed in such a way that handoffs — and the potential resulting delays — are avoided whenever possible</td>
</tr>
<tr>
<td>Shared responsibility</td>
<td>the sense of having personal interest in the success of a process, mirrored in the tasks that one takes on.</td>
<td>all employees feel that the achievement of organizational goals is everyone’s main driver and are all involved and invested in succeeding</td>
</tr>
<tr>
<td>Culture</td>
<td>a set of values that the organization believes in and practices day-to-day.</td>
<td>the values drive the desired behaviour in the daily life of the organization</td>
</tr>
<tr>
<td>Aligned Autonomy</td>
<td>the combination of high levels of freedom to the individuals and teams to make decisions (Autonomy) toward achieving organizational goals (Alignment)</td>
<td>clarity of purpose sets the organizational goals as the boundaries within which entities can be autonomous</td>
</tr>
<tr>
<td>Involvement</td>
<td>the ability of individuals and teams to provide their opinion and feedback on strategic decisions and organizational goals.</td>
<td>variety of ways for employees to comment on strategic direction, ask questions, propose ideas</td>
</tr>
<tr>
<td>Articulated guidelines</td>
<td>explicitly expressed guidelines about communication, or non-creative processes (e.g. reporting), that can benefit from clarity and general acceptance</td>
<td>documentation for coding standards, specifications design guidelines, code of conduct, templates</td>
</tr>
</tbody>
</table>

using regarding the concepts; for brevity, I have not included them in the tables. The steps of synthesis which I describe in 7.4.1 and 7.4.2 (in line with the meta-ethnography method) are meant to allow the researcher to reflect on the findings of the studies in tandem. In that sense, the researcher can identify conceptual links within and across cases that were not apparent when strictly presenting the findings of each research question, or each case in isolation.

### 7.4.1 Reciprocal translational analysis

Reciprocal translational analysis discusses the studies’ key concepts with three aims. One, after extracting the key concepts it takes a critical view of how they relate to the study. Two, it identifies similarities to build the common ground between
Table 7.3: The key concepts from the case study of what Microsoft managers and developers perceive are the attributes of engineering managers, in an environment where developers can work autonomously, featured in Chapter 6.

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Desired state</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cultivating engineering wisdom</td>
<td>explaining the criteria for making engineering decisions; give ownership of decisions to engineers; help develop the engineers' skills</td>
<td>the engineering manager creates conditions for on-the-job learning for developers and gives them growth opportunities</td>
</tr>
<tr>
<td>Motivating the team</td>
<td>creating a working atmosphere that energizes the team</td>
<td>individuals and teams feel motivated and engaged in their work</td>
</tr>
<tr>
<td>Mediating external interaction</td>
<td>acting as an information filter between the team and other organizational entities</td>
<td>balance between minimizing distractions for the team, and showing its impact to upper management</td>
</tr>
<tr>
<td>Being technical</td>
<td>having technical understanding of the problems, solutions, systems, and technologies the team is working with</td>
<td>the engineering manager can clearly explain the desired outcomes, engage the team to form a plan, and leave the implementation decisions to them</td>
</tr>
</tbody>
</table>

cases. Three, when applicable it “translates” concepts between studies. Due to the contextual nature of case studies, the key concepts or aspects of them may be given different names across studies, but hold the same meaning. The researcher is able to make these connections once they have analyzed all the studies, and can see the big picture. In this section I identify links between concepts, common themes and concepts across cases, and connect concepts that were discussed in a similar way.

One reflection is based on the concepts within the Atlassian study. In the Atlassian case, the focus was on identifying work practices that helped the organization scale autonomy beyond a few teams or departments, while still achieving its strategic goals. I recorded 30 practices used in the organization to that effect, and discussed how each enabled both Autonomy and Alignment. In Chapter 5 I discussed the cultural mindset at Atlassian and the work practices are intertwined and play a role in how growth is handled effectively. Upon reflection of the key concepts in the Atlassian case it seems that they fall under two categories, scaling strategies and cultural values. The work practices I recorded were part of the organization’s plans to scale, but were also in line with the organization’s mindset and beliefs. For example, providing teams with the independence to own their own deployment activities was a scaling strategy that was congruent with the organizational belief that responsibility is shared. This is in the spirit of what I described as part of the definition of autonomy: freedom and responsibility. After reflection, then, it appears that all the scaling strategies Atlassian employs are situated within its cultural values and align with
This is represented in the framework of collaboration via aligned autonomy when I present and discuss it later in the chapter.

The rest of the reflections in the process of synthesis apply across cases. In both the GitHub and Atlassian studies development teams reported using similar practices, although using different tools. All development teams in the two studies (with the exception of a single team in the GitHub study) used a workflow based on pull requests, to decentralize development; either through GitHub or BitBucket. Teams in the Microsoft study mentioned they use workflows that incorporate branches, while some (but not all) use pull requests. As part of the workflow teams in all three studies reported performing code reviews, although the tools differ or some of the rules; for example, some of the teams in the GitHub study want one reviewer per pull request, while the teams at Atlassian require two. Teams in the GitHub and Atlassian studies opt for awareness based on passive monitoring of progress and status; they used different tools to do so, but they built on the transparency of the development process and the information traces it produces (timelines, notifications etc.). Regarding communication, the teams in both the studies preferred code-centric communication in the form of comments on artifacts. When communication through comments is not enough (e.g., teams want to discuss goals rather than implementation) teams reported a variety of communication tools, that support both synchronous and asynchronous communication, and support integration with the tools used for code or issue management. In both studies automated testing and deployment are part of the workflow (usually the last step), making individuals and teams autonomous by sharing the ownership of these functions.

The teams in all three studies self-organize when it comes to task division. Different tools may be used in different settings for teams to discuss, divide and enter their tasks, but the process of the team coming up with tasks collectively, and the developers self-assigning tasks over which they are given autonomy, was the dominant reported practice. The sense of autonomy and ownership over one’s work (either an individual’s or a team’s) was discussed as having various benefits, in the perception and experience of the participants. Reported benefits were optimized task division, high motivation and engagement, and improved productivity. In the perception of the study participants (and supported by findings in software engineering [15], system design [107], and various business units [95]), the above benefits are hypothesized to contribute to higher quality in the end result.

Admittedly, the code management, issue management, and communication tools
that are employed by the development teams in the studies offer overlapping functionality. Yet, the almost identical process followed by the development teams makes us wonder if — in this case — process may matter more than tools. In other words, the results seem to indicate that putting in place the desired collaborative development practices precedes the selection and appropriation of the development tools. In that regard, the studies identified that when teams are looking to enable both autonomy and collaboration in their development, they opt for a decentralized workflow that ensures both isolation and coordination through the use of signals. What helps in this direction — and was a common element across studies — is that development teams have the opportunity to choose their own development practices and tools, either from the beginning, or in a subversive manner. In the GitHub study this manifested as developers that were agents of change advocating the use of GitHub, while in the Atlassian study it showed up as cross-pollination between teams in the practices and tools they use.

Both the Atlassian and the Microsoft studies discussed alignment as a major responsibility of management. The clear communication of strategic intent and the buy in from the developer side (i.e. that developers are convinced a course of action is the right one) were described as critical factors for achieving goals. In both cases participants saw a bottom-up approach to setting strategy as a vehicle to achieving clarity of purpose and alignment with strategy. This bottom-up approach went through community-building in Atlassian’s case (e.g. co-founders and executives writing blog posts about the strategic rationale, and anyone asking questions, posting comments, or giving feedback). In Microsoft’s case the clarity of purpose was mostly discussed within the boundaries of teams, where developers can give their opinion on decisions, but are also asked to explicitly link their individual goals to specific organizational/strategic goals; such an exercise makes them more aware of what the strategic goals are and help achieve alignment such that the individual developer’s output has impact for the organization. The clarity of purpose helps the team exercise its autonomy in defining its scope and timeline; this came up in both the Atlassian and Microsoft cases as the development team collectively deciding on its sprint backlog. In both cases there were organizational roles with the explicit responsibility to clearly communicate the strategic intent to their teams; for Atlassian it was program managers, for Microsoft it was engineering managers.

Alignment was not discussed solely in the context of connecting teams to strategy, but also creating connections between teams. As mentioned, teams had the auton-
omy to choose their own practices and tools, but there is also the chance of cross-pollination. Beyond exchanging experiences with trying different processes, however, *teams have opportunities to synchronize with other teams to support the alignment*. This was mentioned both in the Atlassian and the Microsoft studies, although it was practiced in different ways. At Atlassian, teams organize events where they showcase their prototypes to other teams, and write blog posts about their progress. At Microsoft, the synchronization between teams is organized and facilitated by upper management.

The participants in both the Atlassian and the Microsoft studies talked about the efficiency with which development teams can achieve their goals, and how to protect team productivity by removing distractions. In the Atlassian case this was discussed as “maintaining development speed at scale”, recognizing that with the addition of more people coordination around activities can become cumbersome and slow down progress. Atlassian’s strategy to remove potential delays was to flatten its hierarchy and distribute the ownership of those parts of the workflow that were previously handled through dedicated teams that, at scale, can prove to be bottlenecks. For example, builds, continuous integration, and deployment, are owned by each of the development teams; previously teams had to hand off their work to build and integration teams. Through this practice, Atlassian teams were given the autonomy to keep their own release schedule. Maintaining development speed at scale seems similar to what participants in the Microsoft study described as the manager’s attribute to “clear the path to execution”, by removing distractions and providing any resources the team needs.

A single developer or team may own their workflow, but may feel unable to extend their autonomy to saying no to incoming requests — especially when coming from upper management — or push for something they may still need from another team. In Microsoft’s case the manager “facilitates inter-team communication”, by filtering incoming and outgoing requests for their engineering team and exercising their role of “mediating interactions”. Atlassian has opted to facilitate inter-team interaction or requests through decentralization. By providing open access to all project repositories and all information, Atlassian empowers its teams to take initiative and make the changes they can themselves; participants mentioned that if they need something fixed or changed in another product, they can simply make the change themselves and submit a pull request to the other product team.

Through the Atlassian and the Microsoft studies, we saw that *for autonomy to
work as a foundation of collaboration there is need for an appropriate mindset. Developers need to be in position not just to make decisions, but to make the right decisions; to that effect, they build on information transparency, and the clarity of purpose that drives alignment. The GitHub study, although didn’t explicitly investigate this concept, corroborates that it is not strictly the use of a tool that brings the decentralization in decision making, or that makes such decision making effective. Atlassian mentors its employees in an experiential way, through its very open and transparent environment that sets the tone for what the desired behaviour is. The Atlassian study showed that cultural values promote the mindset that is appropriate for collaboration via aligned autonomy; this affects how the organization hires new talent, and what attributes they are looking for to consider someone a good fit. On the other hand, the Microsoft study showed that “cultivating wisdom” and mentoring are important managerial responsibilities (both were perceived as attributes that make great engineering managers), and they promote the necessary mindset.

Finally, all three cases exhibited decentralization of decision making. This bottom-up, decision making freedom was perceived to lead to the following benefits:

- **less need for running decisions by a central authority** (which usually causes delays). This was achieved through the decentralized workflow in the GitHub study; the end-to-end ownership of testing, builds, and deployment in the Atlassian study; and the facilitation provided by the engineering manager in the Microsoft study.

- **higher motivation for developers through empowerment.** This was achieved through self-organization in the GitHub study; a culture of ownership and involvement in the Atlassian study; and the creation of a positive working environment in the team in the Microsoft study.

- **increased capacity for creativity and innovation.** This was enabled by the transparency of information and achieved through support for experimentation in all three studies.

- **optimization of operational decisions.** This was achieved through self-organization in task assignment in the GitHub study; open access to repositories and information in the Atlassian study; and the cultivation of engineering wisdom by the engineering manager in the Microsoft study.

A summary of the synthesized findings is provided in Table 7.4
Table 7.4: The synthesized findings, summarized in table form

<table>
<thead>
<tr>
<th>Summary of synthesized findings</th>
</tr>
</thead>
<tbody>
<tr>
<td>An organization’s scaling strategies are situated within its cultural values and align with them.</td>
</tr>
<tr>
<td>Development teams reported using similar practices, although using different tools. Development teams self-organize when it comes to task division.</td>
</tr>
<tr>
<td>Alignment is a major responsibility of management.</td>
</tr>
<tr>
<td>Teams have opportunities to synchronize with other teams to support the alignment.</td>
</tr>
<tr>
<td>Common concern: Efficiency with which development teams can achieve their goals, and how to protect team productivity by removing distractions.</td>
</tr>
<tr>
<td>For autonomy to work as a foundation of collaboration there is need for an appropriate mindset.</td>
</tr>
<tr>
<td>Decentralization of decision making is a common form of granting autonomy.</td>
</tr>
<tr>
<td>Autonomy takes the form of independence, for small teams/organizations.</td>
</tr>
</tbody>
</table>

### 7.4.2 Refutational analysis

The goal of refutational analysis to identify the differences between studies and, if applicable, contradictions between them.

Autonomy was discussed in slightly different ways in the studies and an understanding of the distinction between the terms and their relationship is necessary. In the GitHub study autonomy was essentially equated to independence; by isolating development through the use of a pull-based workflow and feature branches, developers (and their tasks) had a degree of independence that, in turn, made them locally autonomous. In the Atlassian study autonomy was discussed as self-organization and in the Microsoft study as empowerment; in both cases autonomy represented freedom in decision making, meaning that individuals and/or teams have ownership over various aspects of their work. For this not to result in misdirected effort, autonomy was described as needing to be combined with strategies that provide alignment.

My interpretation is that **independence for the teams in the GitHub study, is autonomy for the teams in the other two studies.** This may be a direct result of the difference in the size of the organizations between the Github study and the other two. It seems that when the organization is small, teams can afford to make themselves as independent as possible, without negative effects of isolation and misdirected effort. Probably because the organizations are small and are still using information transparency it is easy to maintain the necessary awareness that wards against the negative effects of organizational silos. For larger organizations and more complex products, however, it is almost impossible to remove dependencies between
teams, especially on the level of business goals. For example, given that the Atlassian products are meant to work together as part of a product suite, and are branded and promoted in a homogenous way by the organization, they share the same business and strategic goals, even if they don’t share a codebase (although they still share interfaces and integrations). The same applies to Microsoft’s products; even if one could set aside code dependencies, the products (and their teams) share strategic goals that cannot be realized unless the teams are in sync. In such a context, autonomy is still desirable since it provides the ground for creativity and efficiency, but it requires a high degree of alignment at the same time. While the GitHub study showed that autonomy can work at the local level without much need for alignment, the Atlassian and Microsoft studies put a lot of emphasis on the importance of alignment for autonomy to work effectively for the organization. The findings indicate that alignment shows up as a need as an organization becomes larger and needs to scale its operations and activities. In the scenario of larger organizations, one needs the teams to be aware and feel dependent on others on the strategy front, and factor that in their autonomous decisions. Hopefully, the realization of this distinction can help clarify what the optimal state is for small, medium, and large organizations, and move them toward establishing the right processes that tailor collaboration via aligned autonomy for them.

While alignment was a common concern in the Atlassian study and the Microsoft study, each organization approached it differently. Atlassian built on open communication, transparency, blogs, ad-hoc discussions and feedback on decisions etc. to create a shared understanding about the goals of the organization and allow individuals and teams to see where their work fits with the intended outcome. At Microsoft, the engineering manager was the main actor for driving alignment. By discussing with developers, either individually or in the team, providing and explaining business insights, the engineering manager is essentially a lifeline between the development team and the organizational strategy, actively linking the goals of the two to keep them aligned.

The GitHub study showed that the use of transparency can help lower communication and coordination needs for development teams. However, the Atlassian study identified that transparency and open communication at scale have limitations. These two findings highlight a tradeoff between open communication and information overload, in line with recent work that has identified the same challenge in the use of social and communication channels [193]. It seems that as an organization be-
comes larger, the curation of information becomes essential to maintaining important knowledge without its volume becoming overwhelming.

A final distinction between the cases is the challenge that developers mentioned in the GitHub study; working with non-technical users. In that case, developers reported that non-technical users were reluctant to use GitHub as they perceived it as complicated and too sophisticated for what they wanted to accomplish. The developers found that they needed to compromise and use additional tools that the non-technical users were already familiar with; these usually were task management tools. This challenge did not surface in the Atlassian or Microsoft studies. This could be because both Atlassian and Microsoft offer other tools as part of their suite that mitigate the challenge that the teams in the GitHub study reported. Especially Atlassian targets non-technical teams as a market segment, and their tools have characteristics that account for this use case. Recently, Atlassian acquired Trello 1, which was one of the task management tools that the teams in the GitHub study reported using when collaborating with non-technical people.

### 7.5 A framework of Collaboration via Aligned Autonomy

In this section I combine the key concepts of the studies in the form of a conceptual framework. The construction of the framework builds on the synthesis I presented in the previous section and serves the purpose of the lines of argument synthesis. Here I explain what the framework consists of, what the placement of the items on the framework means, and how it should be interpreted.

#### 7.5.1 Framework elements: Areas and Approaches

The framework of collaboration via aligned autonomy is meant to represent what an organization will need to consider, in order to combine collaboration and autonomy effectively. Through the synthesis I have abstracted the key concepts of the cases (listed in Tables 7.1, 7.2, and 7.3) into four areas, described below. They are: team collaboration practices, scaling strategies, cultural values, and manager roles. Each of the areas contains the necessary approaches, based on the empirical

---

1http://blog.trello.com/trello-atlassian
Team collaboration practices

The **team collaboration practices** were first discussed in Chapter 4. The team collaboration practices were supported by GitHub features, but also extended to the use of supplementary tools, and practices that covered all **collaboration elements**. Regarding communication, the approach was for teams to use **code-centric communication**, which took the form of comments on issues, commits, and pull requests. Other forms of communication included chat clients that integrated with GitHub to allow for displaying notifications. Regarding coordination, the teams’ approach was to use pull requests as **coordination signals**. This was an affordance of the pull-based workflow; an incoming pull request triggered the coordination of team members to perform a code review and merge changes to the codebase. Regarding awareness, the approach was to achieve **awareness through transparency**. The traces of activity and progress on GitHub were transparently displayed to the team in various forms: notifications, timeline, and labels. Regarding task division, the teams took the approach of **self-organization**: developers would assign tasks to themselves based on their expertise and availability, after (in consultation with team leads or managers) there was an agreed-on list of issues on GitHub, or other forms of tasks in an integrated task management tool. Finally, regarding conflict resolution, most of the teams opted for **testing and deployment automation** through continuous builds and integration. This was made possible through service hooks to continuous integration tools. The **team collaboration practices** area and its included approaches are summarized in Table 7.5 below.

Table 7.5: The **team collaboration practices** area of the framework of **collaboration via aligned autonomy**, and its approaches

<table>
<thead>
<tr>
<th>Team collaboration practices</th>
</tr>
</thead>
<tbody>
<tr>
<td>Code-centric communication</td>
</tr>
<tr>
<td>Coordination signals</td>
</tr>
<tr>
<td>Awareness through transparency</td>
</tr>
<tr>
<td>Self-organization</td>
</tr>
<tr>
<td>Testing and deployment automation</td>
</tr>
</tbody>
</table>

evidence.
Scaling strategies

The scaling strategies were discussed in Chapter 5. As part of its scaling strategies, Atlassian follows an approach of providing independence. This manifested as the removal of handoffs of responsibility (e.g., builds and deployment activities). To support the autonomy and independence in a meaningful way, the organization moved toward approaches such as articulated guidelines and shared learning, so that autonomous teams and individuals still have the opportunity to act in an aligned way, for the organization to achieve its direction through the autonomous efforts of its constituents. The scaling strategies area and its included approaches are summarized in Table 7.6 below.

As mentioned before, the scaling strategies followed by Atlassian were in the context of its more general cultural values.

Table 7.6: The scaling strategies area of the framework of collaboration via aligned autonomy, and its approaches

<table>
<thead>
<tr>
<th>Scaling strategies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Independence</td>
</tr>
<tr>
<td>Articulated guidelines</td>
</tr>
<tr>
<td>Shared learning</td>
</tr>
</tbody>
</table>

Cultural values

The cultural values were discussed in Chapter 5. One of the main values was that of transparency. The organization has distilled this in the memorable organizational value of “open company, no bullshit”, and it is practiced as open communication, and open collaboration throughout the organization. Transparency, thus, extends to communication channels, business strategy rationale, and repositories of information and/or code. Closely associated with transparency is the cultural value of involvement. The organizational value that best captures involvement at Atlassian is “be the change you seek”; employees are encouraged and empowered (especially through the transparency and open access) to make autonomous decisions, take initiative, and provide feedback. The cultural value of shared responsibility extends involvement to a sense of having a personal interest in the success of the process, mirrored in the tasks and initiatives someone takes on. Shared ownership corresponds to a sense of alignment: each person’s or team’s decisions empower them to be responsible for the
success of the organization as a whole. The cultural values area and its included approaches are summarized in Table 7.7 below.

Table 7.7: The cultural values area of the framework of collaboration via aligned autonomy, and its approaches

<table>
<thead>
<tr>
<th>Cultural values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Transparency</td>
</tr>
<tr>
<td>Involvement</td>
</tr>
<tr>
<td>Shared responsibility</td>
</tr>
<tr>
<td>Shared ownership</td>
</tr>
</tbody>
</table>

Manager roles

The manager roles were discussed in Chapter 6. The roles (and the corresponding attributes) characterize great managers, in environments were developers and teams are provided with autonomy. The approach of cultivating engineering wisdom is one where the engineering manager teaches developers and teams how to exercise their autonomy and how to develop the appropriate decision making skills; this was done by giving them room to experiment and grow their talents, and by building a team culture. Through the approach of motivating the team showed the social side of the engineering manager; specific attributes related to promoting fairness and building a relationship with team members, and maintaining a positive environment for everyone in the team. By mediating external interactions the engineering manager acts as a conduit between the engineers and the organization: they clear the path to execution for individual developers, but also keep the whole team aligned (in purpose and activities) with what is the desired direction for the organization. Finally, the engineering manager needs to be technical enough to provide guidance and feedback, but not too much so that they don’t undermine the individuals’ or the teams’ autonomy by making the engineering decisions. The manager roles area and its included approaches are summarized in Table 7.8 below.

7.5.2 Framework diagram

A visual representation of the collaboration via aligned autonomy framework is shown in Figure 7.1. The four areas are represented by different colors: red for team collaboration practices, green for scaling practices, blue for cultural values,
Table 7.8: The manager roles area of the framework of collaboration via aligned autonomy, and its approaches

<table>
<thead>
<tr>
<th>Manager roles</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cultivate engineering wisdom</td>
</tr>
<tr>
<td>Motivate the team</td>
</tr>
<tr>
<td>Mediate external interactions</td>
</tr>
<tr>
<td>Be technical</td>
</tr>
</tbody>
</table>

and yellow for manager roles. To not overcrowd the framework I have not included the approaches, but the areas are labeled and their contents have been summarized in Tables 7.5, 7.6, 7.7 and 7.8.

The four areas overlap, and there is a layer of core concepts that are central to all areas, shown in the middle part of the framework. This surfaced in the process of combining the four areas and taking a retrospective view. By this I mean that while some of the findings surfaced in a specific study, they also allow retrospective interpretations in other studies too. In the following section I focus on discussing the overlap and the three core concepts.

7.5.3 Retrospective thinking: Overlap and Core concepts

Given the overall theme in the research in this dissertation, it is not surprising to find that, in retrospect, insights that appear later have relevance for earlier insights. In this section, I am focusing my retrospective thinking on three central concepts of the collaboration via aligned autonomy framework, illustrated by the three red, centrally-placed items in Figure 7.1.

Decentralized decision making is a team collaboration practice that we saw in the GitHub study, and it functioned in concert with the workflow, and all other practices surrounding the collaboration elements. It remains unknown if there is a cause-effect relationship, or what its direction is, between having decentralized decision making and choosing the particular approaches in the team collaboration practices area. Is it that a team desires decentralized decision making and that leads to particular selection of tools and practices? Or are the chosen practices what leads to a decentralized form of decision making for the team? The Atlassian case corroborated that the practices are not GitHub-specific, but they are at least compatible with what the tool affords.

While decentralized decision making surfaced as a team collaboration practice,
it was also an overarching scaling strategy for Atlassian, to counteract some of the inefficiencies of growth. Decentralized decision making was part of Atlassian’s culture, instantiated by approaches such as shared ownership, and independence. Finally, we saw that decentralized decision making was facilitated by the manager’s role of cultivating engineering wisdom through enabling engineers to act autonomously and involving them in decision making.

**Aligned Autonomy** is both a cultural value and a scaling strategy that surfaced in the Atlassian study. It is also facilitated by some of the roles of the engineering manager, and more specifically by the combination of the attributes of enabling autonomy and driving alignment, that surfaced as part of the cultivating engineering wisdom and mediating external interactions roles respectively. In retrospect, this is also something that was present in the GitHub study, although it was perhaps hidden. The teams in the GitHub study were using GitHub and their team collaboration practices to remain both autonomous and aligned. Autonomy was afforded as inde-
pendence (I brought this up in Section 7.4.1) through developers operating inside individual branches, while alignment was made possible through code reviews and the passive monitoring of GitHub’s transparent display of information.

*Clarity of purpose* is a cultural value and a scaling strategy that emerged in the Atlassian study. As Bungay tells us [28], *clarity of purpose* is a necessary element for *aligned autonomy* and *decentralized decision making* to work effectively: the autonomous entities need to have a common understanding of the boundaries within which they are autonomous, and what is the desired direction to channel their effort toward. This is something that was highlighted in the discussion of the *driving alignment* attribute in the Microsoft study, when an engineering manager mediates external interactions. Accounts from both engineers and managers mentioned that *driving alignment* hinges on knowing what the purpose and intent is, and the opportunity for the developers to be involved in the articulation of the purpose. In retrospect, Atlassian’s open discussion and feedback of decisions enabled alignment by clarifying the purpose. In the GitHub study, clarity of purpose can be seen as an underlying team collaboration practice that is supported by the clarity of *code-centric communication* (e.g. the team discussing through issue comments and gradually achieving common ground) and *awareness through transparency* (e.g. discussions being persistent and act as shared memory).

Given that the three *core concepts* — *Decentralized decision making*, *Aligned Autonomy*, and *Clarity of purpose* — underline all three cases, they take centre stage in the framework. The importance of the core concepts is also highlighted by how they support all the *areas* of the framework. The findings from the studies indicate that *teams and organizations that wish to achieve collaboration via aligned autonomy*, should look to establish *Decentralized decision making*, operate in a state of *Aligned Autonomy*, and build on *Clarity of Purpose* to direct their efforts.

A further point to be made in retrospect relates to the role of transparency, in *collaboration via aligned autonomy*. In the GitHub study, teams used GitHub’s transparent display of all project, artifact, and activity information to maintain their awareness, while working independently. This way of using transparency has been identified in earlier studies of GitHub; for example, Dabbish et al. [52], made similar observations for open source projects. For the commercial teams I investigated, transparency also served as a way to minimize potential communication and coordination overhead, by making it easy to find information without the need to ask for it.
Indeed, participants called issue lists, commit lists and notifications their “first line of defence” against communication overhead.

The central role of transparency in the Atlassian study was made clear by various means. First, transparency was a cultural value that manifested as the practice of open communication, the ability to openly comment on every artifact and decision, and the by default public (within the organization) nature of all generated content. Transparency supported autonomy, by ensuring that people have the information they need to inform their decisions. It also ensured alignment by allowing people to see — and be part of — the big picture of organizational strategy, and see how their work fits within it. Finally, transparency helped to solicit meaningful feedback; by having all the information, the individuals’ and teams’ involvement has better chances of being well-scoped and useful.

In the Microsoft study, transparency was still important, although it manifested in a different way. Microsoft does not employ the same open communication mechanisms or the radical transparency of information and content that Atlassian does. Yet, as part of driving alignment and enabling autonomy (attributes within the roles of engineering managers described in Chapter 6) developers and managers said that managers share information with their team openly about the strategy of the organization and what it means for the team’s work. “Openly” in this case meant that managers would share discussions they had with upper management and strategic decisions that were in the making, and would involve developers in what should be the shape of the strategy. Even though the information may not be displayed to other teams or in central, open-access repositories (as done at Atlassian), it was still shared within the team in a transparent way to facilitate decision making.

It appears, then, that Transparency forms some of the ground collaboration via aligned autonomy stands on, and supports the other areas. I, therefore, have included Transparency as a fourth core concept in the framework, since it seems to transcend cultural values. In this sense, to achieve collaboration via aligned autonomy teams and organizations need to employ transparency of operational and strategic information, as part of their team collaboration practices, scaling strategies, cultural values, and manager roles.

Figure 7.2 shows the finalized version of the proposed framework. This reflects the retrospection (Transparency has been moved to the centre of the framework, with the other core concepts), and includes all the approaches that make up the four areas.
Figure 7.2: The final version of the proposed framework of collaboration via aligned autonomy. Transparency appeared as a core concept after the retrospection, and so is underlined in the diagram.

The collaboration via aligned autonomy framework highlights the areas that a modern software organization can influence to combine collaboration with autonomy, and how to approach them. It represents a view that is holistic, and takes into account the execution, strategic and managerial levels of an organization. Software companies often try to improve individual areas: they may adopt new collaboration practices, try new tools, or a different management style. Through the collaboration via aligned autonomy framework I propose that organizations should consider all four areas instead of optimizing for one, and strive to infuse the four core concepts into their practice as much as possible. I discuss the implications of the framework in the following section.
7.6 Implications of the framework

There are a number of implications that stem from the work in this thesis, for both theory and practice. I describe them below, relating them to existing work, where applicable.

Implications for theory

The work I presented in this thesis can add to several different bodies of the literature in software engineering research.

First, the contents of the GitHub study add to the literature that investigates the adoption of OSS-style practices in commercial software teams and organizations, a need identified previously [191]. Chapter 4 presented evidence of a variety of practices that, supported by GitHub’s features, resemble practices that have been identified in earlier work investigating the use of GitHub’s social features [52] and technical features [84] in open source software projects. Secondly, the contents of the Atlassian study can add to the literature investigating the adoption of agile practices in industry, and how agile practices scale. Although there has been a growing number of publications focusing on the use of agile development methods in industry, there is an identified need for more case studies [106], and a focus on the ways agile practices can be adjusted to be of benefit to large organizations [57] or projects [38]. Finally, the contents of the Microsoft study can add to the literature investigating developer productivity and motivation. While there is no documented gap yet in this research area, I argue that given the evidence from other domains about the impact managers have on productivity and motivation, software engineering research should consider the role of engineering managers and how they affect, even if in a second-order manner, software engineering outcomes. The findings of Chapter 6 bring evidence that engineering managers can have a positive impact on what an engineering team produces and how effectively.

Throughout the dissertation I have built on concepts that have originated or are discussed in other domains, besides software engineering. Neither collaboration nor autonomy are concepts that are particular to software engineering, and both have been extensively discussed in other disciplines. That software engineering deals with producing technical work, means that there is need for appropriation of the concepts and principles other domains have found relevant, but it does not make software engineering completely unique. The way I have discussed the literature and empirical
evidence in this thesis, can bring awareness of concepts such as empowerment, responsible autonomy, strategic fit, and how relevant they are in the context of software engineering. With the growth of the software engineering industry, software development is becoming a central activity in many organizations’ operations. For example, it is difficult to categorize companies like Amazon as retailers or software companies anymore. Practitioners have recently started to view software engineering as part of the organization (as opposed to a supporting activity), and realize the benefits of a holistic approach that combines engineering, business, and culture. While that is true of practice, however, it is only mirrored in software engineering research in areas such as Human-Computer Interaction or Computer-Supported Cooperative Work (which are usually considered to be on the fringe of software engineering). By framing the current thesis in an inter-disciplinary way my aim has been to raise awareness of the relevance of organizational factors within the context of software development practices.

The main outcome of the thesis is the collaboration via aligned autonomy conceptual framework. The framework has implications for theory in that it proposes a view that extends a currently popular one, that builds on a combination of independence and coordination. Work on collaborative software development in recent years has followed the premise in Conway’s law [39] that an organization’s structure and the structure of the system it builds mirror each other. This has had tremendous impact on research looking to model the collaborative software engineering activity. Studies have focused on how to apply Conway’s law to modularize software and minimize dependencies between individuals and/or teams [100], or how to define and distribute tasks between entities [118]. Yet, dependencies can only be minimized so much before there are risks of isolation that can be detrimental to the success of a software project [188], or an organization [205].

The collaboration via aligned autonomy framework extends this approach, while still respecting the principle of the software system/architecture and the organizational structure mirroring each other. In collaboration via aligned autonomy the modular teams and organizations are autonomous, but also aligned; this is accomplished by practices that address how teams collaborate, but also how they remain aware of the organizational direction through cultural values, and with help from the manager. The focus then is not on eliminating dependency, but on making teams aware of how they build on each other to enable them to influence the collective outcome. Although some earlier work argues that developers don’t see their work in that
perspective [118], there is evidence that suggests otherwise. Literature on knowledge work and psychology, indicates that developers want to be involved and gain a sense of purpose [146] that they bring into their work as high motivation. The findings I presented in this thesis corroborate and build on this view. Independence is still part of the framework and it surfaced as especially important in small organizations, perhaps because scale has not interfered with how aware the developers are of the desired outcomes on both the product development and the business side. Therefore, this thesis proposes a framework for collaborative software development that adds areas to be considered when investigating software engineering activities in teams and organizations.

Finally, the recorded cases and practices that I presented add to the knowledge repository of how software engineering is performed in practice. Previous work calls for more studies of software practices in industry [191], occasionally pointing out that software engineering research is lagging behind practice in coming up with recommendations [73]. Therefore, the thesis adds to the body of cases of engineering practices in industry, highlighting contextual factors behind them and linking them to theory.

Implications for practice

The framework of collaboration via aligned autonomy has potential implications for practitioners. While the framework is meant to be used in its entirety and as a holistic approach, it can guide interventions that teams and organizations may wish to make incrementally in their development practices, scaling strategies, organizational culture, or managerial roles. Recent research advocates for holistic approaches for continuous software engineering [75], and in that context the collaboration via aligned autonomy framework shows some ways to facilitate BizDev and integrate software development activities with business goals. The framework, complemented by the practices reported throughout the dissertation, can work on different levels of abstraction. On a high-level, the framework (as shown in Figure 7.2) highlights approaches that relate to the four colour-coded areas; the specific implementations of the approach can be left to the particular team or organization. For example, shared learning can be achieved through a variety of practices, not necessarily restricted to arranging brown-bag sessions, which was one of the practices I reported. On a low-level of abstraction, the case studies contain a variety
of practices that teams and organizations can consider to adopt. By shifting gears between the levels of abstraction, I have aimed to not be too prescriptive in the practices but to be descriptive enough in the principles that teams and organizations can design their own interventions, appropriating the approaches to fit their particular characteristics. Practitioners are looking for guidance on what practices to follow regarding collaboration, and the framework I propose provides food for thought.

A related implication is that this thesis — through the framework — proposes that software organizations should *strive to have as much overlap as possible between the four areas*. The claim may sound bold but the aim behind it is to bring to the practitioners’ attention that there may be more factors to consider than what may seem immediately relevant. Most often software companies tend to optimize locally: they adopt best development practices, or change their management style, or try a particular scaling practice. Based on the framework and the evidence in the thesis, it seems that interventions toward *collaboration via aligned autonomy* require attention to all four areas: team collaboration practices, scaling strategies, cultural values, and manager roles. For example, if a company is making decisions about how their development teams collaborate, they will have to consider how the decisions align with cultural values, scaling strategies, and manager roles.

Out of the four areas, software companies usually focus on teams and their managers, and then build on scaling strategies. It is often not obvious for a software organization that culture is also a primary concern, and should be included in how collaboration is set up, not as an afterthought. Throughout the thesis *culture surfaced as a major component of collaboration via aligned autonomy, highlighting that it should be a concern early on*. A resulting recommendation, therefore, would be for organizations to create a culture that fosters autonomy and alignment; by forging the culture early on the latter two elements can “fall into place”. The Atlassian case emphasized that by showing how the cultural values of the organization were set at the launch of the company and still drive its growth and work practices. At Microsoft the cultural values were not emphasized as early on. Yet, with the latest change in leadership the organization has shifted its culture and has now made it a major component of its organizational life.

The findings in Chapter 4 have implications for *how teams can select tools to use in their collaborative development, and how to complement them with other practices*. The variety of practices covers coding activities, but also communication and awareness. For example, teams using wikis as a communication tool may want to consider
integrations with their coding tools that will allow the seamless display of information on the status of work. Or, teams that are currently using GitHub (or planning to) may want to adopt practices of code-centric communication through that platform, to minimize coordination overhead.

The findings in Chapter 5 have implications for organizational structure and culture, as well as hiring practices. Regarding structure, building teams in a way they have permeable boundaries to support open collaboration was one of the approaches highlighted in the findings; this can be achieved in a variety of ways beyond the ones I described. Organizations that are looking to scale their practices of autonomy may want to consider adding feedback loops wherever possible. Also, efficiency at scale may be served well by removing layers in the hierarchy or handoffs of responsibility in the workflow. Regarding hiring practices, it seems that they should aim for cultural fit as well as technical skills. It is not uncommon for software companies to mistake engineering culture (e.g. agile) for organizational culture and, hence, focus their hiring process solely on assessing the candidates’ engineering skills. However, a growth in the number of employees means the influx of new cultural fragments, and unless fit is assessed, the nurturing of culture may be jeopardized (this was a concern of interviewees in the Atlassian study) and result in misalignment.

The findings in Chapter 6 have implications for selecting and training engineering managers. The finding that a great manager is seen as tending to social and motivational elements in the engineering teams that have autonomy highlights what skills organizations should be looking for or cultivating in their managers. At the same time, the findings can be used to inform managers themselves — both new and existing — about the attributes that matter to developers, to help them achieve results.

The findings of the studies taken together have the potential to introduce best collaboration practices in engineering teams, empower developers, and help managers generate better outcomes though their teams. As practitioners are looking for guidance on these matters, this thesis potentially makes a timely and significant contribution by rigorously establishing what is relevant for software teams, organizations, and managers, that wish to combine collaboration and autonomy effectively.

---

2https://hbr.org/2016/10/leaders-need-different-skills-to-thrive-in-tech
3https://hbr.org/2016/05/how-your-leadership-has-to-change-as-your-startup-scales
4https://www.atlassian.com/blog/git/the-essence-of-branch-based-workflows
The implications I have described in this section highlight what are the potential contributions of the thesis. I elaborate on how these implications create opportunities for further research in Chapter 8.

7.7 Research validation

Strauss and Corbin [40], recognize three criteria to validate the quality and credibility of qualitative studies: fit, usefulness, and sensitivity. Fit represents whether results resonate with the audience for whom the research was intended. Usefulness represents whether the findings offer new insights about the investigated phenomenon. Finally, sensitivity represents whether data and findings were derived from research questions, or research questions were posed inspired by the analysis of collected data. Below I describe the strategies (suggested by Creswell [43]) I used to apply the three validation criteria.

**Triangulation.** Triangulation is meant to assess a study’s sensitivity. I used multiple sources of data in each of the case studies to confirm the results and build a coherent outcome. Whenever possible data were triangulated during the analysis to assure the accuracy of the conclusions. In this sense, interviews were used to confirm survey results and vice versa, observations were used to confirm data collected through documentation review, and so on. This allowed me to identify minor discrepancies, but also to build context around the findings and create a better understanding.

**Member checking.** Member checking is meant to assess a study’s fit and usefulness. I contacted the study participants, within pragmatic boundaries, to ask for their feedback, and ensure that my interpretations of the data make sense from their perspective. To that end I sent follow up emails to the interviewees from the Microsoft study, and sent a report to the interviewees from the Atlassian study. For the GitHub study I incrementally shared study findings with participants (after saturation) at the end of the interview. The member checking activities supported the findings by confirming that they accurately represent the reality of the participants, and that they are useful to them. On a few occasions the member checking interviews resulted in minor changes and adjustments; for example, I changed the names of two of the manager attributes in the Microsoft to improve clarity.

**Dissemination to confirm accuracy and usefulness.** This activity is closely related to the member checking strategy, and is meant to assess the fit and usefulness of a study. In each of the three case studies I shared my findings with the
participants in some written form (beyond member checking), either by preparing custom reports (Atlassian study) or sharing publication drafts (Microsoft study), or blog posts (GitHub study). The reports were always shared with the participants, asking for them to bring up any issues or inaccuracies, and give an indication of whether the results are helpful. The feedback I received indicated that the study findings resonated with the participants. In some cases the reactions were quite enthusiastic; for example for the Microsoft study the participants were requesting to share the results with their teams and were looking forward to using the insights from the study. In other cases the reaction was more reserved; for example for the Atlassian study, while I received feedback that the results and insights are accurate, the participants felt that they had already clarity about the way they worked and the associated benefits. Still, the participants indicated that other teams and organizations could find the results and insights useful in their work, which the organization supports.

**Rich, thick descriptions.** Providing rich and thick descriptions is meant to support the *sensitivity* and *usefulness* of a study. By providing detailed descriptions of the setting, participants, findings, assumptions etc., the researcher allows the reader to transfer information to their own settings, and determine whether the findings can be transferred because of shared characteristics. Throughout the dissertation I have provided thick descriptions of the participants, their organizations, and the research setting. I have also elaborated on the findings, and the process through which I synthesized them. Especially in Chapter 7 I discussed in detail all the similarities and differences between the cases, as well as limitations of applicability. In the description of the framework I have remained abstract enough to allow transferability of the concepts (explaining through reciprocal translation analysis what are shared characteristics), while in the individual case studies I have presented specific practices and strategies that could be used in a prescriptive manner.

**External auditor.** The use of an external auditor is meant to assess the *fit*, *usefulness* and *sensitivity* of the study. External auditors must not be involved in the study themselves but be able to review the research procedure and the findings. For the GitHub study, a colleague of mine was used as an external auditor for the survey and interview process as well as the qualitative coding. In the Atlassian study I had an exit interview and survey with the program manager from Atlassian that oversaw the research project. In the Microsoft study I consulted with other researchers about the research questions and aspects of the survey and interview processes. In order to have the results reviewed by external auditors I also submitted papers to referred
international conferences and journals. Reviewer comments provided the ground for making improvements in the presentation of the findings, and the acceptance of a manuscript for publication signalled that the study met the quality and validation criteria. When publication was not possible, I discussed the study methodology and findings with members of my committee that were not involved in the study, and with other researchers in the field that would provide feedback after I presented to them the relevant details of the study.

7.8 Limitations of applicability

The findings in this thesis and the resulting framework have limitations as to their applicability, due to caveats of analogical inference. I described earlier how analogical inference works; by identifying shared properties of cases one can provide support for the conclusion that other similarities exist. In that sense, the applicability of the findings I described is bounded by some of the similarities in the characteristics of the organizations I studied.

The teams and organizations I studied follow agile software methodologies. The teams in the Atlassian study explicitly followed agile methodologies, and the teams in the GitHub study subscribed to the agile approach and described practices in line with it. At Microsoft, we know from earlier work [16] that many teams opt for agile development, although it is not the only development methodology used. Given that the findings come from teams and organizations that use agile practices, it is possible that collaboration via aligned autonomy applies differently in environments that use alternative methodologies (e.g. Waterfall), if at all. However, agile methods are becoming pervasive in industry, as shown by a recent large-scale industry survey reporting that 94% of respondent organizations follow an agile approach [207], which brings more confidence about the applicability of the collaboration via aligned autonomy framework.

All the studied teams and organizations specialize in building application software, and for the most part provide their software as a web service. This is somewhat different from exclusively building embedded software, or being contracted to build software for individual clients. Atlassian also does not customize its products for its customers. These companies are, therefore, concerned with the end user and the market, but the features of the software are not bespoke. The nature of these companies’ software development then gives room for autonomy,
and developers can offer input on what are the features that should be included in the products and how they should be built. This is both in the spirit of agile practices but also a more general model of collaboration in these organizations. Many software companies are commissioned to build software according to precise requirements and deadlines set by clients, which may limit the applicability of the concepts in the thesis.

The studied companies build software products for non-critical operations. Given the product offering of the studied companies, there is little to no need for compliance to certain regulatory or legal frameworks or other conformity to externally defined criteria. Although lately there are steps to introduce and sustain different flavours of agile practices even in regulated environments [76], the lack of external constraints (besides market conditions) as in the cases in this thesis leaves room to morph the strategy with input from multiple sources and affords autonomy to teams. As such, the practices and framework I discussed may need adaptation if they are to be applied in software development that needs to conform to certain criteria in a regulated environment.

The studied companies’ products are not built on core functionality upon which everything develops. Atlassian and the teams in the GitHub study, offer a spread of products and services, which they choose to pursue as business opportunities. There is integration between the different products but no underlying core functionality that restricts how spinoff products are going to be built, as for example would be the case of products powered by a certain operating system or a database infrastructure. The main drivers for decisions, then, are market conditions and competitors and while those may create side effects for dependencies of scope, they pose fewer restrictions on technical dependencies. The collaboration via aligned autonomy framework and its related practices may need to be adapted in cases where core infrastructure dictates some of the product decisions. However, although Microsoft does have most of its products building on the Windows operating system, many of the concepts relating to autonomy and alignment were still relevant.

The frameworks and practices presented are relative to the specific case studies. All the observations and resulting theorization I presented come from the particular cases. While I have explained the potential for transferability to other organizations, future work should focus on investigating how the framework applies in environments with different characteristics than presented here. However, the principles behind some of the cultural and managerial concepts relate to employee empowerment and motivation, and take into account the nature of knowledge work,
while respecting the principles of agile software development, and are therefore likely to be applicable to more cases than the specific ones.
Chapter 8

Conclusions and future direction

“We balance probabilities and choose the most likely. It’s the scientific use of the imagination.”

Sherlock Holmes – The Hound of the Baskervilles

This chapter is meant to conclude the thesis, and discuss avenues for further research. As with any research project, there are always more activities to be done that can increase the value of results, or improve the study’s reliability. I discuss some of these activities below as future research, after I summarize the results and thesis argument.

8.1 Summary of the results

Below I provide a list of the results I presented throughout the thesis:

- Through the GitHub study (Chapter 4) I identified five team collaboration practices that development teams use in conjunction with GitHub’s decentralized workflow, and which cover all collaboration elements.

- Through the Atlassian study (Chapter 5) I identified three scaling strategies within an environment built on four cultural values. The scaling strategies addressed concerns of how to maintain efficiency at scale, by scaling autonomy.

- Through the Atlassian study (Chapter 5) I also validated that the findings from the GitHub study generalize beyond the use of GitHub, since the teams at Atlassian were following the same team collaboration practices while using BitBucket.
• Through the Microsoft study (Chapter 6) I identified three manager roles that emerge in environments where development teams are empowered to determine their own work. The roles were further characterized through fifteen identified attributes for great engineering managers.

• Through a review of the empirical studies I characterized autonomy and provided a definition for it, informed by its contextualized meaning for collaborative software development in the studies, and the literature.

• By using interpretive evidence synthesis through meta-ethnography I constructed a conceptual framework of collaboration via aligned autonomy. The main components of the framework are team collaboration practices, scaling strategies, cultural values, and manager roles, each characterized through approaches. The framework builds on four core concepts: Transparency, Decentralized decision making, Aligned Autonomy, and Clarity of purpose.

• Throughout the thesis I presented several practices that software teams and organizations follow for collaboration, that have been abstracted in the areas and approaches in the framework.

8.2 Summary of the thesis argument

In this thesis I proposed a framework for software teams and organizations to organize their work based on the concepts of collaboration and autonomy. I argued that collaboration and autonomy are both essential in modern software development, but they can be problematic. It is also not always clear how software teams or companies can combine the two concepts successfully, in the context of what they want to achieve. I claimed that it is possible and useful to bring a more holistic conceptualization of software development work, and I proposed the framework of collaboration via aligned autonomy that ties elements of team practices, organizational culture, and management functions together. In this way, software development work is placed in the context that it is taking place, with multiple views accounted for: the operational role of teams, the strategic role of management, and the cultural and visionary role of the organization. I explained that such a holistic view, scoped on an agile approach, gives development teams a wider perspective than simply having knowledge
of implementation work, and empowers them to feel ownership, contribute important feedback, and participate meaningfully in decision making.

I discussed how this theoretical approach brings several implications for the study and practice of software development. The framework of collaboration via aligned autonomy implies that maximizing independence between individuals or teams and striving to keep them well coordinated, may be short-sighted at scale and could result in silos that jeopardize organizational goals. This is supported by the different, contextualized meanings that are attached to the concept of autonomy in software teams and organizations. Instead, providing autonomy to individuals and teams, but also displaying information transparently, and involving them in decision making can create an orchestrated ensemble of autonomous entities that decide their place in the puzzle, and collaborate toward the desired outcome. It further implies that autonomy does not equal misdirection, and that there are provisions that can ensure it works for the benefit of the organization, without the need to isolate individuals and teams to make them efficient. Finally, it carries an implication for those that conduct research of collaborative software development: it shows that studies should account for more than what traditionally falls under “software development”, and include activities that may not be strictly about the development of software but, in a second-order manner, have an influence on it.

The conceptual framework is supported by interdisciplinary theoretical and empirical work, and by the empirical data I obtained from the case studies I presented. Even so, the way the framework has been developed and articulated still leaves open questions, and opportunities for further research. I elaborate on these in Section 8.3.

8.3 Future direction

In this section I present areas where future work can focus to validate, and extend the research in this thesis.

8.3.1 Validate current work

While the findings I presented in the thesis come from the study of multiple software organizations and teams, the software industry as a whole is both large, and diverse. In Chapter 7 I discussed the common characteristics of the case studies, and the limitations of applicability, due to software organization types that I didn’t have
the chance to study. While I have been explicit about the limitations of the current framework, I plan to validate the framework further by studying other types of software companies. Obvious examples are startup companies, software organizations that operate within regulated environments, and non-agile organizations. By studying such cases I will be able to evaluate the transferability of the framework, and what adjustments should be made to make it applicable for more organization types.

At the same time, the validity of the framework can benefit from conducting more case studies, and basing the results on a larger number of companies. Empirical studies that are based on a single or a few cases are historically supported by evidence as contributing to scientific discovery [77], while intense observation has delivered insights in the social sciences ([117], p. 95). For the development of an empirical body of knowledge as championed by Basili [11], both single cases and large samples are essential. I plan — and encourage others — to replicate the studies I described in the dissertation in more organizations, and to this end I provide details of the methodology I followed, and access to the instruments I used in the relevant appendices, and throughout the detailed presentation in the chapters.

8.3.2 Extend current work

I suggest that the bulk of future work should be focused on the extension of the current framework. Two first steps are to operationalize the areas and approaches I have identified in the framework, and link them to organizational outcomes. Given that we have evidence that these areas and approaches contribute to the achievement of collaboration via aligned autonomy, and indications that they affect productivity, software quality, and motivation, operationalization will allow an assessment of how and to what degree each of the areas and approaches contribute to these outcomes. Such a quantitative expression can help organizations decide how to prioritize their interventions based on the impact they can expect on their bottom line.

A longitudinal study would be highly beneficial to identify additional areas in the framework and alternative approaches to achieving collaboration via aligned autonomy. The potential additional areas and approaches could help create a taxonomy, showing which areas require attention depending on the maturity stage of the organization, or changes in its organizational structure and operations. As we saw
throughout the thesis, several contextual factors are relevant to the framework (e.g. culture, growth rate) and these can potentially change over time, and/or cause other contextual factors to change. A longitudinal view of one or more organizations can reveal which aspects of the framework remain constant and which should be added or extended.

Although the domain of this thesis was software organizations, its main arguments are in principle applicable to other groups of people performing knowledge work. While team collaboration practices and some of the scaling strategies may be specific to software engineering, I plan to perform a comparison of manager attributes and cultural values with teams in other domains to evaluate whether the arguments of the framework hold across them.

Finally, based on the framework, one can develop and evaluate an instrument to measure collaboration via aligned autonomy readiness in teams or organizations. This dissertation discussed the areas and approaches at levels of abstraction where we can see if the approaches are present but not to assign an index to them, or compare between organizations or points in time. An instrument could provide the ground for self-assessment, and guidelines for teams and organizations wishing to improve some of their outcomes through a more methodical achievement of collaboration via aligned autonomy. Collecting feedback from practitioners that use such an instrument and learning how it helped them improve, can lead to more evidence-based recommendations and facilitation through artifacts and instruments.

8.4 Summary

In this dissertation I presented three substantial case studies based in industry that provide the foundation for a framework to understand the interplay of collaboration and autonomy. Through the synthesis of the findings I described a holistic approach that can guide teams and organizations to reflect on and improve their practice. The framework I presented combines practices on the team and organizational level and covers collaboration practices, scaling strategies, cultural values, and manager roles. I also provided a rich and contextualized discussion of the meaning of autonomy in modern software companies, and the subtleties of its relationship to other concepts. The evidence, findings, discussion, and framework can enrich research on collaborative software development by adding and refining factors to consider, and can support practice by guiding organizational decisions about how to enact autonomy at different
layers of the collaboration process.
Appendix A

GitHub study: data collection instruments

A.1 Ethics Approval
# Certificate of Renewed Approval

<table>
<thead>
<tr>
<th><strong>PRINCIPAL INVESTIGATOR:</strong></th>
<th>Eirini Kalliamvakou</th>
<th><strong>ETHICS PROTOCOL NUMBER:</strong></th>
<th>13-176</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>UVic STATUS:</strong></td>
<td>Ph.D. Student</td>
<td><strong>ORIGINIAL APPROVAL DATE:</strong></td>
<td>31-May-13</td>
</tr>
<tr>
<td><strong>UVic DEPARTMENT:</strong></td>
<td>COSI</td>
<td><strong>RENEWED ON:</strong></td>
<td>28-Apr-17</td>
</tr>
<tr>
<td><strong>SUPERVISOR:</strong></td>
<td>Dr. Daniel M. German</td>
<td><strong>APPROVAL EXPIRY DATE:</strong></td>
<td>30-May-18</td>
</tr>
</tbody>
</table>

**PROJECT TITLE:** Co-CoDe: Coordination, Collaboration, and Development processes in free/open source software projects - A qualitative study

**RESEARCH TEAM MEMBER** Daniela Damian, Co-supervisor/Professor (UVic), Daniel M. German, Co-supervisor/Professor (UVic)

**DECLARED PROJECT FUNDING:** None

## CONDITIONS OF APPROVAL

This Certificate of Approval is valid for the above term provided there is no change in the protocol.

**Modifications**

To make any changes to the approved research procedures in your study, please submit a "Request for Modification" form. You must receive ethics approval before proceeding with your modified protocol.

**Renewals**

Your ethics approval must be current for the period during which you are recruiting participants or collecting data. To renew your protocol, please submit a "Request for Renewal" form before the expiry date on your certificate. You will be sent an emailed reminder prompting you to renew your protocol about six weeks before your expiry date.

**Project Closures**

When you have completed all data collection activities and will have no further contact with participants, please notify the Human Research Ethics Board by submitting a "Notice of Project Completion" form.

## Certification

This certifies that the UVic Human Research Ethics Board has examined this research protocol and concluded that, in all respects, the proposed research meets the appropriate standards of ethics as outlined by the University of Victoria Research Regulations Involving Human Participants.

__________________________
Dr. Rachael Scarth
Associate Vice-President Research Operations
Certificate of Renewed Approval

<table>
<thead>
<tr>
<th>PRINCIPAL INVESTIGATOR:</th>
<th>Eirini Kalliamvakou</th>
<th>ETHICS PROTOCOL NUMBER: 13-178</th>
</tr>
</thead>
<tbody>
<tr>
<td>UVic STATUS:</td>
<td>Ph.D. Student</td>
<td></td>
</tr>
<tr>
<td>UVic DEPARTMENT:</td>
<td>COSI</td>
<td></td>
</tr>
<tr>
<td>SUPERVISOR:</td>
<td>Dr. Daniel M. German</td>
<td></td>
</tr>
</tbody>
</table>

**PROJECT TITLE:** Co-CoDe: Coordination, Collaboration, and Development process in free/open source software projects

**RESEARCH TEAM MEMBER** Co-supervisors (UVic): Daniel German, Daniela Damian

**DECLARED PROJECT FUNDING:** None

**CONDITIONS OF APPROVAL**

This Certificate of Approval is valid for the above term provided there is no change in the protocol.

**Modifications**

To make any changes to the approved research procedures in your study, please submit a "Request for Modification" form. You must receive ethics approval before proceeding with your modified protocol.

**Renewals**

Your ethics approval must be current for the period during which you are recruiting participants or collecting data. To renew your protocol, please submit a "Request for Renewal" form before the expiry date on your certificate. You will be sent an emailed reminder prompting you to renew your protocol about six weeks before your expiry date.

**Project Closures**

When you have completed all data collection activities and will have no further contact with participants, please notify the Human Research Ethics Board by submitting a "Notice of Project Completion" form.

**Certification**

This certifies that the UVic Human Research Ethics Board has examined this research protocol and concluded that, in all respects, the proposed research meets the appropriate standards of ethics as outlined by the University of Victoria Research Regulations Involving Human Participants.

Dr. Rachael Scarth
Associate Vice-President Research Operations

Certificate Issued On: 07-Jul-17
A.2 Initial survey

**Title:** How do you use GitHub?

< Greeting, introduction, overview of the project aim, link to consent form >

**Questions:**

1. Your GitHub username:

2. What is the primary reason that you decided to use GitHub?

3. Do you use GitHub primarily to collaborate with others? (choose below)
   - No, I primarily use it for my own projects
   - Yes, I primarily use it to work on projects with others

4. What is your favourite way that GitHub helps you work with others?

5. How do you manage dependencies between yours and others’ work on GitHub?
   Which processes/tools work for you?

6. Which GitHub tools or features do you use to keep track of activity? Activity might refer to developers or repositories.

7. How has the use of GitHub affected your development style?

8. Do you have a cool story to share about GitHub? Something that happened to you or you were involved with?

   Please enter your email address if you’re up for a short Skype / Hangout call so we can learn more about your response! We’ll contact you to make an appointment at your convenience.

A.3 Interview guide

- **Introduction**

  Hello <NAME>! Thanks for taking the time to do this interview with me! How are you?
  - First: is it OK to record the interview? We want to analyze interviews later for common themes.
- We are Software Engineering researchers at the University of Victoria. We want to find out how people use GitHub, especially with regard to how people work together. We have no commercial interest, this is a purely academic project. We will handle your data confidentially and will anonymize everything you say.

- Is that OK with you? Do you have any questions?

**Job situation**

- What is your job situation at the moment?
- What are your main tasks? (if needed, prompt with “development, quality assurance, managing..?”)
- What kind of company do you work for, how large is it?
- Do you work in a team? If so, how is it distributed in locations?
- What country are you based in?
- Which technologies do you use?

**You and GitHub**

- What do you use GitHub for? What are your most important use cases?
- Do you use GitHub for work or outside work?

**<If GitHub is used for work>**

- **Team profile**
  - Are you in a team?
  - How big is the team?
  - How is it geographically distributed?
  - Is the rest of the team also using GitHub?
  - Can you think about your most important project? If you can’t decide, just choose one of the more important ones. What is it?
  - What do you do there, what’s your role?
  - How often do you work on it?
  - With how many people do you collaborate there?
  - Are there any other roles in that project team? Which ones?
  - Are your repositories private?
- **Collaboration style**
  - How would you describe the collaboration in your team?
  - Can you give an example of collaboration in your team?
  - What tools/technologies do you use for collaborating?
  - Are they adequate? Is there something missing?
  - Do you face problems? Can you give an example?

- **Workflow**
  - Can you walk me through your workflow step by step? Starting from a list of tasks that the team needs to perform, what are the steps you follow until task completion?
  - What tools do you use in each step?

- **Coordination needs**
  - What does coordination mean to you? How would you define it?
  - OK, thanks! For us, it is “actions to manage dependencies between people and/or tasks”
  - Keeping that in mind, can you remember the last time you had to do something like that? Can you give an example of coordination in your team?
  - What are the occasions that you find it essential to coordinate with your team?
  - Can you remember a recent issue with coordination, i.e., where you had to manage dependencies, make a group decision or resolve conflicts between you and others? Not necessarily code-related dependencies, maybe they were organizational?
  - How did you resolve it?
  - What was the root cause for the problem, do you think?
  - Do you have any conventions on coordination that you try to follow and diffuse in your project? Why? How exactly?

- **Task division**
  - How do you decide how to split the work between team members?

- **Awareness**
  - How do you keep track of activity in your projects?
  - Do you prefer to track the activity of people or artifacts? Why?
- How does that help you?
- How do you stay aware of people’s actions?
- How do you stay aware of the state of / changes in / activity in artifacts?
- Does it get too much? Is anything missing? Do you face challenges?

- **Communication**
  - What are the occasions that you find it essential to communicate with your team?
  - Does it get too much? Is anything missing? Do you face challenges?

- **Conflicts**
  - Do you come across conflicts?
  - How do you resolve conflicts in your team?

- **GitHub’s role**
  - How does GitHub fit in with all those collaboration pieces?
  - Which of these things do you address through GitHub and which through external tools?
  - How has GitHub helped your team collaborate?
  - Has your use of GitHub changed over time? How?
  - Is there something missing? Does GitHub hinder anything?

- **Summary**
  - Overall, is coordination important to you?
  - Why is it so important, what do you think?
  - Does GitHub make anything of that easier or harder?
  - What are problems you see with coordination right now, in your work, in your personal situation?

- **<If repositories were private>, Interaction on GitHub**
  - Can you remember a pull request that required coordination? Can you tell me what happened?
  - Do you remember a pull request that got rejected? What were the reasons?
  - Do you sometimes have new people become part of your project? E.g. with merge or commit rights.
- How do they learn your team’s practices? How do they learn to coordinate with you?
- Where did you learn about the coordination practices you currently use?
- Have you learned coordination strategies from other users on GitHub or somewhere else?

• <GitHub used outside work>
  
  – Do you work with others?
    - Do you receive pull requests from people outside your project?
    - Do you submit pull requests to other projects?
    - Which happens more often?
  
  – What is your collaboration style?
    - Can you give an example of collaboration in your team?
    - How does GitHub support you with that? Which features do you mostly use when collaborating?
    - How do you decide how to split the work?
    - How do you keep track of activity?
    - Do you track the activity of people or artifacts?
    - How does that help you?
    - How do you stay aware of people’s actions?
    - How do you stay aware of the state of / changes in / activity in artifacts?
    - How does communication happen? On which occasions? Can you give an example?
    - How do you resolve conflicts? How does GitHub allow you to do that?
    - Do you face any challenges?
  
  – Would you recommend using GitHub for work?
    - Why? Why not?
  
  – How would you compare coordination on GitHub with coordination in other tools?
    - Do you see any differences?
    - Do you see any problems in one that are not present in the other?
- Do you see any advantages in one that are not present in the other?
- What do you think are the reasons for the differences?
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B.2 Blog post addressing employees at Atlassian
What is the magic of the Atlassian teams (and can it work better)?

Hello Atlassians,

My name is Eirini and I ask you to take 5 minutes to read this post on an upcoming research project taking place in Atlassian.

Probably the first thing that comes to someone when they hear the name “Atlassian” is team collaboration. It’s the goal of Atlassian’s products, but also the foundation of the company’s innovation and creative thinking. Judging by Atlassian’s success, then your teams are doing a great job of transforming individual expertise into collective excellence. Your collaboration evolves and sustains a company with a great reputation and an impressive track record in products, customers, and tool adoption.

Collaboration is a notoriously tough nut to crack though. Often it doesn’t work exactly how you would expect it to (not knowing why), and sometimes it works surprisingly smoothly (again not knowing why). When teams can’t collaborate well even the most mundane task becomes a disaster, never mind the talented people or the clear plan. When teams work well together they overcome obstacles and deliver something they are proud of. So, what’s the recipe?

Short answer is that there isn’t one (yet), which is why when you find teams that collaborate and perform well you want to study the magic. That’s my passion. I see all major successes today being team-driven and for my doctoral work I chose to look at how teams collaborate well and what it takes to support them, which aligns with what Atlassian is about. In my previous studies I examined open source-like development practices in environments that support open collaboration, such as GitHub.

Part of how teams work best relates to how they perceive themselves; how satisfied they are with what and how they’re doing, and what’s getting in their way. Performance metrics and surveys only tell part of the story; nothing beats the insight from observing teams at work, and talking to people. I invite you to help in a study that will look to:

- **learn about what works great.** You, your team, and your company will know what you don’t need to change (which is as useful as knowing what to change). Plus you get to be part of real scientific research and maybe teach others by your example.
- **zoom in on things that could work better for you.** Something that may have been bugging you and your team and keeping you from “being the best you can be”.

All the insight will serve to put together an actionable framework in the end. Meaning, your own recipe.

I’ll be happy to talk with everyone, thank you for your time!

Image copyright XKCD Comic 208 xkcd.com/208/ (variation)
B.3 Product development process & tool use

The following is a description of the general approach to product development that the teams at Atlassian follow.

Throughout Atlassian, teams use the very tools they develop and offer to their customers. This practice, colloquially known as dogfooding [96], has multiple functions for the teams. First, it allows them to test certain features within the Atlassian environment and get feedback from people that closely resemble the customers, before releasing to the actual customers. Second, since the developers are also consumers, the practice gives ideas to the teams for features they should be developing next. Third, the developers identify with the product beyond the scope of their job. As the head of Engineering put it, referring to the the Bitbucket product:

확대된 내용: “People are very passionate about making it good and they take pride in representing themselves as the Bitbucket team. Every time we change anything we get a reaction from the community through social media, and even for just that fact they want to make it good.”

The product teams use the stack of Atlassian tools; they mix the tools with other mechanisms (such as meetings) and match tools to different purposes. Below, I describe the product planning and development process, as was described by the Head of Engineering and the developers of the Bitbucket team, and discuss it alongside the tools that are usually used at each stage.

The Ideation phase

In the Ideation phase, the product team decides on the next things it is going to build. As reported in the interview with the Head of Engineering, input for this stage comes from multiple sources, as listed below:

1. Ideas that come internally from developers, who are also consumers for the products

2. Business goals set organizationally for Bitbucket. The rationale is that BitBucket is the main tool of the developer tool suite and it introduces customers to the rest of the Atlassian tools; how can it be built in a way that it helps other products too?
3. Ideas for improvement coming from the support team talking to customers

4. Customer interviews, performed by the product management team. The description of how the customers’ teams work, provides insight on how to fit the tools to the teams’ workflow

5. Tracking competitive products and what they offer

6. Educated guesses that come with experience; ideas turn into features shipped to customers, and are evaluated for 2-3 months in terms of the engagement they generate.

The organization’s strategic goals about products are broadly set in a document describing the Vision, Targets, Focus, and Metrics (vtfm), which is written and communicated to the organization by the co-founders through Confluence. The vtfm describes where the organizations sees itself a year ahead, and what it wishes to accomplish. As the broad goals cascade via the leadership (CEO, vice presidents, Head of Engineering, Ecosystem etc), and management, they are described more concisely. Once the goals are clear enough to be considered together with the other sources of information listed above, they culminate in a product roadmap for the development team, with short and long-term objectives, up to 6 months. The roadmap produces big streams of works (epics, in the agile terminology). During this phase, the main communication mechanism is meetings, and the primary tool used is Confluence.

From the observation of the planning meetings, it was clear that Confluence is the tool that acts as the record and the reference point for the team. Confluence is a wiki that serves as a knowledge management tool, allowing teams to organize and discuss content that has to do with their work. Confluence has a high degree of versatility for teams, because they can (and do) use it in different ways and for different purposes depending on the stage of the work they are in and the needs they have at particular times. Confluence supports the creation of spaces, which are essentially sections within the wiki. Any individual, team, department or other entity in the organization can form a space that will be dedicated to holding information about a particular topic. For example, the Bitbucket team has its own Confluence space where they have built a knowledge base for all the information that is of interest to the Bitbucket team, or that current and future members need to know about. Spaces are made up of pages; there are templates for pages that need to have a specific form, but pages are also fully customizable. During meetings, the product teams create meeting minutes
Figure B.1: Screenshot of a Confluence page used for a meeting agenda. Names of participants have been removed.

on Confluence, noting the date, goals, attendees, discussion items and any decisions that were made through the meeting (example shown in Figure B.3). By default, all meeting minutes are publicly visible in the Atlassian extranet, and open to comments and edits.

The Requirements building & Design phase

Despite the name, this is one phase involving two activities that inform each other in iterations. In the Requirements building & Design phase the team gains more clarity and reaches consensus about how the things it will build should work. The epics in the roadmap are turned into specifications by product managers. These specifications are equivalent to the more traditional requirements, and are written in a succinct manner. As with all other documents, specifications are publicly visible within the organization. They receive on average 30-40 comments, a fact that was mentioned in the interviews and was confirmed by the review of documentation. Employees that are not part of the product team can comment and give opinions. There is a template page in Confluence for documenting specifications. All product teams are outcome-driven, and the goal is always to satisfy customers. The specifications, therefore, are
aimed toward describing what will be the value for the customer if the corresponding piece of work was to be completed, and if this should be a goal for the team. The team decides which goals to focus on next, based on the value to the customer and the effort for the team, within the scope of the high-level strategic goals. The specification template has a specific area that describes how a particular feature links to strategy, so that the team can take that into account when deciding on the next features to build. Assuming that a goal is picked up for the next iteration, designers create User Interaction (UI) and User Experience (UX) designs to define what the experience will be for the customers. All specifications are documented in Confluence.

Once the epics are defined, feature teams are created ad hoc and take ownership of the work. The feature team is made up of 1-3 developers and a designer, and there is a team lead that makes sure that the specifications are in the right shape and are in charge of making sure that the specification description and the upcoming estimations are in agreement. Specifications are broken into tasks (user stories, in agile terminology) and sub-tasks, are documented in Confluence (examples shown in Figure B.3), and are brought into the meetings. In the weekly planning meeting, the team discusses the priority and effort estimates for upcoming tasks. Effort estimation and scheduling are consensus-driven and are done by the developers. Different teams may follow their own practices regarding effort estimation. For example, the Bitbucket team follows the technique of “t-shirt size estimation”, where they define a task as being small, medium, large or extra-large. The Head of Engineering explained that this is because the team decided that estimation through assigning story points to tasks or requirements was time-consuming without giving them much more benefit than the t-shirt sizing approach, which was considerably faster. The Core Ecosystem team favoured planning poker as their method of estimation for tasks. There is a planning meeting at the beginning of each week, and a demo meeting at the end of the week, where designers show their designs and get feedback from the developers.

User stories that represent tasks are opened as tickets on JIRA, which supports issue tracking, bug tracking, and project management functions. JIRA holds the necessary information to plan the sprint, and track how tasks progress, allowing the developers that work on the tasks to move them from one stage of work to the next, changing their status. JIRA supports both Scrum and Kanban boards, but is customizable if teams are using more customized workflows. JIRA also integrates with the Bitbucket tool and so provides traceability between the tasks and the code contributions that correspond to them. The Bitbucket and Marketplace teams are
Figure B.2: Screenshot of a task list on a Confluence page. Tasks can be automatically generated out of a Confluence meeting agenda, and link to JIRA tickets. Names of participants have been removed.

using JIRA for their tasks, and the specifications link to JIRA from the description on Confluence. This is the practice of all 3 teams, although they are following different agile methodologies (Scrum versus Kanban). Once there is a list of tasks in place, the team decides the work distribution in their planning meeting. In the Bitbucket team and the Purchasing team the developers select tasks for themselves, while in the Core Marketplace team, the development team lead assigns the tasks to the developers. Once there is an agreed distribution of work and everyone know what they are going to be working on for the week, the team enters the next phase.

The Implementation phase — An iteration

The following phase is *Implementation*. This includes code development, redesign, testing, validation of prototypes (what is referred to as dogfooding), and finally deployment. Once the feature team have the list of tasks they will be working on for the next sprint, and developers have picked or been assigned their tasks, they begin their individual part of the implementation, which is code development. The development workflow is described in more detail in the next section, but is such that it makes use of a branching protocol and the use of pull requests and incremental code reviews. All along the workflow, the developers collaborate and share prototypes with other members. This happens either during the regular demo meetings, or informal meetings and serendipitous interaction. For example, I observed that it was not uncommon for members of the Bitbucket team to talk with the designer while looking at the design wall with printed mockups of the prototype they put together. Next to design walls
Figure B.3: Photo of a design wall. There are printed screenshots of an upcoming infographic that was to be released publicly on the Atlassian website (published version at https://www.atlassian.com/time-wasting-at-work-infographic). The sticky notes on the screenshots correspond to comments about the contents of a screenshot, left by other employees passing by.

around the office there are sticky notes, pens and highlighters that anyone can use to leave comments. I observed that this was a popular practice; employees walking by a design wall would stop and look and leave a brief comment on a sticky note (example shown in Figure B.3). On one occasion, the same employee that left a comments passed by the design wall later and saw that someone had commented on their comment and used another sticky note to responds, creating an informal discussion thread through sticky notes.

Once the developers have gone through enough cycles of sharing their progress and getting feedback, they submit their work for peer review. The code management is handled through Bitbucket and the tasks are moved from one status to another
on JIRA. Developers write and maintain tests along the workflow, and they have to provide test notes with their code. Once the submitted code has successfully gone through peer review, the new features are submitted to dogfooding, which means that they are made available internally to Atlassian employees for one week to two or three months before they are made available to the customers. After the dogfooding phase, and any resulting changes, the new features are deployed to production and then released to customers. The tools that are used in these phase, on top of using JIRA and Bitbucket, are Atlassian offerings for software teams; code reviews are handled through Crucible, and continuous integration, deployment and release management are handled through Bamboo. Once an epic is completed, the feature team dissolves and its members can now form different feature teams as needed.

Communication is a key element for the product teams (and the organization as a whole), and supporting communication is a common feature in all Atlassian products, and therefore the suite of tools that the product teams use for their work. All the artifacts on Confluence, JIRA, and Bitbucket can be commented on and create a basis for discussion and feedback. In parallel to all the activities in this (and indeed all other too) phase of product development, teams also communicate closely through Hipchat, the enterprise chat tool used at Atlassian. Hipchat has multiple functions as a communication tool. For product teams, it serves to handle all the communication happening in the team and form a record of discussion and decisions about features. All product teams have their own chat rooms inside Hipchat, although the chatrooms are open to anyone in the organization. Any employee can, therefore, look at the discussion that is happening inside a product team and participate. Product teams can also choose to have multiple chat rooms, used for different purposes. For example, the Bitbucket team has a standup channel, and a channel that tracks deployments and releases, among the channels it keeps besides the main communication channel. Hipchat also integrates with the other Atlassian development tools and so delivers notifications about submitted pull requests, deployments, tests, and releases (example shown in Figure B.3). That way the team remains aware of how work is progressing in various stages without needing to monitor the separate tools.

When the new features are released to the customers, there are supporting activities that take place, handled by other teams. For example, technical writers write blogs about the new features which are posted on Atlassian’s public blog. The marketing team handles the promotion of the new release and features and there is mention of the updated product in social media. As the features are taken up by
the customers, the product teams would like to evaluate the features to see how they served the customer needs, and where there is room for improvement. The product teams use a metrics-informed usage report that shows them how often and in what way the features are used by the customer. The Head of Engineering explained that there is still way to go to make full use of the data-driven decisions for features, but it is used more and more.

On a monthly basis, teams hold a retrospective, during which they review their process and progress of the last month and propose things they should start following and things that didn’t work for the team and should, therefore, no longer be part of their process.

The Special weeks

Interleaved with the product development process, there is a protocol that the team has come up with that shifts the attention from the product to the team and its operations. Out of every 10 weeks there is a “special week” that takes the form of one of the below:

- **Innovation week**: the developers can work on whatever they work, as long as it is loosely related to Atlassian products. These may be ideas that the developers have put forward to the team but have not been prioritized by the
other developers, and they need to result into something that is shipped.

• **Performance week**: a week that is dedicated to looking at the systems that the team and the product is using and trying to find ways to improve their performance. The systems’ performance drops gradually, so this is a practice that is seen as good housekeeping on the team’s part.

• **Bug fix week**: a week devoted to resolving as many bugs as possible. Bugs come from reports from the customers of from the team itself or other teams in the organization. Unless the bugs are critical and/or they prevent the product from working, they are deferred to a later stage for resolution. The Bug fix week is the team’s chance to catch up, and ensures that the less desirable task of fixing bugs is a shared one.

It is important to note that during these special weeks, the product development activities stop, in favour of what is the chosen focus for that week. This is something that is taken into account during the planning of the epics etc and the expected progress and timeline.

### B.4 Collaborative development practices

#### B.4.1 Code development workflow

The workflow that is described below is the process that corresponds to the code development in the *Implementation* phase. At Atlassian, teams make their own decisions on the workflow they will follow and that means that there is some diversity in the practices. I asked the teams we interacted with to describe their workflow to me, starting with a list of tasks that the team has to perform, and ending with deployment to production.

The three main teams that I observed (Bitbucket, and two Marketplace teams — Core and Purchasing) use a *branch-and-pull workflow*. Stories in JIRA represent tasks for developers and are picked up or assigned during planning meetings. Both Bitbucket and the Purchasing team have developers volunteer for tasks, while the Core Marketplace team follows a process where the project manager and developers discuss stories, estimate story points, and agree on the stories a developer will work on for that week. Teams also use JIRA as an agile project management tool. Entries in JIRA represent issues that can be tasks, bugs or other types or tickets.
JIRA works as a team’s dashboard, through which they can organize their sprint. As team members work on tasks, they update the status, which supports visibility of the progress of work. JIRA supports the Scrum and Kanban methodologies, but is also customizable to be used with variations.

After task selection, developers work on their separate feature branch, committing their code there. This usually takes the form of multiple commits, with comments attached to them. Once a developer is ready with their code for the task, they submit a pull request through Bitbucket. All three teams follow the protocol that the developer submitting the pull request nominates 2 reviewers for their code. While reviewers are typically team members, there is no restriction to nominating someone from another team to review a different team’s pull request. In addition, the pull request is visible and anyone can participate in the code review. Generally the author selects reviewers that have expertise in the area of the contribution. The pull request needs two “thumbs up” (two approvals) to be accepted for inclusion in the codebase.

The review of the pull request involves discussion, which usually happens in either comments attached to the pull request, or on Hipchat. Rarely an author and a reviewer need to sit down together so that the author can explain parts of the code they have written for the reviewer to gain better understanding. Part of the code review on pull requests is a list of changes requested by the reviewer. The author needs to also supply test notes so that the reviewer can run the functionality on a live system to check that everything is working. Occasionally a reviewer may give a conditional approval, contingent on the author making a particular change. Once the pull request is accepted it is merged to the main branch and it transitioned to a staging status, also reflected by a change in status for the task/story in JIRA.

Most teams at Atlassia use continuous builds and integration and in most cases 30-60 minutes after merging there is a successful build that can be deployed to production. The automatic deployment system will then close all issues associated with the pull request and its relevant tasks, delete the feature branches, and handle other parts of the release. When asked if everyone on the team is keeping consistent with this workflow, a project manager replied

◆ “On the whole we are consistent, but there are exceptions. I can think of one developer that always leaves a story open until it is ready for review. So he may be working on it for days but it looks open all this time until he sends a pull request.”

The workflow described above is identical to the branch & pull workflow that was
reported by teams using GitHub as their collaborative development platform.

B.4.2 Collaboration elements

The teams that I reviewed at Atlassian use Bitbucket as their collaboration development platform and they submit pull requests using it. Part of the communication happening in the team during development is through comments on the pull request and/or the JIRA tickets that correspond to the task the pull request is associated with. This form of communication is code-centric and attached to the artifact, in a similar fashion to what I observed in the way teams use GitHub. Developers also track the progress of tasks and the project through dashboards pulling information from JIRA, displaying the change in status for all tasks.

Teams at Atlassian use Hipchat as the hub of their communication. Hipchat was also mentioned by all the Atlassian employees that I interacted with and observed as the main communication tool. Although at the beginning of my study (and visit) I used email to coordinate with Atlassian employees to ask questions or arrange interviews, I quickly switched to using Hipchat as it was recommended by many employees and it was mentioned as their preferred method of being contacted. Inside Atlassian, Hipchat has replaced email as a communication tool; interviewees reported that it provides an unobtrusive way for employees to contact others, by mentioning them or messaging them directly, while the rate of receiving notifications is customizable to reflect the level of awareness that a user wants. Most employees have installed the Hipchat application on their smartphones and keep in touch with messages when they are away from the office.

Communication is a big part of the teams’ life. Product teams have their own communication channels or rooms inside Hipchat, with separate rooms serving different purposes. This practice allows for a separation of the different types of discussions the team has, and keeping multiple, but not convoluted records of decisions made during discussion. The Bitbucket team, for example, has been using a separate Hipchat room for its daily stand-up meeting, while later on during the study Hipchat integrated with a stand-up bot to make it easy for teams to report and retrieve statuses for stand-up meetings. With this practice, all the information concerning the stand-up meetings and the progress or problems reported in them is recorded and archived for awareness, while team members that are not in the office or are remote members can still connect with the rest of the team and share their information. Teams also
use Hipchat rooms that are meant for social purposes only, where members discuss off-work topics. Social rooms are not team specific and usually focus on a theme, and are open to anyone in the organization that wants to join.

Hipchat integrates with a number of other tools, and sends automated messages to the teams’ rooms, updating them about the submission of pull requests, the outcomes of tests and staging, as well as deployments. In this way, even if the team is discussing something else or members are passively present in a chat room, they can still be informed through notifications. The developers maintain awareness through the automated messages on Hipchat, but also the dashboards that show the progress of tasks.

The highly visible project status helps developers stay coordinated as well. The need for coordination was something that all the participants agreed on, recognizing that it is important to find the balance between too little and too much for coordination. The participants found that the branch & pull workflow highlights the points when coordination is needed, that is the submission of a pull request. Communication through comments, and additional discussion on Hipchat complement the signalling of points that require the team to coordinate. Since the team’s protocol is such that expects the author of a pull request to make all the necessary changes for its approval, conflict resolution is a responsibility of the author. In that sense, the author has ownership of the task from the time that it is assigned to them, up until the time it is deployed to production.

As mentioned before, the task division process is not uniform between all teams at Atlassian. Some teams (like the Bitbucket team and the Marketplace Purchasing team) estimate tasks and issues via consensus and have the developers pick the tasks that they will work on for the next week. The Core Purchasing team follows a process of the manager and the developers discussing the nature of the tasks the team needs to perform, but the tasks are then assigned by the manager.

B.4.3 Comparing practices across platforms

Atlassian is an interesting case as its development teams use oss-style development practices (making it a good Inner Source example). Atlassian also practices open collaboration across the entire organization with all communication being accessible and transparent, together will all information sources and repositories. Below I elaborate on the similarities I noticed between the practices used in commercial teams using
GitHub and those using Bitbucket as their collaborative development platform. The overlap between the practices that were reported by the teams using Bitbucket and those I recorded from the teams that were using GitHub is large. This is important, as it lends merit to the argument that the workflow and accompanying practices that we see are not tool-specific, but they represent a de-centralized and de-coupled way of working, supported by the tools, that teams in several organizations favour. The practices from both cases are summarized in Table B.1.

Table B.1: Practices reported by development teams at Atlassian, the corresponding Bitbucket enablers, and how they support the collaboration elements. I have included the GitHub enablers from the corresponding study to highlight the overlap.

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Bitbucket enabler</th>
<th>GitHub enabler</th>
<th>Collaboration element effect</th>
</tr>
</thead>
<tbody>
<tr>
<td>Independent development</td>
<td>Branch &amp; pull workflow</td>
<td>Branching workflow (also mentioned as GitHub workflow)</td>
<td>Minimized coordination needs</td>
</tr>
<tr>
<td>Progress and status</td>
<td>Timeline, notifications, integration with HipChat</td>
<td>Timeline, notifications, integration with chat client</td>
<td>Awareness</td>
</tr>
<tr>
<td>monitoring</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Code reviews</td>
<td>Pull requests with in-line comments</td>
<td>Pull requests with in-line comments</td>
<td>Highlighted coordination needs</td>
</tr>
<tr>
<td>Code-centric communication</td>
<td>Comments on commits, issues, and pull requests</td>
<td>Comments on commits, issues, and pull requests</td>
<td>Targeted communication</td>
</tr>
<tr>
<td>Self-organization</td>
<td>JIRA issue tracking</td>
<td>Public issue tracking</td>
<td>Task Division</td>
</tr>
<tr>
<td>Automatic testing</td>
<td>Service hooks to Bamboo</td>
<td>Service hooks in corresponding tools</td>
<td>Conflict Resolution</td>
</tr>
<tr>
<td>and deployment</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

In both cases — teams using GitHub, teams using Bitbucket — I used the same enquiry protocol, although I also accommodated positive digression in the conversations with participants. The longest duration of the investigation at Atlassian allowed me to gather more data and understand more processes than strictly the development and code management ones. However, in my investigation of the way teams in both cases use the collaborative development platforms the two studies are comparable.

The oss-style practices that were reported to me in the investigation of commercial software teams using GitHub, were also followed by the commercial teams using Bitbucket inside Atlassian. This fact validates the oss-style practices I noticed being used by commercial teams, since it appears they are not restricted to a specific tool or organization. It is worth noting that even though Atlassian used a different platform, the features that Bitbucket provides are largely similar to the ones offered through GitHub. Both platforms build on the pull-based development model and offer the same branching workflows. The functionality around pull requests and issues is also identical, as well as how notifications are handled both through email messages and
as integrations with other communication tools. Both GitHub and Bitbucket offer the commenting functionality on every artifact, be it a pull request, an issue or a commit. In-line comments are available in both tools, so that developers can have code-centric discussions. During the two studies, there was no noticeable influence of the technology on the collaborative development practices. This is not to say that the practices are tool-agnostic; it rather points out that its the concept of decentralizing work that is getting adopted, alongside with the tool.

The investigation of Atlassian validates the presence of oss-style collaborative development practices in commercial software teams as were recorded in the GitHub study, and extends their relevance beyond the specific tool and size of organization.

B.5 Further challenges identified in interviews

Even with the provisions made by Atlassian’s work practices, challenges still exist. Two challenges that stood out from the interviews and reviewing Confluence have to do with the side-effects of open communication at scale, and the the side-effects of keeping a flat and flexible organizational structure. The description below highlights that there are trade-offs between challenges and practices; some practices are put in place to mitigate certain challenges, but subsequently expose limitations or create challenges of their own.

B.5.1 Challenge of information transparency at scale

1. Communication openness creates information overload All information and work artifacts are by default visible across the organization and archived in Confluence, resulting in high volumes of information produced during the course of a single day.

The practice of open communication showcases a tradeoff between practices and challenges. Transparency of all information creates a buzzing environment at Atlassian, containing all forms of information: meeting minutes, enterprise strategy decisions, roadmaps and plans, personal posts and opinion pieces, to mention a few. This creates
instant visibility of all information that is produced and circulated in the organization, and is a practice that not only is a powerful cultural value in the organization, but also serves as the basis for autonomy to be effective.

The downside is the danger of information overload. The interviews identified this as a definite problem. Firstly, the volume of information that is produced during the course of a single day is overwhelming. As one of the interviewees said, referring to Confluence:

“*The conventional wisdom is: Don’t even go there, you’ll get sucked in*” Following the information can prove a major distraction and the mitigation strategy for everyone is to follow only certain types of information or colleagues to keep up to date. Confluence offers a mentioning function; certain people, teams or locations can be mentioned in an article and subsequently notified through email. In addition, there are tags that users can apply to artifacts, making them more identifiable as to their relevance. Even with filtering however, product managers and executives end up receiving a large number of notifications because of the frequent mentions and generic tags. Information overload was the major challenge that the interviews showed related to the total visibility of information.

The second reason that the accumulating information becomes problematic is that it is difficult to track and navigate information on Confluence. This was a repeated note in the interviews, and confirmed through the internal satisfaction survey; the search function on Confluence is far from optimal and, coupled with the amount of incoming information, makes it hard to find information again. Teams and individuals maintain their own spaces within Confluence where they archive the information that is relevant to them for easy navigation. However, there are no uniform rules for archiving and curating documents and other communication artifacts across the organization, making retrieval challenging. The challenge shows that there is need for better categorization and tagging of information, as well as a guide of recommended naming conventions across the organization for files and other documents, to make information easier to navigate, until there is a better search functionality in place.

The rapidly growing number of Atlassian employees that participate on Confluence is only expected to accentuate this challenge.

2. **Information openness can cause friction** Information sharing in the open poses a challenge to balance between discussion and decision; comments and
Having a large (and growing) number of people in an open communication environment has the potential of heated debate. While this is as natural as it is healthy to an extent, the more people involved in a discussion the easier it is to encounter problems. Several interviewees brought up the same incident of a post on Confluence discussing early ideas on product branding, which received severe criticism and resulted in negative sentiment. The general view was that it was not the open discussion that created the problem, but that the idea was in too early of a stage to invite constructive discussion. In a open information and communication environment premature criticism of ideas can leave a bad taste to the original poster (and others) as well as uncertainty about how to contribute ideas and information. Geographical distribution and the fact that two ends of a heated debate may not have met each other can amplify this challenge, making arguments risky. The Head of Risk Management commented:

“Right now it is up to the individual to know when something is posted as a request for feedback or for your information. We can still be open but put some more thought into our comments”

Participating in an open communication environment that makes all information visible also puts a question of boundaries. The interviews showed that although there is strong belief that every comment and question deserves an answer, there are no clear boundaries around the time to discuss and the time to make a decision on an issue or the weight that each voice carries. As a result, addressing every comment on a page that has to do with a decision can be a distraction and not meet everyone’s expectations of having an open discussion on the issue. There seems to be room for introducing some desired patterns for communication that could give some guidance around how long discussions should go for etc.

As the company grows, the number of people that have impact on a certain decision remains almost stable, while the number of people that can participate in a discussion — with the possibility for heated debate — increases, creating a risk of inefficient conversations. While operating on decency and common sense etiquette is sufficient at present, articulating guidelines promoting healthy debate could help with anticipating possible future problems. OSS projects use a “Code of Conduct” as a set
of guidelines for smooth communication and interaction in their large and diverse communities; this practice could work in Atlassian’s case too, instilling conversation etiquette as part of the on-boarding experience for newcomers too.

Finally, Atlassian is home to different generations of information users that interpret information sharing and communication etiquette differently. Setting examples and educating users on what is considered mindful and constructive language, content and level of participation is a gateway to ensuring smooth and effective communication, especially as Atlassian is considering opening up some of its communication channels to their partners and customers in the future.

B.5.2 The challenge of a flexible organizational structure

1. **Rapid growth brings in new hires regularly** As Atlassian grows and expands, it onboards new members constantly.

   New employees contribute their skills toward Atlassian’s growth, and the organization subsequently changes its structure to accommodate and integrate them into its routines. Even though Atlassian constantly looks to improve its onboarding activities, how to spread the culture to a constantly new crowd remains a challenge. A practice Atlassian has followed is to shuffle senior developers around so that they can help and guide new employees and/or new teams. Culture is important to Atlassian and is generally regarded as the company’s winning factor. As one of the interviewees wondered:
   
   “Everyone is brand new all the time, how do we indoctrinate this culture that existed with the older members that are now outnumbered 10 to 1 by new people with their own ideas?”

2. **Cross-functional work requires employees to move around** Integrations between Atlassian’s products create a need for product teams to work together, resulting in a change in roles and teams.

   With Atlassian’s scope expanding, changes in the organizational structure reflect changing needs. Some occasions call for people to move from one team to another, move to a different hierarchical role, or for teams to work independently or together. Shifts like these are mostly ad hoc and allow the organization to be flexible to adjust
to market opportunities and challenges, and in a way its agile mentality. A challenge that was mentioned along side the pursuit of flexibility was that of teams not enjoying enough stability to be as efficient as they could be:

“\textit{When you change all the time you never really get into the groove, I’m looking forward to have teams be teams for an extended time}”

A team’s identity may also be challenging to establish and maintain. Occasionally managers may also find themselves needing to argue and explain the potential negative impact of moving people to other positions. A development team lead said:

“I don’t have a problem losing people, but my concern is to do it in a way that it doesn’t cripple the team”

3. **Ownership and decision making become unclear** Decision making responsibility for tasks or parts of a product, becomes challenging to trace as people move between teams.

With adding new people, and having existing people change roles or teams, who has say in decision making may become unclear. In addition, multiple developers touch a system; everyone feels ownership, while it may become obscure who should participate in discussions or who is responsible for what, as the following quote demonstrates:

“\textit{People come to me because they think I’m the go-to for that. Even if that’s no longer the case I don’t want to send them away. I will volunteer to locate information for them, although it turns into a distraction often enough}” While people volunteer to answer questions and direct people to the right person, or even find out who that is for them, it can prove time-consuming and a distraction. This challenge brought up the need to curate information, especially when it relates to ownership and responsibility.

**B.6 Analysis of how Atlassian’s work practices fit with Aligned Autonomy**

Let us start with the practices that relate to the level of the individual. Table B.2 below acts as a reminder of the practices and shows the categorization which I discuss now.

The \textit{use of branches for specific tasks or features} isolates the development that relates to different tasks. In that sense it provides a high level of Autonomy to indi-
<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Level of Autonomy</th>
<th>Level of Alignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Developers use branches for their work on a task or feature</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Developers select the task they are going to work on each sprint</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Developers submit pull requests when they have changes ready</td>
<td>medium</td>
<td>medium</td>
</tr>
<tr>
<td>Developers make changes on their branch</td>
<td>high</td>
<td>medium</td>
</tr>
</tbody>
</table>

Table B.2: Practices on the level of the individual and their related levels of Autonomy and Alignment

individual development. At the same time the practice provides a high level of Alignment since the developer can see how her work fits in with the product, as this has been pre-decided when building the backlog, and do not create a need to consult with others. The practice of task self-assignment provides a high level of Autonomy in task division, and a high level of Alignment since again, via the decisions about the backlog, the fit of one task with the others and the objectives for the product team is clear. The submission of pull requests creates some need for the individual developer to coordinate with team members for the code review that comes right after; as a result it relates to a medium level of Autonomy. Regarding Alignment, the practice is also related to a medium level, since it requires team members to consult with others about the fit between the delivered feature and the intended functionality, which happens in that code review. Finally keeping the changes to the branches, in a similar way to the practice of using feature-focused branches, isolates development between different developers and, hence, results in a high level of Autonomy. It is still required that the developer then consults with others through the code review process to assess the fit with the intended functionality and, therefore, the practice corresponds to a medium level of Alignment.

Table B.3 shows the practices at the team level and their related levels of Autonomy and Alignment.

The end-to-end ownership of the workflow provides the team with a high level of Autonomy, since the practice makes the team independent of others in completing work from task definition to deployment to production. At the same time the practice provides support for high level of Alignment because the organization has a clearly
<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Level of Autonomy</th>
<th>Level of Alignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>End-to-end ownership of a team’s workflow</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Deployment to production is handled by the team</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Submitted pull requests need two reviewers</td>
<td>medium</td>
<td>medium</td>
</tr>
<tr>
<td>The backlog is decided by the team</td>
<td>high</td>
<td>medium</td>
</tr>
<tr>
<td>Builds are self-managed by teams</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Teams define their own scope and timeline</td>
<td>high</td>
<td>medium</td>
</tr>
<tr>
<td>Teams include engineers, designers, devops and support engineers</td>
<td>high</td>
<td>medium</td>
</tr>
</tbody>
</table>

Table B.3: Practices on the level of the team and their related levels of Autonomy and Alignment

defined a documented process for teams to follow in order to test, build and deploy their work. For the same reasons, the fact that the process is such that deployment to production is handled by the team provides support for both high levels of Autonomy and Alignment. Similar to deployment, builds are also self-managed by teams and, therefore, support high levels of Autonomy and Alignment. Another practice that makes teams self-sufficient and, therefore, provides high levels of Autonomy is that of the team including engineers, designers, devops and support engineers. In terms of Alignment, the practice means that the developers will need to consult with others to ensure how their part fits with product decisions, as they stem from providing support to customers for example. It, therefore, provides support for medium level of Alignment, with the potential to support it fully, the more seamless the flow of information is between the roles.

We saw that submitted pull requests require two reviewers before they are approved for merging to the main codebase. This is a practice that creates some need for coordination (to carry out the review) and therefore results in a medium level of Autonomy for the team member and for the team. It is also associated with a medium level of Alignment as it creates the need for the developer to consult with someone (the reviewers) about how well their implementation fits with the bigger picture of the goal the team is trying to accomplish; the goal has been set before, when creating the backlog, and has been refined all the way from the original high-level strategy. In fact, the practice of having the team deciding the backlog provides a high level of
Autonomy for the team on the one hand, but is essentially bounded and informed by the intent and the decisions about strategy made on higher levels and communicated through briefing techniques, like meetings, blog posts and all-staff events. To that end, the practice supports a medium level of Alignment as it creates a need to consult with those decisions and consider them when deciding backlog items. Along the same lines, the teams define their own scope and timeline, which gives them a high level of Autonomy on the team level by not having to coordinate with other teams to make decisions. They do, however, need to consult with the communicated intent in order to define their scope within the boundaries of the strategy, and so the practice supports a medium level of Alignment.

Table B.4 shows the practices at the level of the organization, and their related levels of Autonomy and Alignment.

<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Level of Autonomy</th>
<th>Level of Alignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Access to repositories is open</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Micro-services architecture</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Ubiquitous personas</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Offsites notes are visible</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>There are ways to provide feedback on decisions on products</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>Teams follow a pull-based workflow</td>
<td>high</td>
<td>medium</td>
</tr>
<tr>
<td>There are organizational roles to communicate product direction decisions to teams</td>
<td>medium</td>
<td>high</td>
</tr>
</tbody>
</table>

Table B.4: Practices on the level of the organization and their related levels of Autonomy and Alignment

The practice of open access on repositories is a practice that relates to high levels of both Autonomy and Alignment, because it provides freedom about the actions that teams can take. Teams can access and follow the information that they find is relevant to them, no more or no less. The fact that they don’t have to ask for permission or approval means independence, while the easy access to information that is critical for teams to understand the big picture (such as rationale about business decisions) provides the ground for alignment. This practice works closely with the practice of providing ways to provide feedback on decisions on products, through the various
mechanisms I have already listed earlier. Providing feedback creates some need for coordination and, so, corresponds to medium levels of Autonomy. It is a technique that supports a high level of Alignment, however, by making the feedback and explanation of rationale visible so that, collectively, the organization moves toward the same mindset about what the goals are. The practice of having organizational roles to communicate product decisions to the teams moves in the same direction; it is a technique that provides high level of Alignment, although it creates need for coordination and bounds Autonomy.

The use of a micro-services architecture for some of the Atlassian products supports the Autonomy of the product and feature teams since they work on decentralized parts of the product. Such an architecture, by design, defines and shows how the separate parts work together and, so, supports a high level of Alignment. The ubiquitous presence of personas and the transparency of the offsites notes enable the teams to act independently, while still giving them the same point of reference and, therefore, correspond to high levels of both Autonomy and Alignment.

Finally, as mentioned earlier for the team level, teams follow a pull-based workflow. This makes whole teams independent from each other, but able to contribute fixes etc without needing approval or permission (high level of Autonomy). Alignment is supported at a medium level due to the need to consult (at least through reading the documentation) with the team about their goals and objectives to know how a particular fix contributes. What is more, a developer that is external to the team and contributes need to consider how their submitted work supports their product’s fit with the higher level goal.

Table B.5 shows the practices that relate to work that is organized or communicated across teams, and their related levels of Autonomy and Alignment.

The transparency of the progress and status or all teams’ work and their mission, are practices that support high levels of Alignment by making all parties aware of how their own work fits with the strategic objectives and goals; an example is that when describing features teams have to document how these link back to the VTFM. At the same time, given the transparency of the information, teams can work independently of one another while having the same point of reference, and hence the practices also support a high level of Autonomy. High levels of both Autonomy and Alignment are also supported by the practice of producing and using templates and guidelines. These ensure that although teams are working separately they follow the same instructions that frame their independent actions into a unified outcome.
<table>
<thead>
<tr>
<th>Reported practice</th>
<th>Level of Autonomy</th>
<th>Level of Alignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Progress and status of all teams’ work is visible</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Other teams’ mission and progress is transparent</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>Teams give regular demos of their work in progress</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>There are templates, design and coding guidelines available</td>
<td>high</td>
<td>high</td>
</tr>
<tr>
<td>There are regular synchronization opportunities between teams</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>There are impromptu synchronization opportunities between teams</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>Employees move around different teams and learn first hand how they work</td>
<td>medium</td>
<td>medium</td>
</tr>
<tr>
<td>Employees rotate roles and learn what are the responsibilities and pain points</td>
<td>medium</td>
<td>medium</td>
</tr>
<tr>
<td>Teams share their successes and failures with other teams</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>There is cross-pollination in tools and processes between teams</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>Decisions on key product directions are transparent</td>
<td>medium</td>
<td>high</td>
</tr>
<tr>
<td>Teams practice code peer review</td>
<td>medium</td>
<td>high</td>
</tr>
</tbody>
</table>

Table B.5: Practices relating to **working across teams** and their related levels of Autonomy and Alignment

We saw that teams have the opportunity and are encouraged to *share with the rest of the organization both their successes and failures*. This practice is supported by a number of mechanisms that range from various meetings and events, both for *regular and impromptu synchronization* between teams and *demos of ongoing work* that supports everyone maintaining awareness and seeing the link between objectives and tasks. *Cross-pollination in tools and processes* is an important practice that is further supported by the awareness and synchronization between all teams. These practices support a high level of Alignment by making the actions toward fulfilling objectives of other teams transparent, and informing decisions. At the same time, they provide a medium level of Autonomy because they occasionally create the need for coordination to arrange events and to take action on lessons learned through them. High Align-
ment is also supported by the fact that the decisions on key product directions are transparent and usually explained at length through a variety of mechanisms, helping teams see how their tasks will fit into the strategic goals. The practice supports a medium level of Autonomy since it creates some coordination needs for the team and other organizational roles (such as the program or product manager) to translate the key product direction to actionable objectives and tasks for the team.

Another form of cross-pollination happens organically when employees are seconded to different teams and when they rotate roles within their team. Both these practices support medium levels of Autonomy and Alignment; they create a need for teams to coordinate to have people from other teams placed with them, and the new members need to consult with the established members of their new team to know and understand the fit between the team’s work and the higher level objectives. They are both useful mechanisms, however, for creating empathy between teams and between roles, as the pain points become clear and the less desirable tasks are shared.

Finally, as mentioned before, the development teams practice code peer review. When looking at this practice from the perspective of developers that want to contribute to a different team that the one they belong to, this practice creates a coordination need between the external developer and the team he is contributing to both because the external contributor will need to coordinate their action with the team’s objectives and because there will be need to coordinate the peer review itself. At the same time this practice helps make clear how another team’s work fits under the strategic objective, and hence supports a high level of Alignment.

B.7 Member checking survey

The member checking survey can be accessed at:
https://www.surveymonkey.com/r/3QJPTR3
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C.2 Interview guides

C.2.1 Interview guide for developers

- **Introduction**
  - Who we are and what the project is about
  - Reiterate non-affiliation with HR, confidentiality and that we are not interested in identifying individuals
  - Ask for permission to record

- **Context**
  - How many years of professional experience? In what roles?
  - How many different companies have you worked in?
  - What do you do for Microsoft?

- **Attributes and their importance**
  - In the short survey you pointed out X attribute as being important for an engineering manager to have. Can you tell us more about experiences or instances that led you to consider X characteristic important?
  - Which of these attributes do you think a good manager cannot lack?
  - Have your views changed at all during your career? In what way?
  - *If the developer is a mature employee* Have you had a change of heart? Have you seen your views about what you think makes a great software engineering manager change during your career? What were some of the experiences that made you change your mind?

- **Link to retention**
  - Has there been a time you have felt strongly “I really want to stay in this team”? What has played a role?
  - Has there been a time you felt strongly about recommending to someone else to join a team? What played a role?
  - Has there been a time that you felt strongly “I want to leave this team”? What played a role?
  - Are there any of these attributes that a great manager cannot lack? If the manager didn’t have attribute X what would you think about how good they are, how would it affect what you think about the team you are in?

- **Link to the engineering of software**
  - Have there been any instances that your manager did something that helped
you get your job done? What was it?
- What are your expectations about how your manager should support you in getting your job done?
- Do you receive mentoring from your manager? In what form?
- How often do you have conversations about technical aspects of your work with your manager? What are your expectations about that?

**Wrap-up**
- Is there anything else that you think we should be asking?
- Is there anything that you would like to add?
- Do you have any questions for us?
- Would you like to be notified about the results of this project?

### C.2.2 Interview guide for leads

**Introduction**
- Who we are and what the project is about
- Reiterate non-affiliation with HR, confidentiality and that we are not interested in identifying individuals
- Ask for permission to record

**Context**
- How many years of professional experience? In what roles?
- How many different companies have you worked in?
- What do you do for Microsoft?

**Attributes and their importance**
- In the short survey you pointed out X attribute as being important for an engineering manager to have. Can you tell us more about experiences or instances that led you to consider X characteristic important?

**Responsibilities**
- How are your responsibilities as lead different than an IC’s? What changed in your day-to-day work?
- How are your responsibilities as lead different than a manager’s? How have you divided your concerns?
- What changed in your interaction with your manager when you became a lead?
- What changed in your relationship with the team when you became a lead?
- What is the distribution of time you devote to doing technical work versus
managing people?
- What kind of technical work do you do? How is it different from what an IC does?
- What aspect of leading the team do you take on versus the manager?
- What aspects of managing people do you handle?
- Do you mentor engineers? In what way?
- What was the most recent instance that you helped an engineer get their work done?
- How do you see the lead’s and the manager’s role in the engineers’ core work (engineering software)?

**Team health**
- How do you gauge if the team is healthy? What are the elements of team health to you?
- Do you have any mechanisms or techniques to measure those? How?

**Team health**
- How did you become a lead? Did you prepare in some way? Did you get mentoring?
- Did you get any training on how to manage a team?
- What were your expectations going in? Anything that didn’t work out that way?
- In trying to do well in this role, did you try out things that didn’t work out? What were they?
- In trying to do well in this role, did you have to pick up any skills or knowledge that you didn’t have before? Can you give examples?
- What advice would you give to a new lead?
- Has your experience as a lead changed your views on what attributes are important for a great software engineering manager?

**Link to retention**
- Is retention a lead’s concern?
- Have you had experience with engineers leaving a team? What is usually the impact?
- How do you try to avoid having a situation where someone leaves the team?
- How do you recover from it? Are there any resilience mechanisms that you build in the team to recover faster from an exit?

**Challenges**
- Do you have any challenges in your role as lead that data science could help you with?

**Wrap-up**
- Is there anything else that you think we should be asking?
- Is there anything that you would like to add?
- Do you have any questions for us?
- Would you like to be notified about the results of this project?

### C.2.3 Interview guide for engineering managers

**Introduction**
- Who we are and what the project is about
- Reiterate non-affiliation with HR, confidentiality and that we are not interested in identifying individuals
- Ask for permission to record

**Context**
- How many years of professional experience? In what roles?
- How many different companies have you worked in?
- What do you do for Microsoft?

**Attributes and their importance**
- In the short survey you pointed out X attribute as being important for an engineering manager to have. Can you tell us more about experiences or instances that led you to consider X characteristic important?

**Freedom to the team**
- What are decisions that you leave up to the team? Can you give us examples?
- Where does the team get its direction from? What are your mechanisms for communicating that to them?
- Is it important for the dev team to have buy in for what they have to do? How do you obtain that?
- Can there be too much freedom? What happens if the team wants to go in a different direction?
- Have there been tensions on that point? How was it resolved?
- Do you find that you have to manage upwards? How do you do that?
- How do you link team mission to organizational mission?
- How do you link individual goals to organizational goals?
• **Positive working relationship/woking environment**
  - Has there been a case that a developer came to you with an idea that in your experience would not work? How did you handle that?
  - How do you provide flexibility for work/life balance? What are experiences that showed you that this is important?
  - Do you approach engineers proactively to see how they are doing or are you letting them come to you when they need something or are having problems?
  - How do you coach engineers? What is a recent experience that you provided coaching to one of your team members?

• **Switch to managerial role**
  - How were you selected for the managerial role?
  - How did you prepare for the managerial role? What training did you receive?
  - In your quest to fit into the managerial role, where there things you tried out that didn’t work? Can you give examples?
  - Was the lead role helpful in preparing you for a managerial role?
  - What were things you had to learn or skills you had to acquire to perform the managerial role?
  - Have your views changes during your managerial experience about what you consider important attributes for a great manager to have?
  - Do you think that a good engineer makes a good engineering manager? How are the skills and competencies needed for the two different?

• **Retention**
  - Is retention important? Does it come up as a concern for engineering teams in your experience? How do you deal with it?
  - What is different about having junior versus senior engineers on your team? What do you handle differently?

• **Link to software engineering**
  - Has there been an instance you can remember that you did something that helped an engineer get their work done?
  - Do you provide mentoring? What kind?
  - Do you have technical discussions with the engineers? How often?

• **Challenges**
  - What are the most important challenges that you have in your role as manager?

• **Impressions**
- Which of these attributes do you think a good manager cannot lack?
- Gave you had a change of heart? Have you seen your views about what you think makes a great manager change during your career? What were some of the experiences that made you change your mind?
- Are there qualities that you see in other engineering managers that you wish you had?

• **Wrap-up**
  - Is there anything else that you think we should be asking?
  - Is there anything that you would like to add?
  - Do you have any questions for us?
  - Would you like to be notified about the results of this project?

### C.2.4 Interview guide for upper-level managers

• **Introduction**
  - Who we are and what the project is about
  - Reiterate non-affiliation with HR, confidentiality and that we are not interested in identifying individuals
  - Ask for permission to record

• **Context**
  - How many years of professional experience? In what roles?
  - How many different companies have you worked in?
  - What do you do for Microsoft?

• **Attributes and their importance**
  - In the short survey you pointed out X attribute as being important for an engineering manager to have. Can you tell us more about experiences or instances that led you to consider X characteristic important?
  - Which of these attributes do you think a great manager cannot lack?
  - Have you seen your views about what you think makes a great software engineering manager change during your career? What were some of the experiences that made you change your mind?

• **Recruiting an engineering manager**
  - When there is an engineering manager position to fill, where do you look for candidates?
  - Think about the last time you were looking to recruit an engineering manager,
what were the criteria you had in mind?
- What attributes are you looking for in developers that show you they are a
good fit to become leads or managers? Why? How are these attributes helpful
in managing a software engineering team?
- Once you have recruited a manager, what areas do you provide coaching on?
- How do you spot that someone needs support or help? How do you help them?

• **Switch to managerial role**
- How have you seen engineering managers transition in their role?
- How do they prepare for the switch from an engineering role to a managerial
one?
- As they are figuring out their new role, have you seen people deal with chal-
lenges?
- Was there a time that you advised someone when they made the switch from
an engineering role to one with managerial responsibilities? What advice did you
have for them?
- Do you think that managing engineers is different than managing people in
other fields of knowledge work? How?

• **Link to retention**
- Is retention important? Does it come up as a concern for engineering teams in
your experience? How do you handle it?
- Have you seen the attributes of managers be associated with retention in teams?
In what way?
- What have you seen in your experience are ways to help with retention in
engineering teams?
- Have you had experiences that showed you mechanisms to build in a team to
make it more resilient to people exiting? What are they?

• **Wrap-up**
- Is there anything else that you think we should be asking?
- Is there anything that you would like to add?
- Do you have any questions for us?
- Would you like to be notified about the results of this project?
C.3 Survey

The full survey, and the regression models can be found at https://github.com/cabird/Engineering_Manager_Study. For convenience, I am including the survey below:
Survey - The attributes of great software engineering managers

Your answers help us.

Thank you for agreeing to participate in this survey.

Microsoft Research is interested in uncovering the attributes of great software engineering managers. Our aim is to improve how managers attract, retain and grow talent in their engineering teams. Responses to this survey are private and confidential. Please click here to review the privacy statement. The survey takes about 10 minutes to complete.

This survey is anonymous - no personal information will be collected. Aggregated information may be shared with research collaborators outside of Microsoft and used in publications. We selected you as part of a sample of Microsoft employees based on your job role. If you have any questions about this research project, please contact t-eikall@microsoft.com

After completing the survey, you can enter a raffle for one of two $50 Amazon gift cards (official rules of the sweepstakes). Instructions for entering the raffle will be provided once you submit your response.

Thank you,
Eirini Kalliamvakou (T-EIKALL) and Christian Bird (CBIRD)

Demographic information

1) Which one of the following describes you best? (required) *

☐ You are an Individual Contributor

☐ You are an Engineering Lead
You are an Engineering Manager

Other - Write in: 

Logic: Hidden unless: Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Individual Contributor")

2) What role do you directly report to?

- Engineering Lead
- Engineering Manager
- Other: 

Logic: Hidden unless: Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Engineering Lead","You are an Engineering Manager","Other - Write in")

3) What roles report to you? (select all that apply)

- Individual Contributors
- Engineering Leads
- Engineering Managers

Validation: Must be numeric

Logic: Hidden unless: Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Engineering Lead","You are an Engineering Manager","Other - Write in")

4) How many people directly report to you (non-vendors)?
Validation: Must be numeric
Logic: Hidden unless: Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Engineering Manager","Other - Write in")

5) How many people in total report to you, directly and indirectly?


Validation: Must be numeric
Logic: Hidden unless: (Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Individual Contributor") AND Question "What role do you directly report to?" #2 is one of the following answers ("Engineering Lead"))

6) How many people report to your Engineering Lead?


Validation: Must be numeric
Logic: Hidden unless: (Question "Which one of the following describes you best? (required)" #1 is one of the following answers ("You are an Individual Contributor") AND Question "What role do you directly report to?" #2 is one of the following answers ("Engineering Lead"))

7) How many people in total report to your skip level manager, directly and indirectly?

If you don't know exactly, please give a rough estimate.


How many people report directly to your skip level manager?

If you don't know exactly, please provide a rough estimate.

8) How many people in total report to your Engineering Manager, directly and indirectly?

If you don't know exactly, please provide a rough estimate.

How many people report to your Engineering Manager directly?

If you don't know exactly, please provide a rough estimate.
9) How many years in total have you been an Engineering Lead?


10) How many years in total have you been an Engineering Manager?


11) How many years in total have you been a professional software engineer?


12) How many years have you worked at Microsoft? (required)*


13) In what location do you work? (required)*

- North America: USA - WA (Puget Sound regions: Redmond, Bellevue, Seattle, Sammamish, etc.)
- North America: USA - Silicon Valley, CA
- North America: USA - Other
- North America: Canada, Mexico
- Central America and South America
- Europe
- Asia: China
- Asia: India
- Asia: Middle East
- Asia: Other
- Australia, New Zealand, Oceania
- Africa
- Other: [ ]

Validation: Must be numeric

14) How old are you? (enter in years)
15) What is your gender identity? (required)*

- Female
- Male
- Other - Write in:
- I prefer not to say

The following questions ask specifically about the role of the Engineering Manager.

16) Below are 15 attributes that interviews with developers and managers indicated make great engineering managers -- but, of course, opinions vary. What do you think, based on your experience? Under each attribute you can find examples of the engineering manager demonstrating that attribute.

Please rate how important each attribute is for distinguishing a great engineering manager from a good one, ranging from "critical" to "not important".

A great engineering manager...*

<table>
<thead>
<tr>
<th>Mediates inter-team interaction</th>
<th>Critical</th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Acting as a buffer with other teams/disciplines/managers, negotiating what her team can provide when, and mediating her own team's requests to other teams.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Not important
| **grows talent**  
Providing opportunities for challenging work, suggesting training for the engineer to gain industry relevant skills, and providing actionable feedback to improve engineer performance. |  |  |  |  |  |  |  |  |
|---|---|---|---|---|---|---|---|---|
| **is available**  
Signalling themselves as approachable, and devoting time to the engineer when needed. |  |  |  |  |  |  |  |  |
| **guides the team**  
Coaching engineers on quality aspects (e.g. scalability), providing guidance through appropriate questions to engineers struggling with tasks, and helping the engineer build judgement. |  |  |  |  |  |  |  |  |
| **protects developer flow**  
Shielding the engineer from randomization, removing distractions and blockers, and helping to resolve issues or conflicts. |  |  |  |  |  |  |  |  |
| **inspires the team**  
Viewed as a leader, responding to situations individually rather than having general approaches, and demonstrating passion about their work, the team, and the company. |  |  |  |  |  |  |  |  |
| **supports experimentation** |  |  |  |  |  |  |  |  |
Encouraging the engineer to try out new things, and signalling a safe environment for unsuccessful attempts.

<table>
<thead>
<tr>
<th>drives alignment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sharing information about higher level context, explaining the business intent for the product/service, creating a mission with input from the team, and setting clear goals for the trajectory.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>enables autonomy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Providing freedom on how engineers do their work, showing trust and support for their decisions, and helping engineers be independently responsible.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>cultivates fairness</th>
</tr>
</thead>
<tbody>
<tr>
<td>Showing appreciation for the engineer's contributions, holding themselves accountable for the team's progress, and recognizing value publicly while correcting the engineer privately.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>builds a relationship with team members</th>
</tr>
</thead>
<tbody>
<tr>
<td>Taking an interest in the employees' life outside work, discussing their general interests, and caring about them as a person.</td>
</tr>
<tr>
<td>maintains a positive working environment</td>
</tr>
<tr>
<td>----------------------------------------</td>
</tr>
<tr>
<td>Providing flexibility to balance work and personal life, energizing the team through organizing events, celebrating team successes, and ensuring good morale.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>recognizes individuality</th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Understanding each engineer's strengths and weaknesses and finding fitting tasks for them, valuing diverse perspectives in the team, and fine tuning the definition of success to each individual's talents and interests.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>builds team culture</th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Demonstrating the rules, norms, and habits of the team, creating &quot;what this team believes in&quot; with input from members, and facilitating an environment of shared success and responsibility.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>is technical</th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Being knowledgeable about the system and technologies the engineer is working with, understanding the complexity or problems and solutions, and having input for design dilemmas.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
17) If you think there are attributes of great engineering managers which we missed above, please enter them below.

18) Imagine you are responsible for recruiting an engineering manager for team X, and you are down to your final two candidates:

1) Person A, a brilliant engineer with an impressive track record. They have expressed interest in furthering their career by becoming an Engineering Manager. Person A has been responsible for small feature teams as an Engineering Lead in the past. The teams they have managed so far have performed great. The feedback from Person A's directs has been reserved at best, highlighting that team members have felt awkward around them and that their social skills need improvement.

2) Person B, an enthusiastic Engineering Lead with a history of becoming a linchpin for all the teams they have worked with. They have brought to your attention lots of articles on leading and growing teams, and best people management practices. The teams they have managed so far have performed great. The feedback from their directs has been that they consider Person B an inspiring figure, but have had little input from them on technical aspects of the team's work.

Which of the two candidates would you choose?

- Person A, because:
- Person B, because:
19) Please rate your level of agreement with the statements about engineering managers below:

<table>
<thead>
<tr>
<th></th>
<th>Strongly agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>If I heard of a team in another company with a great engineering manager I would consider moving there</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>An engineering manager that is technical is respected by their team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager influences the success of the team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should be the person that makes the technical decisions in the team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should understand engineering,</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>but not practice it</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>-----------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be to drive execution excellence</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should be the mentor for the engineers</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Delegation is a way for an engineering manager to avoid performing certain tasks</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be talent retention in their team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should guide the team by providing solutions to coding problems</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
The primary concerns of engineering managers should be business-related.

The engineering manager should have insight on discussions about alternative options for design or implementation.

20) Please rate your level of agreement with the statements about engineering managers below:

<table>
<thead>
<tr>
<th>Statement</th>
<th>Strongly agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>Software engineers are more engaged if the engineering manager cultivates a fun atmosphere in the team</td>
<td>○</td>
<td>○</td>
<td>○</td>
<td>○</td>
<td>○</td>
</tr>
<tr>
<td>If I heard of a team with a great engineering manager I</td>
<td>○</td>
<td>○</td>
<td>○</td>
<td>○</td>
<td>○</td>
</tr>
</tbody>
</table>
would consider moving there

The engineering manager should provide rationale for thinking about problems, rather than provide solutions

An engineering manager that is not technical is not respected by the team

The most important goal for an engineering manager should be explaining the merit of a team's mission to its members

The engineering manager influences the quality of the code
<table>
<thead>
<tr>
<th>The primary concerns of engineering managers should not be technical</th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Delegation is a signal that the engineering manager trusts team members</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should be data-driven in all their discussions</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should be the shield from randomization</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should guide the team by asking questions</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be making</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
21) Please rate your level of agreement with the statements about engineering managers below:

<table>
<thead>
<tr>
<th>Statement</th>
<th>Strongly agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>The engineering manager should be the person that software engineers go to for technical guidance</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be to generate business impact</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
</tr>
<tr>
<td>The engineering manager should be the team's best advocate</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
</tr>
<tr>
<td>The engineering manager should be happy</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
<td>![Circle]</td>
</tr>
</tbody>
</table>
should coach engineers in the team to be self-sufficient

The most important goal for an engineering manager should be to clearly explain the desired outcomes for the team

I would leave the company if I didn't like my engineering manager

The primary concern of engineering managers should be growing a healthy team

The engineering manager should enable, rather than direct
Delegation is a way for the engineering manager to empower team members by giving them ownership over what they do.

The engineering manager should contribute code to the project regularly.

The engineering manager should hold back their technical opinion unless asked.

The engineering manager should clearly state their technical opinion to the team.
22) Please rate your level of agreement with the statements about engineering managers below:

<table>
<thead>
<tr>
<th>Statement</th>
<th>Strongly agree</th>
<th>Agree</th>
<th>Neutral</th>
<th>Disagree</th>
<th>Strongly disagree</th>
</tr>
</thead>
<tbody>
<tr>
<td>The engineering manager should be the person that software engineers go to for coding help</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software engineers are more productive when their engineering manager takes an interest in their life outside work</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should leave implementation decisions to the engineering team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be to grow engineers</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Manager should play a critical role in the motivation of the team</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>---------------------------------------------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Empathy for people is an important trait for an engineering manager</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager should coach engineers in the team to share effort, successes and failures</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I would leave my team if I didn't like my engineering manager</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The engineering manager influences the success of the product</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>The most important goal for an engineering manager should be to teach decision making to engineers</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
The engineering manager influences the productivity of the team

Wrap-up

23) Please rank the following factors that affect retention in an engineering team, from most important to least important.

- The level of pay
- The relationship with the engineering manager
- The relationship between team members
- How interesting the work is to engineers
- The opportunity for career advancement
- The working environment

24) How can a great software engineering manager have a positive or negative impact on the software his/her team produces?
After clicking "Submit" you will see instructions on how to enter the raffle for the gift cards. Good luck!

Thank You!

Thank you for taking our survey. Your response is very important to us.

As another way of saying thanks, we're raffling off two $50 Amazon.com Gift Certificates (official rules of the sweepstakes).
Click here to enter the raffle by email
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